# Chapter 1. Introduction to Data Pipelines

Behind every glossy dashboard, machine learning model, and business-changing insight is data. Not just raw data, but data collected from numerous sources that must be cleaned, processed, and combined to deliver value. The famous phrase “data is the new oil” has proven true. Just like oil, the value of data is in its potential after it’s refined and delivered to the consumer. Also, like oil, it takes efficient pipelines to deliver data through each stage of its value chain.

This Pocket Reference discusses what these data pipelines are and shows how they fit into a modern data ecosystem. It covers common considerations and key decision points when implementing pipelines, such as batch versus streaming data ingestion, building versus buying tooling, and more. Though it is not exclusive to a single language or platform, it addresses the most common decisions made by data professionals while discussing foundational concepts that apply to homegrown solutions, open-source frameworks, and commercial products.

**What Are Data Pipelines?**

*Data pipelines* are sets of processes that move and transform data from various sources to a destination where new value can be derived. They are the foundation of analytics, reporting, and machine learning capabilities.

The complexity of a data pipeline depends on the size, state, and structure of the source data as well as the needs of the analytics project. In their simplest form, pipelines may extract only data from one source such as a REST API and load to a destination such as a SQL table in a data warehouse. In practice, however, pipelines typically consist of multiple steps including data extraction, data preprocessing, data validation, and at times training or running a machine learning model before delivering data to its final destination. Pipelines often contain tasks from multiple systems and programming languages. What’s more, data teams typically own and maintain numerous data pipelines that share dependencies and must be coordinated. [Figure 1-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch01.html#fig_0101) illustrates a simple pipeline.
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*Figure 1-1. A simple pipeline that loads server log data into an S3 Bucket, does some basic processing and structuring, and loads the results into an Amazon Redshift database.*

**Who Builds Data Pipelines?**

With the popularization of cloud computing and software as a service (SaaS), the number of data sources organizations need to make sense of has exploded. At the same time, the demand for data to feed machine learning models, data science research, and time-sensitive insights is higher than ever. To keep up, *data engineering* has emerged as a key role on analytics teams. *Data engineers* specialize in building and maintaining the data pipelines that underpin the analytics ecosystem.

A data engineer’s purpose isn’t simply to load data into a data warehouse. Data engineers work closely with data scientists and analysts to understand what will be done with the data and help bring their needs into a scalable production state.

Data engineers take pride in ensuring the validity and timeliness of the data they deliver. That means testing, alerting, and creating contingency plans for when something goes wrong. And yes, something will eventually go wrong!

The specific skills of a data engineer depend somewhat on the tech stack their organization uses. However, there are some common skills that all good data engineers possess.

**SQL and Data Warehousing Fundamentals**

Data engineers need to know how to query databases, and SQL is the universal language to do so. Experienced data engineers know how to write high-performance SQL and understand the fundamentals of data warehousing and data modelling. Even if a data team includes data warehousing specialists, a data engineer with warehousing fundamentals is a better partner and can fill more complex technical gaps that arise.

**Python and/or Java**

The language in which a data engineer is proficient will depend on the tech stack of their team, but either way a data engineer isn’t going to get the job done with “no code” tools even if they have some good ones in their arsenal. Python and Java currently dominate in data engineering, but newcomers like Go are emerging.

**Distributed Computing**

Solving a problem that involves high data volume and a desire to process data quickly has led data engineers to work with *distributed computing* platforms. Distributed computing combines the power of multiple systems to efficiently store, process, and analyse high volumes of data.

One popular example of distributed computing in analytics is the Hadoop ecosystem, which includes distributed file storage via Hadoop Distributed File System (HDFS), processing via MapReduce, data analysis via Pig, and more. Apache Spark is another popular distributed processing framework, which is quickly surpassing Hadoop in popularity.

Though not all data pipelines require the use of distributed computing, data engineers need to know how and when to utilize such a framework.

**Basic System Administration**

A data engineer is expected to be proficient on the Linux command line and be able to perform tasks such as analyse application logs, schedule cron jobs, and troubleshoot firewall and other security settings. Even when working fully on a cloud provider such as AWS, Azure, or Google Cloud, they’ll end up using those skills to get cloud services working together and data pipelines deployed.

**A Goal-Oriented Mentality**

A good data engineer doesn’t just possess technical skills. They may not interface with stakeholders on a regular basis, but the analysts and data scientists on the team certainly will. The data engineer will make better architectural decisions if they’re aware of the reason they’re building a pipeline in the first place.

**Why Build Data Pipelines?**

In the same way that the tip of the iceberg is all that can be seen by a passing ship, the end product of the analytics workflow is all that the majority of an organization sees. Executives see dashboards and pristine charts. Marketing shares cleanly packaged insights on social media. Customer support optimizes the call center staffing based on the output of a predictive demand model.

What most people outside of analytics often fail to appreciate is that to generate what is seen, there’s a complex machinery that is unseen. For every dashboard and insight that a data analyst generates and for each predictive model developed by a data scientist, there are data pipelines working behind the scenes. It’s not uncommon for a single dashboard, or even a single metric, to be derived from data originating in multiple source systems. In addition, data pipelines do more than just extract data from sources and load them into simple database tables or flat files for analysts to use. Raw data is refined along the way to clean, structure, normalize, combine, aggregate, and at times anonymize or otherwise secure it. In other words, there’s a lot more going on below the water line.

**SUPPLYING DATA TO ANALYSTS AND DATA SCIENTISTS**

Don’t rely on data analysts and data scientists hunting for and procuring data on their own for each project that comes their way. The risks of acting on stale data, multiple sources of truth, and bogging down analytics talent in data acquisition are too great. Data pipelines ensure that the proper data is delivered so the rest of the analytics organization can focus their time on what they do best: delivering insights.

**How Are Pipelines Built?**

Along with data engineers, numerous tools to build and support data pipelines have emerged in recent years. Some are open-source, some commercial, and some are homegrown. Some pipelines are written in Python, some in Java, some in another language, and some with no code at all.

Throughout this Pocket Reference I explore some of the most popular products and frameworks for building pipelines, as well as discuss how to determine which to use based on your organization’s needs and constraints.

Though I do not cover all such products in depth, I do provide examples and sample code for some. All code in this book is written in Python and SQL. These are the most common, and in my opinion, the most accessible, languages for building data pipelines.

In addition, pipelines are not just built—they are monitored, maintained, and extended. Data engineers are tasked with not just delivering data once but building pipelines and supporting infrastructure that deliver and process it reliably, securely, and on time. It’s no small feat, but when it’s done well, the value of an organization’s data can truly be unlocked.

# Chapter 2. A Modern Data Infrastructure

Before deciding on products and design for building pipelines, it’s worth understanding what makes up a modern data stack. As with most things in technology, there’s no single right way to design your analytics ecosystem or choose products and vendors. Regardless, there are some key needs and concepts that have become industry standard and set the stage for best practices in implementing pipelines.

Let’s take a look at the key components of such an infrastructure as displayed in [Figure 2-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#fig_0201). Future chapters explore how each component factors into the design and implementation of data pipelines.

# Diversity of Data Sources

The majority of organizations have dozens, if not hundreds, of data sources that feed their analytics endeavours. Data sources vary across many dimensions covered in this section.
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###### *Figure 2-1. The key components of a modern data infrastructure.*

## Source System Ownership

It’s typical for an analytics team to ingest data from source systems that are built and owned by the organization as well as from third-party tools and vendors. For example, an ecommerce company might store data from their shopping cart in a PostgreSQL (also known as Postgres) database behind their web app. They may also use a third-party web analytics tool such as Google Analytics to track usage on their website. The combination of the two data sources (illustrated in [Figure 2-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#fig_0202)) is required to get a full understanding of customer behaviour leading up to a purchase. Thus, a data pipeline that ends with an analysis of such behaviour starts with the ingestion of data from both sources.
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###### *Figure 2-2. A simple pipeline with data from multiple sources loaded into an S3 bucket and then a Redshift database.*

###### NOTE

The term data ingestion refers to extracting data from one source and loading it into another.

Understanding the ownership of source systems is important for several reasons. First, for third-party data sources you’re likely limited as to what data you can access and how you can access it. Most vendors make a REST API available, but few will give you direct access to your data in the form of a SQL database. Even fewer will give you much in the way of customization of what data you can access and at what level of granularity.

Internally built systems present the analytics team with more opportunities to customize the data available as well as the method of access. However, they present other challenges as well. Were the systems built with consideration of data ingestion? Often the answer is no, which has implications ranging from the ingestion putting unintended load on the system to the inability to load data incrementally. If you’re lucky, the engineering team that owns the source system will have the time and willingness to work with you, but in the reality of resource constraints, you may find it’s not dissimilar to working with an external vendor.

## Ingestion Interface and Data Structure

Regardless of who owns the source data, how you get it and in what form is the first thing a data engineer will examine when building a new data ingestion. First, what is the interface to the data? Some of the most common include the following:

* A database behind an application, such as a Postgres or MySQL database
* A layer of abstraction on top of a system such as a REST API
* A stream processing platform such as Apache Kafka
* A shared network file system or cloud storage bucket containing logs, comma-separated value (CSV) files, and other flat files
* A data warehouse or data lake
* Data in HDFS or HBase database

In addition to the interface, the structure of the data will vary. Here are some common examples:

* JSON from a REST API
* Well-structured data from a MySQL database
* JSON within columns of a MySQL database table
* Semi structured log data
* CSV, fixed-width format (FWF), and other flat file formats
* JSON in flat files
* Stream output from Kafka

Each interface and data structure presents its own challenges and opportunities. Well-structured data is often easiest to work with, but it’s usually structured in the interest of an application or website. Beyond the ingestion of the data, further steps in the pipeline will likely be necessary to clean and transform into a structure better suited for an analytics project.

Semi structured data such as JSON is increasingly common and has the advantage of the structure of attribute-value pairs and nesting of objects. However, unlike a relational database, there is no guarantee that each object in the same dataset will have the same structure. As you’ll see later in this book, how one deals with missing or incomplete data in a pipeline is context dependent and increasingly necessary as the rigidity of the structure in data is reduced.

Unstructured data is common for some analytics endeavours. For example, Natural Language Processing (NLP) models require vast amounts of free text data to train and validate. Computer Vision (CV) projects require images and video content. Even fewer daunting projects such as scraping data from web pages have a need for free text data from the web in addition to the semi structured HTML mark-up of a web page.

## Data Volume

Though data engineers and hiring managers alike enjoy bragging about petabyte-scale datasets, the reality is that most organizations value small datasets as much as large ones. In addition, it’s common to ingest and model small and large datasets in tandem. Though the design decisions at each step in a pipeline must take data volume into consideration, high volume does not mean high value.

All that said, most organizations have at least one dataset that is key to both analytical needs as well as high volume. What’s high volume? There’s no easy definition, but as it pertains to pipelines, it’s best to think in terms of a spectrum rather than a binary definition of high- and low- volume datasets.

###### NOTE

As you’ll see throughout this book, there’s as much danger in oversimplifying data ingestion and processing—with the result being long and inefficient runs—as there is in overengineering pipeline tasks when the volume of data or complexity of the task is low.

## Data Cleanliness and Validity

Just as there is great diversity in data sources, the quality of source data varies greatly. As the old saying goes, “garbage in, garbage out.” It’s important to understand the limitations and deficiencies of source data and address them in the appropriate sections of your pipelines.

There are many common characteristics of “messy data,” including, but not limited to, the following:

* Duplicate or ambiguous records
* Orphaned records
* Incomplete or missing records
* Text encoding errors
* Inconsistent formats (for example, phone numbers with or without dashes)
* Mislabelled or unlabelled data

Of course, there are numerous others, as well as data validity issues specific to the context of the source system.

There’s no magic bullet for ensuring data cleanliness and validity, but in a modern data ecosystem, there are key characteristics and approaches that we’ll see throughout this book:

Assume the worst, expect the best

Pristine datasets only exist in academic literature. Assume your input datasets will contain numerous validity and consistency issues but build pipelines that identify and cleanse data in the interest of clean output.

Clean and validate data in the system best suited to do so

There are times when it’s better to wait to clean data until later in a pipeline. For example, modern pipelines tend to follow an extract-load-transform (ELT) rather than extract-transform-load (ETL) approach for data warehousing (more in [Chapter 3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#ch03)). It’s sometimes optimal to load data into a data lake in a fairly raw form and to worry about structuring and cleaning later in the pipeline. In other words, use the right tool for the right job rather than rushing the cleaning and validation processes.

Validate often

Even if you don’t clean up data early in a pipeline, don’t wait until the end of the pipeline to validate it. You’ll have a much harder time determining where things went wrong. Conversely, don’t validate once early in a pipeline and assume all will go well in subsequent steps. [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08) digs deeper into validation.

## Latency and Bandwidth of the Source System

The need to frequently extract high volumes of data from source systems is a common use case in a modern data stack. Doing so presents challenges, however. Data extraction steps in pipelines must contend with API rate limits, connection time-outs, slow downloads, and source system owners who are unhappy due to strain placed on their systems.

###### NOTE

As I’ll discuss in Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) in more detail, data ingestion is the first step in most data pipelines. Understanding the characteristics of source systems and their data is thus the first step in designing pipelines and making decisions regarding infrastructure further downstream.

# Cloud Data Warehouses and Data Lakes

Three things transformed the landscape of analytics and data warehousing over the last 10 years, and they’re all related to the emergence of the major public cloud providers (Amazon, Google, and Microsoft):

* The ease of building and deploying data pipelines, data lakes, warehouses, and analytics processing in the cloud. No more waiting on IT departments and budget approval for large up-front costs. Managed services—databases in particular—have become mainstream.
* Continued drop-in storage costs in the cloud.
* The emergence of highly scalable, columnar databases, such as Amazon Redshift, Snowflake, and Google Big Query.

These changes breathed new life into data warehouses and introduced the concept of a data lake. Though [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) covers data warehouses and data lakes in more detail, it’s worth briefly defining both now, in order to clarify their place in a modern data ecosystem.

A data warehouse is a database where data from different systems is stored and modelled to support analysis and other activities related to answering questions with it. Data in a data warehouse is structured and optimized for reporting and analysis queries.

A data lake is where data is stored, but without the structure or query optimization of a data warehouse. It will likely contain a high volume of data as well as a variety of data types. For example, a single data lake might contain a collection of blog posts stored as text files, flat file extracts from a relational database, and JSON objects containing events generated by sensors in an industrial system. It can even store structured data like a standard database, though it’s not optimized for querying such data in the interest of reporting and analysis.

There is a place for both data warehouses and data lakes in the same data ecosystem, and data pipelines often move data between both.

# Data Ingestion Tools

The need to ingest data from one system to another is common to nearly all data pipelines. As previously discussed in this chapter, data teams must contend with a diversity of data sources from which to ingest data from. Thankfully, a number of commercial and open-source tools are available in a modern data infrastructure.

In this Pocket Reference, I discuss some of the most common of these tools and frameworks, including:

* Singer
* Stitch
* Fivetran

Despite the prevalence of these tools, some teams decide to build custom code to ingest data. Some even develop their own frameworks. The reasons vary by organization but are often related to cost, a culture of building over buying, and concerns about the legal and security risks of trusting an external vendor. In [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05), I discuss the build versus buy trade-offs that are unique to data ingestion tools. Of particular interest is whether the value of a commercial solution is to make it easier for data engineers to build data ingestions into their pipelines or to enable non-data engineers (such as data analysts) to build ingestions themselves.

As Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) discuss, data ingestion is traditionally both the extract and load steps of an ETL or ELT process. Some tools focus on just these steps, while others provide the user with some transform capabilities as well. In practice, I find most data teams choose to limit the number of transformations they make during data ingestion and thus stick to ingestion tools that are good at two things: extracting data from a source and loading it into a destination.

# Data Transformation and Modelling Tools

Though the bulk of this chapter has focused on moving data between sources and destinations (data ingestion), there is much more to data pipelines and the movement of data. Pipelines are also made up of tasks that transform and model data for new purposes, such as machine learning, analysis, and reporting.

The terms data modelling and data transformation are often used interchangeably; however, for the purposes of this text, I will differentiate between them:

Data transformation

Transforming data is a broad term that is signified by the T in an ETL or ELT process. A transformation can be something as simple as converting a timestamp stored in a table from one time zone to another. It can also be a more complex operation that creates a new metric from multiple source columns that are aggregated and filtered through some business logic.

Data modelling

Data modelling is a more specific type of data transformation. A data model structures and defines data in a format that is understood and optimized for data analysis. A data model is usually represented as one or more tables in a data warehouse. The process of creating data models is discussed in more detail in [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06).

Like data ingestion, there are a number of methodologies and tools that are present in a modern data infrastructure. As previously noted, some data ingestion tools provide some level of data transformation capabilities, but these are often quite simple. For example, for the sake of protecting personally identifiable information (PII) it may be desirable to turn an email address into a hashed value that is stored in the final destination. Such a transformation is usually performed during the ingestion process.

For more complex data transformations and data modelling, I find it desirable to seek out tools and frameworks specifically designed for the task, such as dbt (see [Chapter 9](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ch09)). In addition, data transformation is often context-specific and can be written in a language familiar to data engineers and data analysts, such as SQL or Python.

Data models that will be used for analysis and reporting are typically defined and written in SQL or via point-and-click user interfaces. Just like build-versus-buy trade-offs, there are considerations in choosing to build models using SQL versus a no-code tool. SQL is a highly accessible language that is common to both data engineers and analysts. It empowers the analyst to work directly with the data and optimize the design of models for their needs. It’s also used in nearly every organization, thus providing a familiar entry point for new hires to a team. In most cases, choosing a transformation framework that supports building data models in SQL rather than via a point-and-click user interface is desirable. You’ll get far more customizability and own your development process from end to end.

[Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06) discusses transforming and modelling data at length.

# Workflow Orchestration Platforms

As the complexity and number of data pipelines in an organization grows, it’s important to introduce a workflow orchestration platform to your data infrastructure. These platforms manage the scheduling and flow of tasks in a pipeline. Imagine a pipeline with a dozen tasks ranging from data ingestions written in Python to data transformations written in SQL that must run in a particular sequence throughout the day. It’s not a simple challenge to schedule and manage dependencies between each task. Every data team faces this challenge, but thankfully there are numerous workflow orchestration platforms available to alleviate the pain.

###### NOTE

Workflow orchestration platforms are also referred to as workflow management systems (WMSs), orchestration platforms, or orchestration frameworks. I use these terms interchangeably in this text.

Some platforms, such as Apache Airflow, Luigi, and AWS Glue, are designed for more general use cases and are thus used for a wide variety of data pipelines. Others, such as Kubeflow Pipelines, are designed for more specific use cases and platforms (machine learning workflows built on Docker containers in the case of Kubeflow Pipelines).

## Directed Acyclic Graphs

Nearly all modern orchestration frameworks represent the flow and dependencies of tasks in a pipeline as a graph. However, pipeline graphs have some specific constraints.

Pipeline steps are always directed, meaning they start with a general task or multiple tasks and end with a specific task or tasks. This is required to guarantee a path of execution. In other words, it ensures that tasks do not run before all their dependent tasks are completed successfully.

Pipeline graphs must also be acyclic, meaning that a task cannot point back to a previously completed task. In other words, it cannot cycle back. If it could, then a pipeline could run endlessly!

With these two constraints in mind, orchestration pipelines produce graphs called directed acyclic graphs (DaGs). [Figure 2-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#fig_0203) illustrates a simple DAG. In this example, Task A must complete before Tasks B and C can start. Once they are both completed, then Task D can start. Once Task D is complete, the pipeline is completed as well.

![dppr 0203](data:image/png;base64,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)

###### *Figure 2-3. A DAG with four tasks. After Task A completes, Task B and Task C run. When they both complete, Task D runs.*

DAGs are a representation of a set of tasks and not where the logic of the tasks is defined. An orchestration platform is capable of running tasks of all sorts.

For example, consider a data pipeline with three tasks. It is represented as a DAG in [Figure 2-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#fig_0204).

* The first executes a SQL script that queries data from a relational database and stores the result in a CSV file.
* The second runs a Python script that loads the CSV file, cleans, and then reshapes the data before saving a new version of the file.
* Finally, a third task, which runs the COPY command in SQL, loads the CSV created by the second task into a Snowflake data warehouse.
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###### *Figure 2-4. A DAG with three tasks that run-in sequence to extract data from a SQL database, clean and reshape the data using a Python script, and then load the resulting data into a data warehouse.*

The orchestration platform executes each task, but the logic of the tasks exists as SQL and Python code, which runs on different systems across the data infrastructure.

[Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07) discusses workflow orchestration platforms in more detail and provides hands-on examples of orchestrating a pipeline in Apache Airflow.

# Customizing Your Data Infrastructure

It’s rare to find two organizations with exactly the same data infrastructure. Most pick and choose tools and vendors that meet their specific needs and build the rest on their own. Though I talk in detail about some of the most popular tools and products throughout this book, many more come to market each year.

As previously noted, depending on the culture and resources in your organization, you may be encouraged to build most of your data infrastructure on your own, or to rely on SaaS vendors instead. Regardless of which way you lean on the build-versus-buy scale, you can build the high-quality data infrastructure necessary to build high-quality data pipelines.

What’s important is understanding your constraints (dollars, engineering resources, security, and legal risk tolerance) and the resulting trade-offs. I speak to these throughout the text and call out key decision points in selecting a product or tool.

# Chapter 3. Common Data Pipeline Patterns

Even for seasoned data engineers, designing a new data pipeline is a new journey each time. As discussed in [Chapter 2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#ch02), differing data sources and infrastructure present both challenges and opportunities. In addition, pipelines are built with different goals and constraints. Must the data be processed in near real time? Can it be updated daily? Will it be modelled for use in a dashboard or as input to a machine learning model?

Thankfully, there are some common patterns in data pipelines that have proven successful and are extensible to many use cases. In this chapter, I will define these patterns. Subsequent chapters implement pipelines built on them.

**ETL and ELT**

There is perhaps no pattern more well-known than ETL and its more modern sibling, ELT. Both are patterns widely used in data warehousing and business intelligence. In more recent years, they’ve inspired pipeline patterns for data science and machine learning models running in production. They are so well-known that many people use these terms synonymously with data pipelines rather than patterns that many pipelines follow.

Given their roots in data warehousing, it’s easiest to describe them in that context, which is what this section does. Later sections in this chapter describe how they are used for particular use cases.

Both patterns are approaches to data processing used to feed data into a data warehouse and make it useful to analysts and reporting tools. The difference between the two is the order of their final two steps (transform and load), but the design implications in choosing between them are substantial, as I’ll explain throughout this chapter. First, let’s explore the steps of ETL and ELT.

The *extract* step gathers data from various sources in preparation for loading and transforming. [Chapter 2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#ch02) discussed the diversity of these sources and methods of extraction.

The *load* step brings either the raw data (in the case of ELT) or the fully transformed data (in the case of ETL) into the final destination. Either way, the end result is loading data into the data warehouse, data lake, or other destination.

The *transform* step is where the raw data from each source system is combined and formatted in a such a way that it’s useful to analysts, visualization tools, or whatever use case your pipeline is serving. There’s a lot to this step, regardless of whether you design your process as ETL or ELT, all of which is explored in detail in [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06).

**SEPARATION OF EXTRACT AND LOAD**

The combination of the extraction and loading steps is often referred to as *data ingestion*. Especially in ELT and the ELT sub-pattern (note the lowercase *t*), which is defined later in this chapter, extraction and loading capabilities are often tightly coupled and packaged together in software frameworks. When designing pipelines, however, it is still best to consider the two steps as separate due to the complexity of coordinating extracts and loads across different systems and infrastructure.

Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) describe data ingestion techniques in more detail and provide implementation examples using common frameworks.

**The Emergence of ELT over ETL**

ETL was the gold standard of data pipeline patterns for decades. Though it’s still used, more recently ELT has emerged as the pattern of choice. Why? Prior to the modern breed of data warehouses, primarily in the cloud (see [Chapter 2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#ch02)), data teams didn’t have access to data warehouses with the storage or compute necessary to handle loading vast amounts of raw data and transforming it into usable data models all in the same place. In addition, data warehouses at the time were row-based databases that worked well for transactional use cases, but not for the high-volume, bulk queries that are commonplace in analytics. Thus, data was first extracted from source systems and then transformed on a separate system before being loaded into a warehouse for any final data modelling and querying by analysts and visualization tools.

The majority of today’s data warehouses are built on highly scalable, columnar databases that can both store and run bulk transforms on large datasets in a cost-effective manner. Thanks to the I/O efficiency of a columnar database, data compression, and the ability to distribute data and queries across many nodes that can work together to process data, things have changed. It’s now better to focus on extracting data and loading it into a data warehouse where you can then perform the necessary transformations to complete the pipeline.

The impact of the difference between row-based and column-based data warehouses cannot be overstated. [Figure 3-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#fig_0301) illustrates an example of how records are stored on disk in a row-based database, such as MySQL or Postgres. Each row of the database is stored together on disk, in one or more blocks depending on the size of each record. If a record is smaller than a single block or not cleanly divisible by the block size, it leaves some disk space unused.
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*Figure 3-1. A table stored in a row-based storage database. Each block contains a record (row) from the table.*

Consider an online transaction processing (OLTP) database use case such as an e-commerce web application that leverages a MySQL database for storage. The web app requests reads and writes from and to the MySQL database, often involving multiple values from each record, such as the details of an order on an order confirmation page. It’s also likely to query or update only one order at a time. Therefore, row-based storage is optimal since the data the application needs is stored in close proximity on disk, and the amount of data queried at one time is small.

The inefficient use of disk space due to records leaving empty space in blocks is a reasonable trade-off in this case, as the speed to reading and writing single records frequently is what’s most important. However, in analytics the situation is reversed. Instead of the need to read and write small amounts of data frequently, we often read and write a large amount of data infrequently. In addition, it’s less likely that an analytical query requires many, or all, of the columns in a table but rather a single column of a table with many columns.

For example, consider the order table in our fictional e-commerce application. Among other things, it contains the dollar amount of the order as well as the country it’s shipping to. Unlike the web application, which works with orders one at a time, an analyst using the data warehouse will want to analyse orders in bulk. In addition, the table containing order data in the data warehouse has additional columns that contain values from multiple tables in our MySQL database. For example, it might contain the information about the customer who placed the order. Perhaps the analyst wants to sum up all orders placed by customers with currently active accounts. Such a query might involve millions of records, but only read from two columns, Order Total and CustomerActive. After all, analytics is not about creating or changing data (like in OLTP) but rather the derivation of metrics and the understanding of data.

As illustrated in [Figure 3-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#fig_0302), a columnar database, such as Snowflake or Amazon Redshift, stores data in disk blocks by column rather than row. In our use case, the query written by the analyst only needs to access blocks that store Order Total and CustomerActive values rather than blocks that store the row-based records such as the MySQL database. Thus, there’s less disk I/O as well as less data to load into memory to perform the filtering and summing required by the analyst’s query. A final benefit is reduction in storage, thanks to the fact that blocks can be fully utilized and optimally compressed since the same data type is stored in each block rather than multiple types that tend to occur in a single row-based record.

All in all, the emergence of columnar databases means that storing, transforming, and querying large datasets is efficient within a data warehouse. Data engineers can use that to their advantage by building pipeline steps that specialize in extracting and loading data into warehouses where it can be transformed, modelled, and queried by analysts and data scientists who are more comfortable within the confines of a database. As such, ELT has taken over as the ideal pattern for data warehouse pipelines as well as other use cases in machine learning and data product development.
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*Figure 3-2. A table stored in a column-based storage database. Each disk block contains data from the same column. The two columns involved in our example query are highlighted. Only these blocks must be accessed to run the query. Each block contains data of the same type, making compression optimal.*

**EtLT Sub pattern**

When ELT emerged as the dominant pattern, it became clear that doing some transformation after extraction, but before loading, was still beneficial. However, instead of transformation involving business logic or data modelling, this type of transformation is more limited in scope. I refer to this as *lowercase t* transformation, or *EtLT*.

Some examples of the type of transformation that fits into the EtLT sub pattern include the following:

* Deduplicate records in a table
* Parse URL parameters into individual components
* Mask or otherwise obfuscate sensitive data

These types of transforms are either fully disconnected from business logic or, in the case of something like masking sensitive data, at times required as early in a pipeline as possible for legal or security reasons. In addition, there is value in using the right tool for the right job. As Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) illustrate in greater detail, most modern data warehouses load data most efficiently if it’s prepared well. In pipelines moving a high volume of data, or where latency is key, performing some basic transforms between the extract and load steps is worth the effort.

You can assume that the remaining ELT-related patterns are designed to include the EtLT sub pattern as well.

**ELT for Data Analysis**

ELT has become the most common and, in my opinion, most optimal pattern for pipelines built for data analysis. As already discussed, columnar databases are well suited to handling high volumes of data. They are also designed to handle wide tables, meaning tables with many columns, thanks to the fact that only data in columns used in a given query are scanned on disk and loaded into memory.

Beyond technical considerations, data analysts are typically fluent in SQL. With ELT, data engineers can focus on the extract and load steps in a pipeline (data ingestion), while analysts can utilize SQL to transform the data that’s been ingested as needed for reporting and analysis. Such a clean separation is not possible with an ETL pattern, as data engineers are needed across the entire pipeline. As shown in [Figure 3-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#fig_0303), ELT allows data team members to focus on their strengths with less interdependencies and coordination.

In addition, the ELT pattern reduces the need to predict exactly what analysts will do with the data at the time of building extract and load processes. Though understanding the general use case is required to extract and load the proper data, saving the transform step for later gives analysts more options and flexibility.
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*Figure 3-3. The ELT pattern allows for a clean split of responsibilities between data engineers and data analysts (or data scientists). Each role can work autonomously with the tools and languages they are comfortable in.*

**NOTE**

With the emergence of ELT, data analysts have become more autonomous and empowered to deliver value from data without being “blocked” by data engineers. Data engineers can focus on data ingestion and supporting infrastructure that enables analysts to write and deploy their own transform code written as SQL. With that empowerment have come new job titles such as the *analytics engineer*. [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06) discusses how these data analysts and analytics engineers transform data to build data models.

**ELT for Data Science**

Data pipelines built for data science teams are similar to those built for data analysis in a data warehouse. Like the analysis use case, data engineers are focused on ingesting data into a data warehouse or data lake. However, data scientists have different needs from the data than data analysts do.

Though data science is a broad field, in general, data scientists will need access to more granular—and at times raw—data than data analysts do. While data analysts build data models that produce metrics and power dashboards, data scientists spend their days exploring data and building predictive models. While the details of the role of a data scientist are out of the scope of this book, this high-level distinction matters to the design of pipelines serving data scientists.

If you’re building pipelines to support data scientists, you’ll find that the extract and load steps of the ELT pattern will remain pretty much the same as they will for supporting analytics. Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) outline those steps in technical detail. Data scientists might also benefit from working with some of the data models built for analysts in the transform step of an ELT pipeline ([Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06)), but they’ll likely branch off and use much of the data acquired during extract-load.

**ELT for Data Products and Machine Learning**

Data is used for more than analysis, reporting, and predictive models. It’s also used for powering *data products*. Some common examples of data products include the following:

* A content recommendation engine that powers a video streaming home screen
* A personalized search engine on an e-commerce website
* An application that performs sentiment analysis on user-generated restaurant reviews

Each of those data products is likely powered by one or more machine learning (ML) models, which are hungry for training and validation data. Such data may come from a variety of source systems and undergo some level of transformation to prepare it for use in the model. An ELT-like pattern is well suited for such needs, though there are a number of specific challenges in all steps of a pipeline that’s designed for a data product.

**Steps in a Machine Learning Pipeline**

Like pipelines built for analysis, which this book is primarily focused on, pipelines built for ML follow a pattern similar to ELT—at least in the beginning of the pipeline. The difference is that instead of the transform step focusing on transforming data into data models, once data is extracted and loaded into a warehouse or data lake, there a several steps involved in building and updating the ML model.

If you’re familiar with ML development, these steps may look familiar as well:

Data ingestion

This step follows the same process that I outline in Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05). Though the data you ingest may differ, the logic remains primarily the same for pipelines built for analytics as well as ML, but with one additional consideration for ML pipelines. That is, ensuring that the data you ingest is versioned in a way that ML models can later refer to as a specific dataset for training or validation. There are a number of tools and approaches for versioning datasets. I suggest referring to [“Further Reading on ML Pipelines”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#further-reading-3) to learn more.

Data preprocessing

The data that’s ingested is unlikely to be ready to use in ML development. Preprocessing is where data is cleaned and otherwise prepared for models. For example, this is the step in a pipeline where text is tokenized, features are converted to numerical values, and input values are normalized.

Model training

After new data is ingested and pre-processed, ML models need to be retrained.

Model deployment

Deploying models to production can be the most challenging part of going from research-oriented machine learning to a true data product. Here, not only is versioning of datasets necessary, but versioning of trained models is also needed. Often, a REST API is used to allow for querying of a deployed model, and API endpoints for various versions of a model will be used. It’s a lot to keep track of and takes coordination between data scientists, machine learning engineers, and data engineers to get to a production state. A well-designed pipeline is key to gluing it together.

**VALIDATING INGESTED DATA**

As [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08) discusses, validating data in a pipeline is essential and has a place throughout pipelines. In pipelines built for data analysts, validation often happens after data ingestion (extract-load) as well as after data modelling (transform). In ML pipelines, validation of the data that’s ingested is also important. Don’t confuse this critical step with validation of the ML model itself, which is of course a standard part of ML development.

**Incorporate Feedback in the Pipeline**

Any good ML pipeline will also include gathering feedback for improving the model. Take the example of a content recommendation model for a video streaming service. To measure and improve the model in the future, you’ll need to keep track of what it recommends to users, what recommendations they click, and what recommended content they enjoy after they click it. To do so, you’ll need to work with the development team leveraging the model on the streaming services home screen. They’ll need to implement some type of event collection that keeps track of each recommendation made to each user; the version of the model that recommended it; and when it’s clicked; and then carry that click-through to the data they’re likely already collecting related to a user’s content consumption.

All that information can then be ingested back into the data warehouse and incorporated into future versions of the model, either as training data or to be analysed and considered by a human (a data scientist perhaps) for inclusion in a future model or experiment.

In addition, the data collected can be ingested, transformed, and analysed by data analysts in the ELT pattern described throughout this book. Analysts will often be tasked with measuring the effectiveness of models and building dashboards to display key metrics of the model to the organization. Stakeholders can use such dashboards to make sense of how effective various models are to the business and to their customers.

**Further Reading on ML Pipelines**

Building pipelines for machine learning models is a robust topic. Depending on your infrastructure choices and the complexity of your ML environment, there are several books I recommend for further learning:

* *Building Machine Learning Pipelines* by Hannes Hapke and Catherine Nelson (O’Reilly, 2020)
* *Machine Learning with Scikit-Learn, Keras, and TensorFlow*, 2nd edition, by Aurélien Géron (O’Reilly, 2019)

In addition, the following book is a highly accessible introduction to machine learning:

* *Introduction to Machine Learning with Python* by Andreas C. Müller and Sarah Guido (O’Reilly, 2016)

# Chapter 4. Data Ingestion: Extracting Data

As discussed in [Chapter 3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#ch03), the ELT pattern is the ideal design for data pipelines built for data analysis, data science, and data products. The first two steps in the ELT pattern, extract, and load, are collectively referred to as *data ingestion*. This chapter discusses getting your development environment and infrastructure set up for both, and it goes through the specifics of extracting data from various source systems. [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) discusses loading the resulting datasets into a data warehouse.

**NOTE**

The extract and load code samples in this chapter are fully decoupled from each other. Coordinating the two steps to complete a data ingestion is a topic that’s discussed in [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07).

As discussed in [Chapter 2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#ch02), there are numerous types of source systems to extract from, as well as numerous destinations to load into. In addition, data comes in many forms, all of which present different challenges for ingesting it.

This chapter and the next include code samples for exporting and ingesting data from and to common systems. The code is highly simplified and contains only minimal error handing. Each example is intended as an easy-to-understand starting point for data ingestions but is fully functional and extendable to more scalable solutions.

**NOTE**

The code samples in this chapter write extracted data to CSV files to be loaded into the destination data warehouse. There are times when it makes more sense to store extracted data in another format, such as JSON, prior to loading. Where applicable, I note where you might want to consider making such an adjustment.

[Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) also discusses some open-source frameworks you can build from, and commercial alternatives that give data engineers and analysts “low code” options for ingesting data.

**Setting Up Your Python Environment**

All code samples that follow are written in Python and SQL and use open-source frameworks that are common in the data engineering field today. For simplicity, the number of sources and destinations is limited. However, where applicable, I provide notes on how to modify for similar systems.

To run the sample code, you’ll need a physical or virtual machine running Python 3.x. You’ll also need to install and import a few libraries.

If you don’t have Python installed on your machine, you can get the distribution and installer for your OS [directly from them](https://oreil.ly/ytH4s).

**NOTE**

The following commands are written for a Linux or Macintosh command line. On Windows, you may need to add the Python 3 executable to your PATH.

Before you install the libraries used in this chapter, it’s best to create a *virtual environment* to install them into. To do so, you can use a tool called virtualenv. virtualenv is helpful in managing Python libraries for different projects and applications. It allows you to install Python libraries within a scope specific to your project rather than globally. First, create a virtual environment named *env*.

$ python -m venv env

Now that your virtual environment is created, activate it with the following command:

$ source env/bin/activate

You can verify that your virtual environment is activated in two ways. First, you’ll notice that your command prompt is now prefixed by the environment name:

(env) $

You can also use the which python command to verify where Python is looking for libraries. You should see something like this, which shows the path of the virtual environment directory:

(env) $ which python

env/bin/python

Now it’s safe to install the libraries you need for the code samples that follow.

**NOTE**

On some operating systems (OS), you must use python3 instead of python to run the Python 3.x executable. Older OS versions may default to Python 2.x. You can find out which version of Python your OS uses by typing python --version.

Throughout this chapter, you’ll use pip to install the libraries used in the code samples. [pip](https://pypi.org/project/pip) is a tool that ships with most Python distributions.

The first library you’ll install using pip is configparser, which will be used to read configuration information you’ll add to a file later.

(env) $ pip install configparser

Next, create a file named *pipeline.conf* in the same directory as the Python scripts you’ll create in the following sections. Leave the file empty for now. The code samples in this chapter will call for adding to it. In Linux and Mac operating systems, you can create the empty file on the command line with the following command:

(env) $ touch pipeline.conf

**DON’T ADD YOUR CONFIG FILES TO A GIT REPO!**

Because you’ll be storing credentials and connection information in the configuration file, make sure you don’t add it to your Git repo. This information should only be stored locally and on systems that are secure and authorized to access your S3 bucket, source systems, and data warehouse. The safest way to ensure exclusion in the repo is to give your config files an extension like *.conf* and add a line to your *.gitignore* file with *\*.conf*.

**Setting Up Cloud File Storage**

For each example in this chapter, you’ll be using an Amazon Simple Storage Service (Amazon S3 or simply S3) bucket for file storage. S3 is hosted on AWS, and as the name implies, S3 is a simple way to store and access files. It’s also very cost effective. As of this writing, AWS offers 5 GB of free S3 storage for 12 months with a new AWS account and charges less than 3 cents USD per month per gigabyte for the standard S3 class of storage after that. Given the simplicity of the samples in this chapter, you’ll be able to store the necessary data in S3 for free if you are still in the first 12 months of creating an AWS account, or for less than a $1 a month after that.

To run the samples in this chapter, you’ll need an S3 bucket. Thankfully, creating an S3 bucket is simple, and the latest instructions can be found in the [AWS documentation](https://oreil.ly/7W9ZD). Setting up the proper access control to the S3 bucket is dependent upon which data warehouse you are using. In general, it’s best to use AWS Identity and Access Management (IAM) roles for access management policies. Detailed instructions for setting up such access for both an Amazon Redshift and Snowflake data warehouse are in the sections that follow, but for now, follow the instruction to create a new bucket. Name it whatever you’d like; I suggest using the default settings, including keeping the bucket private.

Each extraction example extracts data from the given source system and stores the output in the S3 bucket. Each loading example in [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) loads that data from the S3 bucket into the destination. This is a common pattern in data pipelines. Every major public cloud provider has a service like S3. Equivalents on other public clouds are Azure Storage in Microsoft Azure and Google Cloud Storage (GCS) in GCP.

It’s also possible to modify each example to use local or on-premises storage. However, there is additional work required to load data into your data warehouse from storage outside of its specific cloud provider. Regardless, the patterns described in this chapter are valid no matter which cloud provider you use, or if you choose to host your data infrastructure on-premises.

Before I move on to each example, there’s one more Python library that you’ll need to install so that your scripts for extracting and loading can interact with your S3 bucket. Boto3 is the AWS SDK for Python. Make sure the virtual environment you set up in the previous section is active and use pip to install it:

(env) $ pip install boto3

In the examples that follow, you’ll be asked to import boto3 into your Python scripts like this:

**import** **boto3**

Because you’ll be using the boto3 Python library to interact with your S3 bucket, you’ll also need to create an IAM user, generate access keys for that user, and store the keys in a configuration file that your Python scripts can read from. This is all necessary so that your scripts have permissions to read and write files in your S3 bucket.

First, create the IAM user:

1. Under the Services menu in the AWS console (or top nav bar), navigate to IAM.
2. In the navigation pane, click Users and then click “Add user.” Type the username for the new user. In this example, name the user *data\_pipeline\_readwrite*.
3. Click the type of access for this IAM user. Click “programmatic access” since this user won’t need to log into the AWS Console, but rather access AWS resources programmatically via Python scripts.
4. Click Next: Permissions.
5. On the “Set permissions” page, click the “Attach existing policies to user directly” option. Add the AmazonS3FullAccess policy.
6. Click Next: Tags. It’s a best practice in AWS to add tags to various objects and services so you can find them later. This is optional, however.
7. Click Next: Review to verify your settings. If everything looks good, click “Create user.”
8. You’ll want to save the access key ID and secret access key for the new IAM user. To do so, click Download.csv and then save the file to a safe location so you can use it in just a moment.

Finally, add a section to the *pipeline.conf* file called [aws\_boto\_credentials] to store the credentials for the IAM user and the S3 bucket information. You can find your AWS account ID by clicking your account name at the top right of any page when logged into the AWS site. Use the name of the S3 bucket you created earlier for the bucket\_name value. The new section in *pipline.conf* will look like this:

[aws\_boto\_credentials]

access\_key = ijfiojr54rg8er8erg8erg8

secret\_key = 5r4f84er4ghrg484eg84re84ger84

bucket\_name = pipeline-bucket

account\_id = 4515465518

**Extracting Data from a MySQL Database**

Extracting data from a MySQL database can be done in two ways:

* Full or incremental extraction using SQL
* Binary Log (binlog) replication

Full or incremental extraction using SQL is far simpler to implement, but also less scalable for large datasets with frequent changes. There are also trade-offs between full and incremental extractions that I discuss in the following section.

Binary Log replication, though more complex to implement, is better suited to cases where the data volume of changes in source tables is high, or there is a need for more frequent data ingestions from the MySQL source.

**NOTE**

Binlog replication is also a path to creating a *streaming data ingestion*. See the “Batch Versus Stream Ingestion” section of this chapter for more on the distinction between the two approaches as well as implementation patterns.

This section is relevant to those readers who have a MySQL data source they need to extract data from. However, if you’d like to set up a simple database so you can try the code samples, you have two options. First, you can install MySQL on your local machine or virtual machine for free. You can find an installer for your OS on the [MySQL downloads page](https://oreil.ly/p2-L1).

Alternatively, you can create a fully managed Amazon RDS for MySQL instance in [AWS](https://oreil.ly/XahtN). I find this method more straightforward, and it’s nice not to create unnecessary clutter on my local machine!

**WARNING**

When you follow the [linked instructions](https://oreil.ly/CiVgC) to set up an MySQL RDS database instance, you’ll be prompted to set your database as publicly accessible. That’s just fine for learning and working with sample data. In fact, it makes it much easier to connect from whatever machine you’re running the samples in this section. However, for more robust security in a production setting, I suggest following the [Amazon RDS security best practices](https://oreil.ly/8DYsz).

Note that just like the S3 pricing noted earlier, if you are no longer eligible for the free tier of AWS, there is a cost associated with doing so. Otherwise, it’s free to set up and run! Just remember to delete your RDS instance when you’re done so you don’t forget and incur charges when your free tier expires.

The code samples in this section are quite simple and refer to a table named Orders in a MySQL database. Once you have a MySQL instance to work with, you can create the table and insert some sample rows by running the following SQL commands:

**CREATE** **TABLE** Orders (

Order-Id int,

OrderStatus varchar(30),

LastUpdated **timestamp**

);

**INSERT** **INTO** Orders

**VALUES**(1,'Backordered', '2020-06-01 12:00:00');

**INSERT** **INTO** Orders

**VALUES**(1,'Shipped', '2020-06-09 12:00:25');

**INSERT** **INTO** Orders

**VALUES**(2,'Shipped', '2020-07-11 3:05:00');

**INSERT** **INTO** Orders

**VALUES**(1,'Shipped', '2020-06-09 11:50:00');

**INSERT** **INTO** Orders

**VALUES**(3,'Shipped', '2020-07-12 12:00:00');

**Full or Incremental MySQL Table Extraction**

When you need to ingest either all or a subset of columns from a MySQL table into a data warehouse or data lake, you can do so using either full extraction or incremental extraction.

In a *full extraction*, every record in the table is extracted on each run of the extraction job. This is the least complex approach, but for high-volume tables it can take a long time to run. For example, if you want to run a full extraction on a table called Orders, the SQL executed on the source MySQL database will look like this:

**SELECT** \*

**FROM** Orders;

In an *incremental extraction*, only records from the source table that have changed or been added since the last run of the job are extracted. The timestamp of the last extraction can either be stored in an extraction job log table in the data warehouse or retrieved by querying the maximum timestamp in a LastUpdated column in the destination table in the warehouse. Using the fictional Orders table as an example, the SQL query executed on the source MySQL database will look like this:

**SELECT** \*

**FROM** Orders

**WHERE** LastUpdated > {{ last\_extraction\_run} };

**NOTE**

For tables containing *immutable data* (meaning records can be inserted, but not updated), you can make use of the timestamp for when the record was created instead of a LastUpdated column.

The {{ last\_extraction\_run }} variable is a timestamp representing the most recent run of the extraction job. Most commonly it’s queried from the destination table in the data warehouse. In that case, the following SQL would be executed in the data warehouse, with the resulting value used for {{ last\_extraction\_run }}:

**SELECT** **MAX**(LastUpdated)

**FROM** warehouse.Orders;

**CACHING LAST UPDATED DATES**

If the Orders table is quite large, you may store the value of the last updated record in a log table that can be quickly queried by the next run of the extraction job. Be sure to store the MAX(LastUpdated) value from the destination table in the data warehouse and not the time the extraction job started or finished. Even a small lag in the time logged for job execution could mean missed or duplicated records from the source table in the next run.

Though incremental extraction is ideal for optimal performance, there are some downsides and reasons why it may not be possible for a given table.

First, with this method deleted, rows are not captured. If a row is deleted from the source MySQL table, you won’t know, and it will remain in the destination table as if nothing changed.

Second, the source table must have a reliable timestamp for when it was last updated (the LastUpdated column in the previous example). It’s not uncommon for source system tables to be missing such a column or have one that is not updated reliably. There’s nothing stopping developers from updating records in the source table and forgetting to update the LastUpdated timestamp.

However, incremental extraction does make it easier to capture updated rows. In the upcoming code samples, if a particular row in the Orders table is updated, both the full and incremental extractions will bring back the latest version of the row. In the full extract, that’s true for all rows in the table as the extraction retrieves a full copy of the table. In the incremental extraction, only rows that have changed are retrieved.

When it comes time for the load step, full extracts are usually loaded by first truncating the destination table and loading in the newly extracted data. In that case, you’re left with only the latest version of the row in the data warehouse.

When loading data from an incremental extraction, the resulting data is appended to the data in the destination table. In that case, you have both the original record as well as the updated version. Having both can be valuable when it comes time to transform and analyse data, as I discuss in [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06).

For example, [Table 4-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#original_state_of_orderid_1) shows the original record for Order-Id 1 in the MySQL database. When the order was placed by the customer, it was on back order. [Table 4-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#original_state_of_orderid_2) shows the updated record in the MySQL database. As you can see, the order was updated because it shipped on 2020-06-09.

| **Order-Id** | **OrderStatus** | **LastUpdated** |
| --- | --- | --- |
| 1 | Backordered | 2020-06-01 12:00:00 |
| *Table 4-1. Original state of Order-Id 1* | | |

| **Order-Id** | **OrderStatus** | **LastUpdated** |
| --- | --- | --- |
| 1 | Shipped | 2020-06-09 12:00:25 |
| *Table 4-2. Updated state of Order-Id 1* | | |

When a full extraction is run, the destination table in the data warehouse is first truncated and then loaded with the output of the extraction. The result for Order-Id 1 is the single record shown in [Table 4-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#original_state_of_orderid_2). In an incremental extraction, however, the output of the extract is simply appended to the destination table in the data warehouse. The result is both the original and updated records for Order-Id 1 being in the data warehouse, as illustrated in [Table 4-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#all_versions_of_orderid_1_in_the_data_warehouse).

| **Order-Id** | **OrderStatus** | **LastUpdated** |
| --- | --- | --- |
| 1 | Backordered | 2020-06-01 12:00:00 |
| 1 | Shipped | 2020-06-09 12:00:25 |
| *Table 4-3. All versions of Order-Id 1 in the data warehouse* | | |

You can learn more about loading full and incremental extractions in sections of [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) including [“Loading Data into a Redshift Warehouse”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#load-data-redshift).

**WARNING**

Never assume a LastUpdated column in a source system is reliably updated. Check with the owner of the source system and confirm before relying on it for an incremental extraction.

Both full and incremental extractions from a MySQL database can be implemented using SQL queries executed on the database but triggered by Python scripts. In addition to the Python libraries installed in previous sections, you’ll need to install the PyMySQL library using pip:

(env) $ pip install pymysql

You’ll also need to add a new section to the *pipeline.conf* file to store the connection information for the MySQL database:

[mysql\_config]

hostname = my\_host.com

port = 3306

username = my\_user\_name

password = my\_password

database = db\_name

Now create a new Python script named *extract\_mysql\_full.py*. You’ll need to import several libraries, such as pymysql, which connects to the MySQL database, and the csv library so that you can structure and write out the extracted data in a flat file that’s easy to import into a data warehouse in the load step of ingestion. Also, import boto3 so that you can upload the resulting CSV file to your S3 bucket for later loading into the data warehouse:

**import** **pymysql**

**import** **csv**

**import** **boto3**

**import** **configparser**

Now you can initialize a connection to the MySQL database:

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

hostname = parser.get("mysql\_config", "hostname")

port = parser.get("mysql\_config", "port")

username = parser.get("mysql\_config", "username")

dbname = parser.get("mysql\_config", "database")

password = parser.get("mysql\_config", "password")

conn = pymysql.connect(host=hostname,

user=username,

password=password,

db=dbname,

port=int(port))

**if** conn **is** **None**:

print("Error connecting to the MySQL database")

**else**:

print("MySQL connection established!")

Run a full extraction of the Orders table from the earlier example. The following code will extract the entire contents of the table and write it to a pipe-delimited CSV file. To perform the extraction, it uses a cursor object from the pymysql library to execute the SELECT query:

m\_query = "SELECT \* FROM Orders;"

local\_filename = "order\_extract.csv"

m\_cursor = conn.cursor()

m\_cursor.execute(m\_query)

results = m\_cursor.fetchall()

**with** open(local\_filename, 'w') **as** fp:

csv\_w = csv.writer(fp, delimiter='|')

csv\_w.writerows(results)

fp.close()

m\_cursor.close()

conn.close()

Now that the CSV file is written locally, it needs to be uploaded to the S3 bucket for later loading into the data warehouse or other destination. Recall from [“Setting Up Cloud File Storage”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#setup-cloud-storage) that you set up an IAM user for the Boto3 library to use for authentication to the S3 bucket. You also stored the credentials in the aws\_boto\_credentials section of the *pipeline.conf* file. Here is the code to upload the CSV file to your S3 bucket:

*# load the aws\_boto\_credentials values*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

access\_key = parser.get("aws\_boto\_credentials", "access\_key")

secret\_key = parser.get("aws\_boto\_credentials", "secret\_key")

bucket\_name = parser.get("aws\_boto\_credentials", "bucket\_name")

s3 = boto3.client('s3', aws\_access\_key\_id=access\_key, aws\_secret\_access\_key=secret\_key)

s3\_file = local\_filename

s3.upload\_file(local\_filename, bucket\_name, s3\_file)

You can execute the script as follows:

(env) $ python extract\_mysql\_full.py

When the script is executed, the entire contents of the Orders table is now contained in a CSV file sitting in the S3 bucket waiting to be loaded into the data warehouse or other data store. See [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) for more on loading into the data store of your choice.

If you want to extract data incrementally, you’ll need to make a few changes to the script. I suggest creating a copy of *extract\_mysql\_full.py* named *extract\_mysql\_incremental.py* as a starting point.

First, find the timestamp of the last record that was extracted from the source Orders table. To do that, query the MAX(LastUpdated) value from the Orders table in the data warehouse. In this example, I’ll use a Redshift data warehouse (see [“Configuring an Amazon Redshift Warehouse as a Destination”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#configure-amazon-redshift)), but you can use the same logic with the warehouse of your choice.

To interact with your Redshift cluster, install the psycopg2 library, if you haven’t already.

(env) $ pip install psycopg2

Here is the code to connect to and query the Redshift cluster to get the MAX(LastUpdated) value from the Orders table:

**import** **psycopg2**

*# get db Redshift connection info*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("aws\_creds", "database")

user = parser.get("aws\_creds", "username")

password = parser.get("aws\_creds", "password")

host = parser.get("aws\_creds", "host")

port = parser.get("aws\_creds", "port")

*# connect to the redshift cluster*

rs\_conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host

+ " port=" + port)

rs\_sql = """SELECT COALESCE(MAX(LastUpdated),

'1900-01-01')

FROM Orders;"""

rs\_cursor = rs\_conn.cursor()

rs\_cursor.execute(rs\_sql)

result = rs\_cursor.fetchone()

*# there's only one row and column returned*

last\_updated\_warehouse = result[0]

rs\_cursor.close()

rs\_conn.commit()

Using the value stored in last\_updated\_warehouse, modify the extraction query run on the MySQL database to pull only those records from the Orders table that have been updated since the prior run of the extraction job. The new query contains a placeholder, represented by %s for the last\_updated\_warehouse value. The value is then passed into the cursor’s .execute() function as a tuple (a data type used to store collections of data). This is the proper and secure way to add parameters to a SQL query to avoid possible SQL injection. Here is the updated code block for running the SQL query on the MySQL database:

m\_query = """SELECT \*

FROM Orders

WHERE LastUpdated > %s;"""

local\_filename = "order\_extract.csv"

m\_cursor = conn.cursor()

m\_cursor.execute(m\_query, (last\_updated\_warehouse,))

The entire *extract\_mysql\_incremental.py* script for the incremental extraction (using a Redshift cluster for the last\_updated value) looks like this:

**import** **pymysql**

**import** **csv**

**import** **boto3**

**import** **configparser**

**import** **psycopg2**

*# get db Redshift connection info*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("aws\_creds", "database")

user = parser.get("aws\_creds", "username")

password = parser.get("aws\_creds", "password")

host = parser.get("aws\_creds", "host")

port = parser.get("aws\_creds", "port")

*# connect to the redshift cluster*

rs\_conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host

+ " port=" + port)

rs\_sql = """SELECT COALESCE(MAX(LastUpdated),

'1900-01-01')

FROM Orders;"""

rs\_cursor = rs\_conn.cursor()

rs\_cursor.execute(rs\_sql)

result = rs\_cursor.fetchone()

*# there's only one row and column returned*

last\_updated\_warehouse = result[0]

rs\_cursor.close()

rs\_conn.commit()

*# get the MySQL connection info and connect*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

hostname = parser.get("mysql\_config", "hostname")

port = parser.get("mysql\_config", "port")

username = parser.get("mysql\_config", "username")

dbname = parser.get("mysql\_config", "database")

password = parser.get("mysql\_config", "password")

conn = pymysql.connect(host=hostname,

user=username,

password=password,

db=dbname,

port=int(port))

**if** conn **is** **None**:

print("Error connecting to the MySQL database")

**else**:

print("MySQL connection established!")

m\_query = """SELECT \*

FROM Orders

WHERE LastUpdated > %s;"""

local\_filename = "order\_extract.csv"

m\_cursor = conn.cursor()

m\_cursor.execute(m\_query, (last\_updated\_warehouse,))

results = m\_cursor.fetchall()

**with** open(local\_filename, 'w') **as** fp:

csv\_w = csv.writer(fp, delimiter='|')

csv\_w.writerows(results)

fp.close()

m\_cursor.close()

conn.close()

*# load the aws\_boto\_credentials values*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

access\_key = parser.get(

"aws\_boto\_credentials",

"access\_key")

secret\_key = parser.get(

"aws\_boto\_credentials",

"secret\_key")

bucket\_name = parser.get(

"aws\_boto\_credentials",

"bucket\_name")

s3 = boto3.client(

's3',

aws\_access\_key\_id=access\_key,

aws\_secret\_access\_key=secret\_key)

s3\_file = local\_filename

s3.upload\_file(

local\_filename,

bucket\_name,

s3\_file)

**WARNING**

Beware of large extraction jobs—whether full or incremental—putting strain on the source MySQL database, and even blocking production queries from executing. Consult with the owner of the database and consider setting up a replica to extract from, rather than extracting from the primary source database.

**Binary Log Replication of MySQL Data**

Though more complex to implement, ingesting data from a MySQL database using the contents of the MySQL binlog to replicate changes is efficient in cases of high-volume ingestion needs.

**NOTE**

Binlog replication is a form of change data capture (CDC). Many source data stores have some form of CDC that you can use.

The MySQL binlog is a log that keeps a record of every operation performed in the database. For example, depending on how it’s configured, it will log the specifics of every table creation or modification, as well as every INSERT, UPDATE, and DELETE operation. Though originally intended to replicate data to other MySQL instances, it’s not hard to see why the contents of the binlog are so appealing to data engineers who want to ingest data into a data warehouse.

**CONSIDER USING A PREBUILT FRAMEWORK**

Due to the complexity of binlog replication, I highly suggest considering an open-source framework or commercial product if you want to ingest data in this way. I discuss one such option in [“Streaming Data Ingestions with Kafka and Debezium”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#stream-w-kafka-debezium). Some of commercial tools noted later in this chapter support binlog ingestion as well.

Because your data warehouse is likely not a MySQL database, it’s not possible to simply use the built-in MySQL replication features. To make use of the binlog for data ingestion to a non-MySQL source, there are several steps to take:

1. Enable and configure the binlog on the MySQL server.
2. Run an initial full table extraction and load.
3. Extract from the binlog on a continuous basis.
4. Translate and load binlog extracts into the data warehouse.

**NOTE**

Step 3 is not discussed in detail, but to use the binlog for ingestion, you must first populate the tables in the data warehouse with the current state of the MySQL database and then use the binlog to ingest subsequent changes. Doing so often involves putting a LOCK on the tables you want to extract, running a mysqldump of those tables, and then loading the result of the mysqldump into the warehouse before turning on the binlog ingestion.

Though it’s best to refer to the latest MySQL [binlog documentation](https://oreil.ly/2Vdyf) for instructions in enabling and configuring binary logging, I will walk through the key configuration values.

**CONSULT WITH SOURCE SYSTEM OWNERS**

Access to modify the configuration of binlogs on a MySQL source system is often reserved to system administrators. Data engineers who want to ingest the data should always work with the database owner before attempting to change binlog configuration as changes may impact other systems as well as the MySQL server itself.

There are two key settings to ensure on the MySQL database regarding binlog configuration.

First, ensure that binary logging is enabled. Typically, it is enabled by default, but you can check by running the following SQL query on the database (exact syntax may vary by MySQL distribution):

**SELECT** variable\_value **as** bin\_log\_status

**FROM** performance\_schema.global\_variables

**WHERE** variable\_name='log\_bin';

If the binary logging is enabled, you’ll see the following. If the status returned is OFF, then you’ll need to consult the MySQL documentation for the relevant version to enable it.

+ — — — — — — — — — — — — — — — — — — -+

| bin\_log\_status :: |

+ — — — — — — — — — — — — — — — — — — -+

| ON |

+ — — — — — — — — — — — — — — — — — — -+

1 row in set (0.00 sec)

Next, ensure that the binary logging format is set appropriately. There are three formats supported in the recent version of MySQL:

* STATEMENT
* ROW
* MIXED

The STATEMENT format logs every SQL statement that inserts or modifies a row in the binlog. If you wanted to replicate data from one MySQL database to another, this format is useful. To replicate the data, you could just run all statements to reproduce the state of the database. However, because the extracted data is likely bound for a data warehouse running on a different platform, the SQL statements produced in the MySQL database may not be compatible with your data warehouse.

With the ROW format, every change to a row in a table is represented on a line of the binlog not as a SQL statement but rather the data in the row itself. This is the preferred format to use.

The MIXED format logs both STATEMENT- and ROW-formatted records in the binlog. Though it’s possible to sift out just the ROW data later, unless the binlog is being used for another purpose, it’s not necessary to enable MIXED, given the additional disk space that it takes up.

You can verify the current binlog format by running the following SQL query:

**SELECT** variable\_value **as** bin\_log\_format

**FROM** performance\_schema.global\_variables

**WHERE** variable\_name='binlog\_format';

The statement will return the format that’s currently active:

+ — — — — — — — — — — — — — — — — — — — -+

| bin\_log\_format :: |

+ — — — — — — — — — — — — — — — — — — — -+

| ROW |

+ — — — — — — — — — — — — — — — — — — — -+

1 row in set (0.00 sec)

The binlog format as well as other configuration settings are typically set in the *my.cnf* file specific to the MySQL database instance. If you open the file, you’ll see a row like the following included:

[mysqld]

binlog\_format=row

........

Again, it’s best to consult with the owner of the MySQL database or the latest MySQL documentation before modifying any configurations.

Now that binary logging is enabled in a ROW format, you can build a process to extract the relevant information from it and store it in a file to be loaded into your data warehouse.

There are three different types of ROW-formatted events that you’ll want to pull from the binlog. For the sake of this ingestion example, you can ignore other events you find in the log, but in more advanced replication strategies, extracting events that modify the structure of a table is also of value. The events that you’ll work with are as follows:

* WRITE\_ROWS\_EVENT
* UPDATE\_ROWS\_EVENT
* DELETE\_ROWS\_EVENT

Next, it’s time to get the events from the binlog. Thankfully, there are some open-source Python libraries available to get you started. One of the most popular is the python-mysql-replication project, which can be found on [GitHub](https://oreil.ly/QqBSu). To get started, install it using pip:

(env) $ pip install mysql-replication

To get an idea of what the output from the binlog looks like, you can connect to the database and read from the binlog. In this example, I’ll use the MySQL connection information added to the *pipeline.conf* file for the full and incremental ingestion example earlier in this section.

**NOTE**

The following example reads from the MySQL server’s default binlog file. The default binlog filename and path are set in the log\_bin variable, which is stored in the *my.cnf* file for the MySQL database. In some cases, binlogs are rotated over time (perhaps daily or hourly). If so, you will need to determine the file path based on the method of log rotation and file naming scheme chosen by the MySQL administrator and pass it as a value to the log\_file parameter when creating the BinLogStreamReader instance. See [the documentation for the BinLogStreamReader class](https://oreil.ly/uzn0B) for more.

**from** **pymysqlreplication** **import** BinLogStreamReader

**from** **pymysqlreplication** **import** row\_event

**import** **configparser**

**import** **pymysqlreplication**

*# get the MySQL connection info*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

hostname = parser.get("mysql\_config", "hostname")

port = parser.get("mysql\_config", "port")

username = parser.get("mysql\_config", "username")

password = parser.get("mysql\_config", "password")

mysql\_settings = {

"host": hostname,

"port": int(port),

"user": username,

"passwd": password

}

b\_stream = BinLogStreamReader(

connection\_settings = mysql\_settings,

server\_id=100,

only\_events=[row\_event.DeleteRowsEvent,

row\_event.WriteRowsEvent,

row\_event.UpdateRowsEvent]

)

**for** event **in** b\_stream:

event.dump()

b\_stream.close()

There are a few things to note about the BinLogStreamReader object that’s instantiated in the code sample. First, it connects to the MySQL database specified in the *pipeline.conf* file and reads from a specific binlog file. Next, the combination of the resume\_stream=True setting and the log\_pos value tells it to start reading the binlog at a specified point. In this case, that’s position 1400. Finally, I tell BinLogStreamReader to only read the DeleteRowsEvent, WriteRowsEvent, and UpdateRowsEvent, events using the only\_events parameter.

Next, the script iterates through all the events and prints them in a human-readable format. For your database with the Orders table in it, you’ll see something like this as output:

=== WriteRowsEvent ===

Date: 2020-06-01 12:00:00

Log position: 1400

Event size: 30

Read bytes: 20

Table: orders

Affected columns: 3

Changed rows: 1

Values:

--

\* Order-Id : 1

\* OrderStatus : Backordered

\* LastUpdated : 2020-06-01 12:00:00

=== UpdateRowsEvent ===

Date: 2020-06-09 12:00:25

Log position: 1401

Event size: 56

Read bytes: 15

Table: orders

Affected columns: 3

Changed rows: 1

Affected columns: 3

Values:

--

\* Order-Id : 1 => 1

\* OrderStatus : Backordered => Shipped

\* LastUpdated : 2020-06-01 12:00:00 => 2020-06-09 12:00:25

As you can see, there are two events that represent the INSERT and UPDATE of Order-Id 1, which was shown in [Table 4-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#all_versions_of_orderid_1_in_the_data_warehouse). In this fictional example, the two sequential binlog events are days apart, but in reality there would be numerous events between them, representing all changes made in the database.

**NOTE**

The value of log\_pos, which tells BinLogStreamReader where to start, is a value that you’ll need to store somewhere in a table of your own to keep track of where to pick up when the next extract runs. I find it best to store the value in a log table in the data warehouse from which it can be read when the extraction starts and to which it can be written, with the position value of the final event when it finishes.

Though the code sample shows what the events look like in a human-readable format, to make the output easy to load into the data warehouse, it’s necessary to do a couple more things:

* Parse and write the data in a different format. To simplify loading, the next code sample will write each event to a row in a CSV file.
* Write one file per table that you want to extract and load. Though the example binlog only contains events related to the Orders table, it’s highly likely that in a real binlog, events related to other tables are included as well.

To address the first change, instead of using the .dump() function I will instead parse out the event attributes and write them to a CSV file. For the second, instead of writing a file for each table, for simplicity I will only write events related to the Orders table to a file called *orders\_extract.csv*. In a fully implemented extraction, modify this code sample to group events by table and write multiple files, one for each table you want to ingest changes for. The last step in the final code sample uploads the CSV file to the S3 bucket so it can be loaded into the data warehouse, as described in detail in [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05):

**from** **pymysqlreplication** **import** BinLogStreamReader

**from** **pymysqlreplication** **import** row\_event

**import** **configparser**

**import** **pymysqlreplication**

**import** **csv**

**import** **boto3**

*# get the MySQL connection info*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

hostname = parser.get("mysql\_config", "hostname")

port = parser.get("mysql\_config", "port")

username = parser.get("mysql\_config", "username")

password = parser.get("mysql\_config", "password")

mysql\_settings = {

"host": hostname,

"port": int(port),

"user": username,

"passwd": password

}

b\_stream = BinLogStreamReader(

connection\_settings = mysql\_settings,

server\_id=100,

only\_events=[row\_event.DeleteRowsEvent,

row\_event.WriteRowsEvent,

row\_event.UpdateRowsEvent]

)

order\_events = []

**for** binlogevent **in** b\_stream:

**for** row **in** binlogevent.rows:

**if** binlogevent.table == 'orders':

event = {}

**if** isinstance(

binlogevent,row\_event.DeleteRowsEvent

):

event["action"] = "delete"

event.update(row["values"].items())

**elif** isinstance(

binlogevent,row\_event.UpdateRowsEvent

):

event["action"] = "update"

event.update(row["after\_values"].items())

**elif** isinstance(

binlogevent,row\_event.WriteRowsEvent

):

event["action"] = "insert"

event.update(row["values"].items())

order\_events.append(event)

b\_stream.close()

keys = order\_events[0].keys()

local\_filename = 'orders\_extract.csv'

**with** open(

local\_filename,

'w',

newline='') **as** output\_file:

dict\_writer = csv.DictWriter(

output\_file, keys,delimiter='|')

dict\_writer.writerows(order\_events)

*# load the aws\_boto\_credentials values*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

access\_key = parser.get(

"aws\_boto\_credentials",

"access\_key")

secret\_key = parser.get(

"aws\_boto\_credentials",

"secret\_key")

bucket\_name = parser.get(

"aws\_boto\_credentials",

"bucket\_name")

s3 = boto3.client(

's3',

aws\_access\_key\_id=access\_key,

aws\_secret\_access\_key=secret\_key)

s3\_file = local\_filename

s3.upload\_file(

local\_filename,

bucket\_name,

s3\_file)

After execution, *orders\_extract.csv* will look like this:

insert|1|Backordered|2020-06-01 12:00:00

update|1|Shipped|2020-06-09 12:00:25

As I discuss in [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05), the format of the resulting CSV file is optimized for fast loading. Making sense of the data that’s been extracted is a job for the transform step in a pipeline, reviewed in detail in [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06).

**Extracting Data from a PostgreSQL Database**

Just like MySQL, ingesting data from a PostgreSQL (commonly known as Postgres) database can be done in one of two ways: either with full or incremental extractions using SQL or by leveraging features of the database meant to support replication to other nodes. In the case of Postgres, there are a few ways to do this, but this chapter will focus on one method: turning the Postgres *write-ahead log* (WAL) into a data stream.

Like the previous section, this one is intended for those who need to ingest data from an existing Postgres database. However, if you’d like to just try the code samples, you can set up Postgres either by [installing on your local machine](https://oreil.ly/3KId7), or in AWS by using an a [RDS instance](https://oreil.ly/SWj3g), which I recommend. See the previous section for notes on pricing and security-related best practices for RDS MySQL, as they apply to RDS Postgres as well.

The code samples in this section are quite simple and refer to a table named Orders in a Postgres database. Once you have a Postgres instance to work with, you can create the table and insert some sample rows by running the following SQL commands:

**CREATE** **TABLE** Orders (

Order-Id int,

OrderStatus varchar(30),

LastUpdated **timestamp**

);

**INSERT** **INTO** Orders

**VALUES**(1,'Backordered', '2020-06-01 12:00:00');

**INSERT** **INTO** Orders

**VALUES**(1,'Shipped', '2020-06-09 12:00:25');

**INSERT** **INTO** Orders

**VALUES**(2,'Shipped', '2020-07-11 3:05:00');

**INSERT** **INTO** Orders

**VALUES**(1,'Shipped', '2020-06-09 11:50:00');

**INSERT** **INTO** Orders

**VALUES**(3,'Shipped', '2020-07-12 12:00:00');

**Full or Incremental Postgres Table Extraction**

This method is similar to full and incremental and full extractions demonstrated in [“Extracting Data from a MySQL Database”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#extract-data-mysql). It’s so similar that I won’t go into detail here beyond one difference in the code. Like the example in that section, this one will extract data from a table called Orders in a source database, write it to a CSV file, and then upload it to an S3 bucket.

The only difference in this section is the Python library I’ll use to extract the data. Instead of PyMySQL, I’ll be using pyscopg2 to connect to a Postgres database. If you have not already installed it, you can do so using pip:

(env) $ pip install pyscopg2

You’ll also need to add a new section to the *pipeline.conf* file with the connection information for the Postgres database:

[postgres\_config]

host = myhost.com

port = 5432

username = my\_username

password = my\_password

database = db\_name

The code to run the full extraction of the Orders table is nearly identical to the sample from the MySQL section, but as you can see, it uses pyscopg2 to connect to the source database and to run the query. Here it is in its entirety:

**import** **psycopg2**

**import** **csv**

**import** **boto3**

**import** **configparser**

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("postgres\_config", "database")

user = parser.get("postgres\_config", "username")

password = parser.get("postgres\_config",

"password")

host = parser.get("postgres\_config", "host")

port = parser.get("postgres\_config", "port")

conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host,

port = port)

m\_query = "SELECT \* FROM Orders;"

local\_filename = "order\_extract.csv"

m\_cursor = conn.cursor()

m\_cursor.execute(m\_query)

results = m\_cursor.fetchall()

**with** open(local\_filename, 'w') **as** fp:

csv\_w = csv.writer(fp, delimiter='|')

csv\_w.writerows(results)

fp.close()

m\_cursor.close()

conn.close()

*# load the aws\_boto\_credentials values*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

access\_key = parser.get(

"aws\_boto\_credentials",

"access\_key")

secret\_key = parser.get(

"aws\_boto\_credentials",

"secret\_key")

bucket\_name = parser.get(

"aws\_boto\_credentials",

"bucket\_name")

s3 = boto3.client(

's3',

aws\_access\_key\_id = access\_key,

aws\_secret\_access\_key = secret\_key)

s3\_file = local\_filename

s3.upload\_file(

local\_filename,

bucket\_name,

s3\_file)

Modifying the incremental version shown in the MySQL section is just as simple. All you need to do is make use of psycopg2 instead of PyMySQL.

**Replicating Data Using the Write-Ahead Log**

Like the MySQL binlog (as discussed in the previous section), the Postgres WAL can be used as a method of CDC for extraction. Also like the MySQL binlog, using the WAL for data ingestion in a pipeline is quite complex.

Though you can take a similar, simplified approach to the one used as an example with the MySQL binlog, I suggest using an open-source distributed platform called Debezium to stream the contents of the Postgres WAL to an S3 bucket or data warehouse.

Though the specifics of configuring and running Debezium services are a topic worth dedicating an entire book to, I give an overview of Debezium and how it can be used for data ingestions in [“Streaming Data Ingestions with Kafka and Debezium”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#stream-w-kafka-debezium). You can learn more about how it can be used for Postgres CDC there.

**Extracting Data from MongoDB**

This example illustrates how to extract a subset of MongoDB documents from a collection. In this sample MongoDB collection, documents represent events logged from some system such as a web server. Each document has a timestamp of when it was created, as well as a number of properties that the sample code extracts a subset of. After the extraction is complete, the data is written to a CSV file and stored in an S3 bucket so that it can be loaded into a data warehouse in a future step (see [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05)).

To connect to the MongoDB database, you’ll need to first install the PyMongo library. As with other Python libraries, you can install it using pip:

(env) $ pip install pymongo

You can of course modify the following sample code to connect to your own MongoDB instance and extract data from your documents. However, if you’d like to run the sample as is, you can do so by creating a MongoDB cluster for free with MongoDB Atlas. Atlas is a fully managed MongoDB service and includes a free-for-life tier with plenty of storage and computing power for learning and running samples like the one I provide. You can upgrade to a paid plan for production deployments.

You can learn how to create a free MongoDB cluster in Atlas, create a database, and configure it so that you can connect via a Python script running on your local machine by following [these instructions](https://oreil.ly/DIPdo).

You’ll need to install one more Python library named dnspython to support pymongo in connecting to your cluster hosted in MongoDB Atlas. You can install it using pip:

(env) $ pip install dnspython

Next, add a new section to the *pipeline.conf* file with connection information for the MongoDB instance you’ll be extracting data from. Fill in each line with your own connection details. If you’re using MongoDB Atlas and can’t recall these values from when you set up your cluster, you can learn how to find them by reading the [Atlas docs](https://oreil.ly/Zdynu).

[mongo\_config]

hostname = my\_host.com

username = mongo\_user

password = mongo\_password

database = my\_database

collection = my\_collection

Before creating and running the extraction script, you can insert some sample data to work with. Create a file called *sample\_mongodb.py* with the following code:

**from** **pymongo** **import** MongoClient

**import** **datetime**

**import** **configparser**

*# load the mongo\_config values*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

hostname = parser.get("mongo\_config", "hostname")

username = parser.get("mongo\_config", "username")

password = parser.get("mongo\_config", "password")

database\_name = parser.get("mongo\_config",

"database")

collection\_name = parser.get("mongo\_config",

"collection")

mongo\_client = MongoClient(

"mongodb+srv://" + username

+ ":" + password

+ "@" + hostname

+ "/" + database\_name

+ "?retryWrites=true&"

+ "w=majority&ssl=true&"

+ "ssl\_cert\_reqs=CERT\_NONE")

*# connect to the db where the collection resides*

mongo\_db = mongo\_client[database\_name]

*# choose the collection to query documents from*

mongo\_collection = mongo\_db[collection\_name]

event\_1 = {

"event\_id": 1,

"event\_timestamp": datetime.datetime.today(),

"event\_name": "signup"

}

event\_2 = {

"event\_id": 2,

"event\_timestamp": datetime.datetime.today(),

"event\_name": "pageview"

}

event\_3 = {

"event\_id": 3,

"event\_timestamp": datetime.datetime.today(),

"event\_name": "login"

}

*# insert the 3 documents*

mongo\_collection.insert\_one(event\_1)

mongo\_collection.insert\_one(event\_2)

mongo\_collection.insert\_one(event\_3)

When you execute it, the three documents will be inserted into your MongoDB collection:

(env) $ python sample\_mongodb.py

Now create a new Python script called *mongo\_extract.py* so you can add the following code blocks to it.

First, import PyMongo and Boto3 so that you can extract data from the MongoDB database and store the results in an S3 bucket. Also import the csv library so that you can structure and write out the extracted data in a flat file that’s easy to import into a data warehouse in the load step of ingestion. Finally, you’ll need some datetime functions for this example so that you can iterate through the sample event data in the MongoDB collection:

**from** **pymongo** **import** MongoClient

**import** **csv**

**import** **boto3**

**import** **datetime**

**from** **datetime** **import** timedelta

**import** **configparser**

Next, connect to the MongoDB instance specified in the pipelines.conf file, and create a collection object where the documents you want to extract are stored:

*# load the mongo\_config values*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

hostname = parser.get("mongo\_config", "hostname")

username = parser.get("mongo\_config", "username")

password = parser.get("mongo\_config", "password")

database\_name = parser.get("mongo\_config",

"database")

collection\_name = parser.get("mongo\_config",

"collection")

mongo\_client = MongoClient(

"mongodb+srv://" + username

+ ":" + password

+ "@" + hostname

+ "/" + database\_name

+ "?retryWrites=true&"

+ "w=majority&ssl=true&"

+ "ssl\_cert\_reqs=CERT\_NONE")

*# connect to the db where the collection resides*

mongo\_db = mongo\_client[database\_name]

*# choose the collection to query documents from*

mongo\_collection = mongo\_db[collection\_name]

Now it’s time to query the documents to extract. You can do this by calling the .find() function on mongo\_collection to query the documents you’re looking for. In the following example, you’ll grab all documents with a event\_timestamp field value between two dates defined in the script.

**NOTE**

Extracting immutable data such as log records or generic “event” records from a data store by date range is a common use case. Although the sample code uses a datetime range defined in the script, it’s more likely you’ll pass in a datetime range to the script, or have the script query your data warehouse to get the datetime of the last event loaded and extract subsequent records from the source data store. See [“Extracting Data from a MySQL Database”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#extract-data-mysql) for an example of doing so.

start\_date = datetime.datetime.today() + timedelta(days = -1)

end\_date = start\_date + timedelta(days = 1 )

mongo\_query = { "$and":[{"event\_timestamp" : { "$gte": start\_date }}, {"event\_timestamp" : { "$lt": end\_date }}] }

event\_docs = mongo\_collection.find(mongo\_query, batch\_size=3000)

**NOTE**

The batch\_size parameter in this example is set to 3000. PyMongo makes a round-trip to the MongoDB host for each batch. For example, if the result\_docs Cursor has 6,000 results, it will take two trips to the MongoDB host to pull all the documents down to the machine where your Python script is running. What you set as the batch size value is up to you and will depend on the trade-off of storing more documents in memory on the system running the extract versus making lots of round trips to the MongoDB instance.

The result of the preceding code is a Cursor named event\_docs that I’ll use to iterate through the resulting documents. Recall that in this simplified example, each document represents an event that was generated from a system such as a web server. An event might represent something like a user logging in, viewing a page, or submitting a feedback form. Though the documents might have dozens of fields to represent things like the browser the user logged in with, I take just a few fields for this example:

*# create a blank list to store the results*

all\_events = []

*# iterate through the cursor*

**for** doc **in** event\_docs:

*# Include default values*

event\_id = str(doc.get("event\_id", -1))

event\_timestamp = doc.get(

"event\_timestamp", **None**)

event\_name = doc.get("event\_name", **None**)

*# add all the event properties into a list*

current\_event = []

current\_event.append(event\_id)

current\_event.append(event\_timestamp)

current\_event.append(event\_name)

*# add the event to the final list of events*

all\_events.append(current\_event)

I’m including a default value in the doc.get() function call (–1 or None). Why? The nature of unstructured document data means that it’s possible for fields to go missing from a document altogether. In other words, you can’t assume that each of the documents you’re iterating through has an “event\_name” or any other field. In those cases, tell doc.get() to return a None value instead of throwing an error.

After iterating through all the events in event\_docs, the all\_events list is ready to be written to a CSV file. To do so, you’ll make use of the csv module, which is included in the standard Python distribution and was imported earlier in this example:

export\_file = "export\_file.csv"

**with** open(export\_file, 'w') **as** fp:

csvw = csv.writer(fp, delimiter='|')

csvw.writerows(all\_events)

fp.close()

Now, upload the CSV file to the S3 bucket that you configured in [“Setting Up Cloud File Storage”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#setup-cloud-storage). To do so, use the Boto3 library:

*# load the aws\_boto\_credentials values*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

access\_key = parser.get("aws\_boto\_credentials",

"access\_key")

secret\_key = parser.get("aws\_boto\_credentials",

"secret\_key")

bucket\_name = parser.get("aws\_boto\_credentials",

"bucket\_name")

s3 = boto3.client('s3',

aws\_access\_key\_id=access\_key,

aws\_secret\_access\_key=secret\_key)

s3\_file = export\_file

s3.upload\_file(export\_file, bucket\_name, s3\_file)

That’s it! The data you extracted from the MongoDB collection is now sitting in the S3 bucket waiting to be loaded into the data warehouse or other data store. If you used the sample data provided, the contents of *export\_file.csv* will look something like this:

1|2020-12-13 11:01:37.942000|signup

2|2020-12-13 11:01:37.942000|pageview

3|2020-12-13 11:01:37.942000|login

See [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) for more on loading the data into the data store of your choice.

**Extracting Data from a REST API**

REST APIs are a common source to extract data from. You may need to ingest data from an API that your organization created and maintains, or from an API from an external service or vendor that your organization uses, such as Salesforce, HubSpot, or Twitter. No matter the API, there’s a common pattern for data extraction that I’ll use in the simple example that follows:

1. Send an HTTP GET request to the API endpoint.
2. Accept the response, which is most likely formatted in JSON.
3. Parse the response and “flatten” it into a CSV file that you can later load into the data warehouse.

**NOTE**

Though I am parsing the JSON response and storing it in a flat file (CSV), you can also save the data in JSON format for loading into your data warehouse. For the sake of simplicity, I’m sticking to the pattern of this chapter and using CSV files. Please consult [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) or your data warehouse documentation for more on loading data in a format other than CSV.

In this example, I’ll connect to an API called Open Notify. The API has several endpoints, each returning data from NASA about things happening in space. I’ll query the endpoint that returns the next five times that the International Space Station (ISS) will pass over the given location on Earth.

**PYTHON LIBRARIES FOR SPECIFIC APIS**

It’s possible to query any REST API using the Python code sample in this section. However, you can save yourself some time and effort if there is a Python library built specifically for the API you’d like to query. For example, the tweepy library makes it easy for a Python developer to access the Twitter API and handle common Twitter data structures such as tweets and users.

Before I share the Python code for querying the endpoint, you can see what the output of a simple query looks like by typing the following URL into your browser:

http://api.open-notify.org/iss-pass.json?lat=42.36&lon=71.05

The resulting JSON looks like this:

{

"message": "success",

"request": {

"altitude": 100,

"datetime": 1596384217,

"latitude": 42.36,

"longitude": 71.05,

"passes": 5

},

"response": [

{

"duration": 623,

"risetime": 1596384449

},

{

"duration": 169,

"risetime": 1596390428

},

{

"duration": 482,

"risetime": 1596438949

},

{

"duration": 652,

"risetime": 1596444637

},

{

"duration": 624,

"risetime": 1596450474

}

]

}

The goal of this extraction is to retrieve the data in the response and format it in a CSV file with one line for each time and duration of each pass that the ISS will make over the lat/long pair. For example, the first two lines of the CSV file will be as follows:

42.36,|71.05|623|1596384449

42.36,|71.05|169|1596390428

To query the API and handle the response in Python, you’ll need to install the requests library. requests makes HTTP requests and responses easy to work with in Python. You can install it with pip:

(env) $ pip install requests

Now, you can use requests to query the API endpoint, get back the response, and print out the resulting JSON, which will look like what you saw in your browser:

**import** **requests**

lat = 42.36

lon = 71.05

lat\_log\_params = {"lat": lat, "lon": lon}

api\_response = requests.get(

"http://api.open-notify.org/iss-pass.json", params=lat\_log\_params)

print(api\_response.content)

Instead of printing out the JSON, I’ll iterate through the response, parse out the values for duration and risetime, write the results to a CSV file, and upload the file to the S3 bucket.

To parse the JSON response, I’ll import the Python json library. There’s no need to install it as it comes with the standard Python installation. Next, I’ll import the csv library, which is also included in the standard Python distribution for writing the CSV file. Finally, I’ll use the configparser library to get the credentials required by the Boto3 library to upload the CSV file to the S3 bucket:

**import** **requests**

**import** **json**

**import** **configparser**

**import** **csv**

**import** **boto3**

Next, query the API just as you did before:

lat = 42.36

lon = 71.05

lat\_log\_params = {"lat": lat, "lon": lon}

api\_response = requests.get(

"http://api.open-notify.org/iss-pass.json", params=lat\_log\_params)

Now, it’s time to iterate through the response, store the results in a Python list called all\_passes, and save the results to a CSV file. Note that I also store the lat and long from the request even though they are not included in the response. They are needed on each line of the CSV file so that the pass times are associated with the correct lat and long when loaded into the data warehouse:

*# create a json object from the response content*

response\_json = json.loads(api\_response.content)

all\_passes = []

**for** response **in** response\_json['response']:

current\_pass = []

*#store the lat/log from the request*

current\_pass.append(lat)

current\_pass.append(lon)

*# store the duration and risetime of the pass*

current\_pass.append(response['duration'])

current\_pass.append(response['risetime'])

all\_passes.append(current\_pass)

export\_file = "export\_file.csv"

**with** open(export\_file, 'w') **as** fp:

csvw = csv.writer(fp, delimiter='|')

csvw.writerows(all\_passes)

fp.close()

Finally, upload the CSV file to the S3 bucket using the Boto3 library:

*# load the aws\_boto\_credentials values*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

access\_key = parser.get("aws\_boto\_credentials",

"access\_key")

secret\_key = parser.get("aws\_boto\_credentials",

"secret\_key")

bucket\_name = parser.get("aws\_boto\_credentials",

"bucket\_name")

s3 = boto3.client(

's3',

aws\_access\_key\_id=access\_key,

aws\_secret\_access\_key=secret\_key)

s3.upload\_file(

export\_file,

bucket\_name,

export\_file)

**Streaming Data Ingestions with Kafka and Debezium**

When it comes to ingesting data from a CDC system such as MySQL binlogs or Postgres WALs, there’s no simple solution without some help from a great framework.

Debezium is a distributed system made up of several open-source services that capture row-level changes from common CDC systems and then streams them as events that are consumable by other systems. There are three primary components of a Debezium installation:

* *Apache Zookeeper* manages the distributed environment and handles configuration across each service.
* *Apache Kafka* is a distributed streaming platform that is commonly used to build highly scalable data pipelines.
* *Apache Kafka Connect* is a tool to connect Kafka with other systems so that the data can be easily streamed via Kafka. *Connectors* are built for systems like MySQL and Postgres and turn data from their CDC systems (binlogs and WAL) into *Kakfa topics*.

Kafka exchanges messages that are organized by *topic*. One system might publish to a topic, while one or more might consume, or subscribe to, the topic.

Debezium ties these systems together and includes connectors for common CDC implementations. For example, I discussed the challenges for CDC in [“Extracting Data from a MySQL Database”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#extract-data-mysql) and [“Extracting Data from a PostgreSQL Database”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#extract-data-postgressql). Thankfully, there are connectors already built to “listen” to the MySQL binlog and Postgres WAL. The data is then routed through Kakfa as records in a topic and consumed into a destination such as an S3 bucket, Snowflake, or Redshift data warehouse using another connector. [Figure 4-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#fig_0401) illustrates an example of using Debezium, and its individual components, to send the events created by a MySQL binlog into a Snowflake data warehouse.
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*Figure 4-1. Using components of Debezium for CDC from MySQL to Snowflake.*

As of this writing, there are a number of Debezium connectors already built for source systems that you may find yourself needing to ingest from:

* MongoDB
* MySQL
* PostgreSQL
* Microsoft SQL Server
* Oracle
* Db2
* Cassandra

There are also Kafka Connect connectors for the most common data warehouses and storage systems, such as S3 and Snowflake.

Though Debezium, and Kafka itself, is a subject that justifies its own book, I do want to point out its value if you decide that CDC is a method you want to use for data ingestion. The simple example I used in the MySQL extraction section of this chapter is functional; however, if you want to use CDC at scale, I highly suggest using something like Debezium rather than building an existing platform like Debezium on your own!

**TIP**

The [Debezium documentation](https://oreil.ly/9igMR) is excellent and a great starting point for learning about the system.

# Chapter 5. Data Ingestion: Loading Data

In [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04), you extracted data from your desired source system. Now it’s time to complete the data ingestion by loading the data into your Redshift data warehouse. How you load depends on what the output of your data extraction looks like. In this section I will describe how to load data extracted into CSV files with the values corresponding to each column in a table, as well as extraction output containing CDC-formatted data.

**Configuring an Amazon Redshift Warehouse as a Destination**

If you’re using Amazon Redshift for your data warehouse, integration with S3 for loading data after it has been extracted is quite simple. The first step is to create an IAM role for loading data if you don’t already have one.

**NOTE**

For instructions on setting up an Amazon Redshift cluster, check the latest [documentation and pricing, including free trials](https://oreil.ly/YSaxa).

**DON’T CONFUSE IAM ROLES AND IAM USERS**

In [“Setting Up Cloud File Storage”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#setup-cloud-storage), you created an IAM user that has read and write access set on the S3 bucket that you’ll use throughout this section. In this section you’re creating an IAM *role*, which you’ll assign permissions specific to reading from S3 directly to your Redshift cluster.

To create the role, follow these instructions or check the [AWS documentation](https://oreil.ly/QEJzH) for the latest details:

1. Under the Services menu in the AWS console (or top navigation bar), navigate to IAM.
2. On the left navigation menu, select Roles, and then click the “Create role” button.
3. You’ll be presented with a list of AWS services to select from. Find and select Redshift.
4. Under “Select your use case,” choose Redshift – Customizable.
5. On the next page (Attach permission policies), search for and select AmazonS3ReadOnlyAccess, and click Next.
6. Give your role a name (for example, “RedshiftLoadRole”) and click “Create role.”
7. Click the name of the new role and copy the *role Amazon resource name* (ARN) so you can use it in later in this chapter. You can find this later in the IAM console under the role properties as well. The ARN looks like this: arn:aws:iam::*<aws-account-id>*:role/*<role-name>*.

Now you can associate the IAM role you just created with your Redshift cluster. To do so, follow these steps or check the [Redshift documentation](https://oreil.ly/uHLEk) for more details.

**NOTE**

Your cluster will take a minute or two to apply the changes, but it will still be accessible during this time.

1. Go back to the AWS Services menu and go to Amazon Redshift.
2. In the navigation menu, select Clusters and select the cluster you want to load data into.
3. Under Actions, click “Manage IAM roles.”
4. On the “Manage IAM roles” page that loads, you will be able to select your role in the “Available roles” drop-down. Then click “Add IAM role.”
5. Click Done.

Finally, add another section to the *pipeline.conf* file that you created in [“Setting Up Cloud File Storage”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#setup-cloud-storage) with your Redshift credentials and the name of the IAM role you just created. You can find your Redshift cluster connection information on the AWS Redshift Console page:

[aws\_creds]

database = my\_warehouse

username = pipeline\_user

password = weifj4tji4j

host = my\_example.4754875843.us-east-1.redshift.amazonaws.com

port = 5439

iam\_role = RedshiftLoadRole

**REDSHIFT CREDENTIAL BEST PRACTICES**

For the sake of simplicity, this example uses a database username and password to connect to the cluster from Python. In a production environment, please consider more robust security strategies including using IAM authentication to generate temporary database credentials. You can learn more [here](https://oreil.ly/VwQHX). You may also want to consider more secure storage of database credentials and other secrets than the local *pipline.conf* file used in this book. [Vault](https://www.vaultproject.io/) is one popular option.

**Loading Data into a Redshift Warehouse**

Loading data into Redshift that’s been extracted and stored as values corresponding to each column in a table in your S3 bucket as a CSV file is relatively straightforward. Data in this format is most common and is the result of extracting data from a source such as a MySQL or MongoDB database. Each row in the CSV file to be loaded corresponds to a record to be loaded into the destination Redshift table, and each column in the CSV corresponds to the column in the destination table. If you extracted events from a MySQL binlog or other CDC log, see the following section for instructions on loading.

The most efficient way to load data from S3 into Redshift is to use the COPY command. COPY can be executed as a SQL statement in whatever SQL client you use to query your Redshift cluster or in a Python script using the Boto3 library. COPY appends the data you’re loading to the existing rows in the destination table.

**USING THE REDSHIFT QUERY EDITOR**

The easiest way to query your Redshift cluster is to use the query editor that’s built into the AWS console web application. While its features are limited, you can edit, save, and execute SQL queries against your cluster right in your browser. To access it, log into the Redshift console and click EDITOR in the navigation window.

The COPY command’s syntax is as follows. All bracketed ([]) items are optional:

COPY table\_name

[ column\_list ]

FROM source\_file

authorization

[ [ FORMAT ] [ AS ] data\_format ]

[ parameter [ argument ] [, .. ] ]

**NOTE**

You can learn more about additional options, and the COPY command in general, in the [AWS documentation](https://oreil.ly/0uWo8).

In its simplest form, using IAM role authorization as specified in [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and a file in your S3 bucket looks something like this when run from a SQL client:

**COPY** my\_schema.my\_table

**FROM** 's3://bucket-name/file.csv’

iam\_role ‘<my-arn>’;

As you’ll recall from [“Configuring an Amazon Redshift Warehouse as a Destination”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#configure-amazon-redshift), the ARN is formatted like this:

arn:aws:iam::<aws-account-id>:role/<role-name>

If you named the role RedshiftLoadRole, then the COPY command syntax looks like the following. Note that the numeric value in the ARN is specific to your AWS account:

**COPY** my\_schema.my\_table

**FROM** 's3://bucket-name/file.csv’

iam\_role 'arn:aws:iam::222:**role**/RedshiftLoadRole’;

When executed, the contents of *file.csv* are appended to a table called my\_table in the my\_schema schema of your Redshift cluster.

By default, the COPY command inserts data into the columns of the destination table in the same order as the fields in the input file. In other words, unless you specify otherwise, the order of the fields in the CSV you’re loading in this example should match the order of the columns in the destination table in Redshift. If you’d like to specify the column order, you can do so by adding the names of the destination columns in an order that matches your input file, as shown here:

**COPY** my\_schema.my\_table (column\_1, column\_2, ....)

**FROM** 's3://bucket-name/file.csv'

iam\_role 'arn:aws:iam::222:role/RedshiftLoadRole';

It’s also possible to use the Boto3 library to implement the COPY command in a Python script. In fact, following the template of the data extraction examples in [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04), loading data via Python makes for a more standardized data pipeline.

To interact with the Redshift cluster, you configured earlier in this chapter, you’ll need to install the psycopg2 library:

(env) $ pip install psycopg2

Now you can start writing your Python script. Create a new file called *copy\_to\_redshift.py* and add the following three code blocks.

The first step is to import boto3 to interact with the S3 bucket, psycopg2 to run the COPY command on the Redshift cluster, and the configparser library to read the *pipeline.conf* file:

**import** **boto3**

**import** **configparser**

**import** **psycopg2**

Next, connect to the Redshift cluster using the psycopg2.connect function and credentials stored in the *pipeline.conf* file:

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("aws\_creds", "database")

user = parser.get("aws\_creds", "username")

password = parser.get("aws\_creds", "password")

host = parser.get("aws\_creds", "host")

port = parser.get("aws\_creds", "port")

*# connect to the redshift cluster*

rs\_conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host

+ " port=" + port)

Now you can execute the COPY command using a psycopg2 Cursor object. Run the same COPY command that you ran manually earlier in the section, but instead of hard-coding the AWS account ID and IAM role name, load those values from the *pipeline.conf* file:

*# load the account\_id and iam\_role from the*

*# conf files*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

account\_id = parser.get("aws\_boto\_credentials",

"account\_id")

iam\_role = parser.get("aws\_creds", "iam\_role")

bucket\_name = parser.get("aws\_boto\_credentials",

"bucket\_name")

*# run the COPY command to load the file into Redshift*

file\_path = ("s3://"

+ bucket\_name

+ "/order\_extract.csv")

role\_string = ("arn:aws:iam::"

+ account\_id

+ ":role/" + iam\_role)

sql = "COPY public.Orders"

sql = sql + " from %s "

sql = sql + " iam\_role %s;"

*# create a cursor object and execute the COPY*

cur = rs\_conn.cursor()

cur.execute(sql,(file\_path, role\_string))

*# close the cursor and commit the transaction*

cur.close()

rs\_conn.commit()

*# close the connection*

rs\_conn.close()

Before you can run the script, you’ll need to create the destination table if it does not already exist. In this example, I’m loading data that was extracted into the *order\_extract.csv* file in [“Full or Incremental MySQL Table Extraction”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#full-increment-msql). You can of course load whatever data you’d like. Just make sure the destination table has the structure to match. To create the destination table on your cluster, run the following SQL via the Redshift Query Editor or other application connected to your cluster:

**CREATE** **TABLE** **public**.Orders (

Order-Id int,

OrderStatus varchar(30),

LastUpdated **timestamp**

);

Finally, run the script as follows:

(env) $ python copy\_to\_redshift.py

**Incremental Versus Full Loads**

In the previous code sample, the COPY command loaded the data from the extracted CSV file directly into a table in the Redshift cluster. If the data in the CSV file came from an incremental extract of an immutable source (as is the case with something like immutable event data or other “insert-only” dataset), then there’s nothing more to do. However, if the data in the CSV file contains updated records as well as inserts or the entire contents of the source table, then you have a bit more work to do, or at least considerations to consider.

Take the case of the Orders table from [“Full or Incremental MySQL Table Extraction”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#full-increment-msql). That means the data you’re loading from the CSV file was extracted either in full or incrementally from the source MySQL table.

If the data was extracted in full, then you have one small addition to make to the loading script. Truncate the destination table in Redshift (using TRUNCATE) before you run the COPY operation. The updated code snippet looks like this:

**import** **boto3**

**import** **configparser**

**import** **psycopg2**

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("aws\_creds", "database")

user = parser.get("aws\_creds", "username")

password = parser.get("aws\_creds", "password")

host = parser.get("aws\_creds", "host")

port = parser.get("aws\_creds", "port")

*# connect to the redshift cluster*

rs\_conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host

+ " port=" + port)

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

account\_id = parser.get("aws\_boto\_credentials",

"account\_id")

iam\_role = parser.get("aws\_creds", "iam\_role")

bucket\_name = parser.get("aws\_boto\_credentials",

"bucket\_name")

*# truncate the destination table*

sql = "TRUNCATE public.Orders;"

cur = rs\_conn.cursor()

cur.execute(sql)

cur.close()

rs\_conn.commit()

*# run the COPY command to load the file into Redshift*

file\_path = ("s3://"

+ bucket\_name

+ "/order\_extract.csv")

role\_string = ("arn:aws:iam::"

+ account\_id

+ ":role/" + iam\_role)

sql = "COPY public.Orders"

sql = sql + " from %s "

sql = sql + " iam\_role %s;"

*# create a cursor object and execute the COPY command*

cur = rs\_conn.cursor()

cur.execute(sql,(file\_path, role\_string))

*# close the cursor and commit the transaction*

cur.close()

rs\_conn.commit()

*# close the connection*

rs\_conn.close()

If the data was incrementally extracted, you don’t want to truncate the destination table. If you did, all you’d have left are the updated records from the last run of the extraction job. There are a few ways you can handle data extracted in this way, but the best is to keep things simple.

In this case, you can simply load the data using the COPY command (no TRUNCATE!) and rely on the timestamp stating when the record was last updated to later identify which record is the latest or to look back at an historical record. For example, let’s say that a record in the source table was modified and thus present in the CSV file being loaded. After loading, you’d see something like [Table 5-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#the_orders_table_in_redshift) in the Redshift destination table.

| **Order-Id** | **OrderStatus** | **LastUpdated** |
| --- | --- | --- |
| 1 | Backordered | 2020-06-01 12:00:00 |
| 1 | Shipped | 2020-06-09 12:00:25 |
| *Table 5-1. The Orders table in Redshift* | | |

As you can see in [Table 5-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#the_orders_table_in_redshift), the order with an ID value of 1 is in the table twice. The first record existed prior to the latest load, and the second was just loaded from the CSV file. The first record came in due to an update to the record on 2020-06-01, when the order was in a Backordered state. It was updated again on 2020-06-09, when it Shipped and included in the last CSV file you loaded.

From the standpoint of historical record keeping, it’s ideal to have both of these records in the destination table. Later in the transform phase of the pipeline, an analyst can choose to use either or both of the records, depending on the needs of a particular analysis. Perhaps they want to know how long the order was in a backordered state. They need both records to do that. If they want to know the current status of the order, they have that as well.

Though it may feel uncomfortable to have multiple records for the same Order-Id in the destination table, in this case it’s the right thing to do! The goal of data ingestion is to focus on extracting and loading data. What to do with the data is a job for the transform phase of a pipeline, explored in [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06).

**Loading Data Extracted from a CDC Log**

If your data was extracted via a CDC method, then there is one other consideration. Though it’s a similar process to loading data that was extracted incrementally, you’ll have access to not only inserted and updated records, but also deleted records.

Take the example of the MySQL binary log extraction from [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04). Recall that the output of the code sample was a CSV file named *orders\_extract.csv* that was uploaded to the S3 bucket. Its contents looked like the following:

insert|1|Backordered|2020-06-01 12:00:00

update|1|Shipped|2020-06-09 12:00:25

Just like the incremental load example earlier in this section, there are two records for Order-Id 1. When loaded into the data warehouse, the data looks like it did back in [Table 5-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#the_orders_table_in_redshift). However, unlike the previous example, *orders\_extract.csv* contains a column for the event responsible for the record in the file. In this example, that’s either insert or update. If those were the only two event types, you could ignore the event field and end up with a table in Redshift that looks like [Table 5-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#the_orders_table_in_redshift). From there, analysts would have access to both records when they build data models later in the pipeline. However, consider another version of *orders\_extract.csv* with one more line included:

insert|1|Backordered|2020-06-01 12:00:00

update|1|Shipped|2020-06-09 12:00:25

delete|1|Shipped|2020-06-10 9:05:12

The third line shows that the order record was deleted the day after it was updated. In a full extraction, the record would have disappeared completely, and an incremental extraction would not have picked up the delete (see [“Extracting Data from a MySQL Database”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#extract-data-mysql) for a more detailed explanation). With CDC, however, the delete event was picked up and included in the CSV file.

| **Event-Type** | **Order-Id** | **OrderStatus** | **LastUpdated** |
| --- | --- | --- | --- |
| insert | 1 | Backordered | 2020-06-01 12:00:00 |
| update | 1 | Shipped | 2020-06-09 12:00:25 |
| delete | 1 | Shipped | 2020-06-10 9:05:12 |
| *Table 5-2. The Orders table with Event-Type in Redshift* | | | |

To accommodate deleted records, it’s necessary to add a column to the destination table in the Redshift warehouse to store the event type. [Table 5-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#the_orders_table_with_eventype_in_redshift) shows what the extended version of the Orders looks like.

Once again, the goal of data ingestion in a data pipeline is to efficiently extract data from a source and load it into a destination. The transform step in a pipeline is where the logic to model the data for a specific use case resides. [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06) discusses how to model data loaded via a CDC ingestion, such as this example.

**Configuring a Snowflake Warehouse as a Destination**

If you’re using Snowflake as your data warehouse, you have three options for configuring access to the S3 bucket from your Snowflake instance:

* Configure a Snowflake storage integration
* Configure an AWS IAM role
* Configure an AWS IAM user

Of the three, the first is recommended because of how seamless using a Snowflake storage integration is when later interacting with the S3 bucket from Snowflake. Because the specifics of the configuration include a number of steps, it’s best to refer to the [latest Snowflake documentation](https://oreil.ly/RCoMT) on the topic.

In the final step of the configuration, you’ll create an *external stage*. An external stage is an object that points to an external storage location so Snowflake can access it. The S3 bucket you created earlier will serve as that location.

Before you create the stage, it’s handy to define a FILE FORMAT in Snowflake that you can both refer to for the stage and later use for similar file formats. Because the examples in this chapter create pipe-delimited CSV files, create the following FILE FORMAT:

**CREATE** **or** **REPLACE** FILE FORMAT pipe\_csv\_format

**TYPE** = 'csv'

FIELD\_DELIMITER = '|';

When you create the stage for the bucket per the final step of the Snowflake documentation, the syntax will look something like this:

USE **SCHEMA** my\_db.my\_schema;

**CREATE** STAGE my\_s3\_stage

storage\_integration = s3\_int

url = 's3://pipeline-bucket/'

file\_format = pipe\_csv\_format;

In [“Loading Data into a Snowflake Data Warehouse”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#load-data-snowflake), you’ll be using the stage to load data that’s been extracted and stored in the S3 bucket into Snowflake.

Finally, you’ll need to add a section to the *pipeline.conf* file with Snowflake login credentials. Note that the user you specify must have USAGE permission on the stage you just created. Also, the account\_name value must be formatted based on your cloud provider and the region where the account is located. For example, if your account is named snowflake\_acct1 and hosted in the US East (Ohio) region of AWS, the account\_name value will be snowflake\_acct1.us-east-2.aws. Because this value will be used to connect to Snowflake via Python using the snowflake-connector-python library, you can refer to the [library documentation](https://oreil.ly/ijcHw) for help determining the proper value for your account\_name.

Here is the section to add to *pipeline.conf*:

[snowflake\_creds]

username = snowflake\_user

password = snowflake\_password

account\_name = snowflake\_acct1.us-east-2.aws

**Loading Data into a Snowflake Data Warehouse**

Loading data into Snowflake follows a nearly identical pattern to the previous sections on loading data into Redshift. As such, I will not discuss the specifics of handing full, incremental, or CDC data extracts. Rather, I will describe the syntax of loading data from a file that has been extracted.

The mechanism for loading data into Snowflake is the COPY INTO command. COPY INTO loads the contents of a file or multiple files into a table in the Snowflake warehouse. You can read more about the advanced usage and options of the command in the [Snowflake documentation](https://oreil.ly/E3KG5).

**NOTE**

Snowflake also has a data integration service called *Snowpipe* that enables loading data from files as soon as they’re available in a Snowflake stage like the one used in the example in this section. You can use Snowpipe to continuously load data rather than scheduling a bulk load via the COPY INTO command.

Each extraction example in [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) wrote a CSV file to an S3 bucket. In [“Configuring a Snowflake Warehouse as a Destination”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#configure-snowflake-warehouse), you created a Snowflake stage called my\_s3\_stage that is linked to that bucket. Now, using the COPY INTO command, you can load the file into a Snowflake table as follows:

**COPY** **INTO** destination\_table

**FROM** @my\_s3\_stage/extract\_file.csv;

It’s also possible to load multiple files into the table at once. In some cases, data is extracted into more than one file due to volume or as a result of multiple extraction job runs since the last load. If the files have a consistent naming pattern (and they should!), you can load them all using the pattern parameter:

**COPY** **INTO** destination\_table

**FROM** @my\_s3\_stage

pattern='.\*extract.\*.csv';

**NOTE**

The format of the file to be loaded was set when you created the Snowflake stage (a pipe-delimited CSV); thus, you do not need to state it in the COPY INTO command syntax.

Now that you know how the COPY INTO command works, it’s time to write a short Python script that can be scheduled and executed to automate the load in a pipeline. See [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07) for more details on this and other pipeline orchestration techniques.

First, you’ll need to install a Python library to connect to your Snowflake instance. You can do so using pip:

(env) $ pip install snowflake-connector-python

Now, you can write a simple Python script to connect to your Snowflake instance and use COPY INTO to load the contents of the CSV file into a destination table:

**import** **snowflake.connector**

**import** **configparser**

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

username = parser.get("snowflake\_creds",

"username")

password = parser.get("snowflake\_creds",

"password")

account\_name = parser.get("snowflake\_creds",

"account\_name")

snow\_conn = snowflake.connector.connect(

user = username,

password = password,

account = account\_name

)

sql = """COPY INTO destination\_table

FROM @my\_s3\_stage

pattern='.\*extract.\*.csv';"""

cur = snow\_conn.cursor()

cur.execute(sql)

cur.close()

**Using Your File Storage as a Data Lake**

There are times when it makes sense to extract data from an S3 bucket (or other cloud storage) and not load into a data warehouse. Data stored in a structured or semi structured form in this way is often referred to as a *data lake*.

Unlike a data warehouse, a data lake stores data in many formats in a raw and sometimes unstructured form. It’s cheaper to store but is not optimized for querying in the same way that structured data in a warehouse is.

However, in recent years, tools have come along to make querying data in a data lake far more accessible and often transparent to a user comfortable with SQL. For example, Amazon Athena is an AWS service that allows a user to query data stored in S3 using SQL. Amazon Redshift Spectrum is a service that allows Redshift to access data in S3 as an *external table* and reference it in queries alongside tables in the Redshift warehouse. Other cloud providers and products have similar functionality.

When should you consider using such an approach rather than structuring and loading the data into your warehouse? There are a few situations that stand out.

Storing large amounts of data in a cloud storage–based data lake is less expensive than storing it in a warehouse (this is not true for Snowflake data lakes that use the same storage as Snowflake data warehouses). In addition, because it’s unstructured or semi structured data (no predefined schema), making changes to the types or properties of data stored is far easier than modifying a warehouse schema. JSON documents are an example of the type of semi structured data that you might encounter in a data lake. If a data structure is frequently changing, you may consider storing it in a data lake, at least for the time being.

During the exploration phase of a data science or machine learning project, the data scientist or machine learning engineer might not know yet exactly what “shape” they need their data in. By granting them access to data in a lake in its raw form, they can explore the data and determine what attributes of the data they need to make use of. Once they know, you can determine whether it makes sense to load the data into a table in the warehouse and gain the query optimization that comes with doing so.

In reality, many organizations have both data lakes and data warehouses in their data infrastructure. Over time, the two have become complementary, rather than competing, solutions.

**Open-Source Frameworks**

As you’ve noticed by now, there are repetitive steps in each data ingestion (both in the extract and load steps). As such, numerous frameworks that provide the core functionally and connections to common data sources and destinations have sprung up in recent years. Some are open-source, as discussed in this section, while the next section provides an overview of some popular commercial products for data ingestions.

One popular open-source framework is called [Singer](https://www.singer.io/). Written in Python, Singer uses *taps* to extract data from a source and streams it in JSON to a *target*. For example, if you want to extract data from a MySQL database and load it into a Google BigQuery data warehouse, you’d use the MySQL tap and the BigQuery target.

As with the code samples in this chapter, with Singer you’ll still need to use a separate orchestration framework to schedule and coordinate data ingestions (see [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07) for more). However, whether you use Singer or another framework, you have a lot to gain from a well-built foundation to get you up and running quickly.

Being an open-source project, there are a wide number of taps and targets available (see some of the most popular in [Table 5-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#popular_singer_taps_and_targets)), and you can contribute your own back to the project as well. Singer is well documented and has active [Slack](https://oreil.ly/tBQs0) and [GitHub](https://oreil.ly/nLJgF) communities.

| **Taps** | | **Targets** |
| --- | --- | --- |
| Google Analytics | | CSV |
| Jira | | Google BigQuery |
| MySQL | | PostgreSQL |
| PostgreSQL | | Amazon Redshift |
| Salesforce | | Snowflake |
| *Table 5-3. Popular singer taps and targets* | | |
|  |

**Commercial Alternatives**

There are several commercial cloud-hosted products that make many common data ingestions possible without writing a single line of code. They also have built-in scheduling and job orchestration. Of course, this all comes at a cost.

Two of the most popular commercial tools for data ingestion are [Stitch](https://www.stitchdata.com/) and [Fivetran](https://fivetran.com/). Both are fully web-based and accessible to data engineers as well as other data professionals on a data team. They provide hundreds of prebuilt “connectors” to common data sources, such as Salesforce, HubSpot, Google Analytics, GitHub, and more. You can also ingest data from MySQL, Postgres, and other databases. Support for Amazon Redshift, Snowflake, and other data warehouses is built in as well.

If you ingest data from sources that are supported, you’ll save a great deal of time in building a new data ingestion. In addition, as [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07) outlines in detail, scheduling and orchestrating data ingestions aren’t trivial tasks. With Stitch and Fivetran, you’ll be able to build, schedule, and alert on broken ingestion pipelines right in your browser.

Selected connectors on both platforms also support things like job execution timeouts, duplicate data handling, source system schema changes, and more. If you’re building ingestions on your own, you’ll need to take all that into account yourself.

Of course, there are some trade-offs:

Cost

Both Stitch and Fivetran have volume-based pricing models. Though they differ in how they measure volume and what other features they include in each pricing tier, at the end of the day what you pay is based on how much data you ingest. If you have a number of high-volume data sources to ingest from, it will cost you.

Vendor lock-in

Once you invest in a vendor, you’ll be facing a nontrivial amount of work to migrate to another tool or product, should you decide to move on in the future.

Customization requires coding

If the source system you want to ingest from doesn’t have a prebuilt connector, you’ll have to write a little code on your own. For Stitch, that means writing a custom Singer tap (see the previous section), and with Fivetran, you’ll need to write cloud functions using AWS Lambda, Azure Function, or Google Cloud Functions. If you have many custom data sources, such as custom-built REST APIs, you’ll end up having to write custom code and then pay for Stitch or Fivetran to run it.

Security and privacy

Though both products serve as passthroughs for your data and don’t store it for long periods of time, they still technically have access to both your source systems as well as destinations (usually data warehouses or data lakes). Both Fivetran and Stitch meet high standards for security; however, some organizations are reluctant to utilize them due to risk tolerance, regulatory requirements, potential liability, and the overhead of reviewing and approving a new data processor.

The choice to build or buy is complex and unique to each organization and use case. It’s also worth keeping in mind that some organizations use a mix of custom code and a product like Fivetran or Stitch for data ingestions. For example, it might be most cost effective to write custom code to handle some high-volume ingestions that would be costly to run in a commercial platform but also worth the cost of using Stitch or Fivetran for ingestions with prebuilt, vendor-supported connectors.

If you do choose a mix of custom and commercial tools, keep in mind you’ll need to consider how you standardize things such as logging, alerting, and dependency management. Later chapters of this book discuss those subjects and touch on the challenges of managing pipelines that span multiple platforms.

# Chapter 6. Transforming Data

In the ELT pattern defined in [Chapter 3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#ch03), once data has been ingested into a data lake or data warehouse ([Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04)), the next step in a pipeline is data transformation. Data transformation can include both noncontextual manipulation of data and modelling of data with business context and logic in mind.

If the purpose of the pipeline is to produce business insight or analysis, then in addition to any noncontextual transformations, data is further transformed into data models. Recall from [Chapter 2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#ch02) that a data model structures and defines data in a format that is understood and optimized for data analysis. A data model is represented as one or more tables in a data warehouse.

Though data engineers at times build noncontextual transformation in a pipeline, it’s become typical for data analysts and analytics engineers to handle the vast majority of data transformations. People in these roles are more empowered than ever thanks to the emergence of the ELT pattern (they have the data they need right in the warehouse!) and supporting tools and frameworks designed with SQL as their primary language.

This chapter explores both noncontextual transformations that are common to nearly every data pipeline as well as data models that power dashboards, reports, and one-time analysis of a business problem. Because SQL is the language of the data analyst and analytics engineer, most transformation code samples are written in SQL. I include a few samples written in Python to illustrate when it makes sense to tightly couple noncontextual transformations to a data ingestion using powerful Python libraries.

As with the data ingestions in Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05), the code samples are highly simplified and meant as a starting point to more complex transformations. To learn how to run and manage dependencies between transformations and other steps in a pipeline, see [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08).

**SQL COMPATIBILITY**

The SQL queries in this chapter are designed to run on most dialects of SQL. They make use of limited vendor-specific syntax and should run on any modern database that supports SQL with little or no modification.

**Noncontextual Transformations**

In [Chapter 3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#ch03), I briefly noted the existence of the EtLT sub-pattern, where the lowercase *t* represents some noncontextual data transformations, such as the following:

* Deduplicate records in a table
* Parse URL parameters into individual components

Though there are countless examples, by providing code samples for these transformations I hope to cover some common patterns of noncontextual transformations. The next section talks about when it makes sense to perform these transformations as part of data ingestion (EtLT) versus post-ingestion (ELT).

**Deduplicating Records in a Table**

Though not ideal, it is possible for duplicate records to exist in a table of data that has been ingested into a data warehouse. There are a number of reasons it happens:

* An incremental data ingestion mistakenly overlaps a previous ingestion time window and picks up some records that were already ingested in a previous run.
* Duplicate records were inadvertently created in a source system.
* Data that was backfilled overlapped with subsequent data loaded into the table during ingestion.

Whatever the reason, checking for and removing duplicate records is best performed using SQL queries. Each of the following SQL queries refers to the Orders table in a database shown in [Table 6-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#orders_table_with_duplicates). The table contains five records, two of which are duplicates. Though there are three records for Order-Id 1, the second and fourth rows are exactly the same. The goal of this example is to identify this duplication and resolve it. Though this example has two records that are exactly the same, the logic in the following code samples is valid if there are three, four or even more copies of the same record in the table.

| **Order-Id** | **OrderStatus** | **LastUpdated** |
| --- | --- | --- |
| 1 | Backordered | 2020-06-01 |
| 1 | Shipped | 2020-06-09 |
| 2 | Shipped | 2020-07-11 |
| 1 | Shipped | 2020-06-09 |
| 3 | Shipped | 2020-07-12 |
| *Table 6-1. Orders table with duplicates* | | |

If you’d like to create a populate such an Orders table for use in Examples [6-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ex_0601) and [6-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ex_0602), here is the SQL to do so:

**CREATE** **TABLE** Orders (

Order-Id int,

OrderStatus varchar(30),

LastUpdated **timestamp**

);

**INSERT** **INTO** Orders

**VALUES**(1,'Backordered', '2020-06-01');

**INSERT** **INTO** Orders

**VALUES**(1,'Shipped', '2020-06-09');

**INSERT** **INTO** Orders

**VALUES**(2,'Shipped', '2020-07-11');

**INSERT** **INTO** Orders

**VALUES**(1,'Shipped', '2020-06-09');

**INSERT** **INTO** Orders

**VALUES**(3,'Shipped', '2020-07-12');

Identifying duplicate records in a table is simple. You can use the GROUP BY and HAVING statements in SQL. The following query returns any duplicate records along with a count of how many there are:

**SELECT** Order-Id,

OrderStatus,

LastUpdated,

**COUNT**(\*) **AS** dup\_count

**FROM** Orders

**GROUP** **BY** Order-Id, OrderStatus, LastUpdated

**HAVING** **COUNT**(\*) > 1;

When executed, the query returns the following:

Order-Id | OrderStatus | LastUpdated | dup\_count

1 | Shipped | 2020-06-09 | 2

Now that you know that at least one duplicate exists, you can remove the duplicate records. I’m going to cover two ways to do so. The method you choose depends on many factors related to the optimization of your database as well as your preference in SQL syntax. I suggest trying both and comparing runtimes.

The first method is to use a sequence of queries. The first query creates a copy of the table from the original using the DISTINCT statement. The result of the first query is a result set with only four rows, since the two duplicate rows are turned into one thanks to DISTINCT. Next, the original table is truncated. Finally, the deduplicated version of the dataset is inserted into the original table, as shown in [Example 6-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ex_0601).

*Example 6-1. distinct\_orders\_1.sql*

**CREATE** **TABLE** distinct\_orders **AS**

**SELECT** **DISTINCT** Order-Id,

OrderStatus,

LastUpdated

**FROM** ORDERS;

**TRUNCATE** **TABLE** Orders;

**INSERT** **INTO** Orders

**SELECT** \* **FROM** distinct\_orders;

**DROP** **TABLE** distinct\_orders;

**WARNING**

After the TRUNCATE operation on the Orders table, the table will be empty until the following INSERT operation is complete. During that time, the Orders table is empty and essentially not accessible by any user or process that queries it. While the INSERT operation may not take long, for very large tables you may consider dropping the Orders table and then renaming distinct\_orders to Orders instead.

Another approach is to use a *window function* to group duplicate rows and assign them row numbers to identify which ones to delete and which one to keep. I’ll use the ROW\_NUMBER function to rank the records, and the PARTITION BY statement to group the records by each column. By doing this, any group of records with more than one match (our duplicates) will get assigned a ROW\_NUMBER greater than 1.

If you executed [Example 6-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ex_0601), please make sure to refresh the Orders table using the INSERT statements from earlier in this section so that it again contains what is shown in [Table 6-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#orders_table_with_duplicates). You’ll want to have a duplicate row to work with for the following sample!

Here is what happens when such a query is run on the Orders table:

**SELECT** Order-Id,

OrderStatus,

LastUpdated,

ROW\_NUMBER() OVER(PARTITION **BY** Order-Id,

OrderStatus,

LastUpdated)

**AS** dup\_count

**FROM** Orders;

The result of the query is as follows:

Order-Id | orderstatus | lastupdated | dup\_count

---------+-------------+-------------------+-----

1 | Backordered | 2020-06-01 | 1

1 | Shipped | 2020-06-09 | 1

1 | Shipped | 2020-06-09 | 2

2 | Shipped | 2020-07-11 | 1

3 | Shipped | 2020-07-12 | 1

As you can see, the third row in the result set has a dup\_count value of 2, as it is a duplicate of the record right above it. Now, just like the first approach, you can create a table with the deduplicated records, truncate the Orders table, and finally insert the cleaned dataset into Orders. [Example 6-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ex_0602) shows the full source.

*Example 6-2. distinct\_orders\_2.sql*

**CREATE** **TABLE** all\_orders **AS**

**SELECT**

Order-Id,

OrderStatus,

LastUpdated,

ROW\_NUMBER() OVER(PARTITION **BY** Order-Id,

OrderStatus,

LastUpdated)

**AS** dup\_count

**FROM** Orders;

**TRUNCATE** **TABLE** Orders;

*-- only insert non-duplicated records*

**INSERT** **INTO** Orders

(Order-Id, OrderStatus, LastUpdated)

**SELECT**

Order-Id,

OrderStatus,

LastUpdated

**FROM** all\_orders

**WHERE**

dup\_count = 1;

**DROP** **TABLE** all\_orders;

Regardless of which approach you take, the result is a deduplicated version of the Orders table, as shown in [Table 6-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#orders_table_without_duplicates).

| **Order-Id** | **OrderStatus** | **LastUpdated** |
| --- | --- | --- |
| 1 | Backordered | 2020-06-01 |
| 1 | Shipped | 2020-06-09 |
| 2 | Shipped | 2020-07-11 |
| 3 | Shipped | 2020-07-12 |
| *Table 6-2. Orders table without duplicates* | | |

**Parsing URLs**

Parsing out segments of URLs is a task with little or no business context involved. There are a number of URL components that can be parsed out in a transform step and stored in individual columns in a database table.

For example, consider the following URL:

*https://www.mydomain.com/page-name?utm\_content=textlink&utm\_medium=social&utm\_source=twitter&utm\_campaign=fallsale*

There are six components that are valuable and can be parsed and stored into individual columns:

* The domain: *www.domain.com*
* The URL path: */page-name*
* utm\_content parameter value: *textlink*
* utm\_medium parameter value: *social*
* utm\_source parameter value: *twitter*
* utm\_campaign parameter value: *fallsale*

**UTM PARAMETERS**

*Urchin Tracking Module (UTM) parameters* are URL parameters that are used for tracking marketing and ad campaigns. They are common across most platforms and organizations.

Parsing URLs is possible in both SQL and Python. The time when you’re running the transform and where the URLs are stored will help guide your decision on which to use. For example, if you’re following an EtLT pattern and can parse the URLs after extraction from a source but before loading into a table in a data warehouse, Python is an excellent option. I will start by providing an example in Python, followed by SQL.

First, install the urllib3 Python library using pip. (See [“Setting Up Your Python Environment”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#setup-python-enviro) for instructions on Python configuration):

(env) $ pip install urllib3

Then, use the urlsplit and parse\_qs functions to parse out the relevant components of the URL. In the following code sample, I do so and print out the results:

**from** **urllib.parse** **import** urlsplit, parse\_qs

url = """https://www.mydomain.com/page-name?utm\_content=textlink&utm\_medium=social&utm\_source=twitter&utm\_campaign=fallsale"""

split\_url = urlsplit(url)

params = parse\_qs(split\_url.query)

*# domain*

print(split\_url.netloc)

*# url path*

print(split\_url.path)

*# utm parameters*

print(params['utm\_content'][0])

print(params['utm\_medium'][0])

print(params['utm\_source'][0])

print(params['utm\_campaign'][0])

When executed, the code sample produces the following:

www.mydomain.com

/page-name

textlink

social

twitter

fallsale

As in the data ingestion code samples from Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05), you can also parse and write out each parameter to a CSV file to be loaded into your data warehouse to complete the ingestion. [Example 6-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ex_0603) contains the code sample that does so for the example URL, but you’ll likely be iterating through more than one URL!

*Example 6-3. url\_parse.sql*

**from** **urllib.parse** **import** urlsplit, parse\_qs

**import** **csv**

url = """https://www.mydomain.com/page-name?utm\_content=textlink&utm\_medium=social&utm\_source=twitter&utm\_campaign=fallsale"""

split\_url = urlsplit(url)

params = parse\_qs(split\_url.query)

parsed\_url = []

all\_urls = []

*# domain*

parsed\_url.append(split\_url.netloc)

*# url path*

parsed\_url.append(split\_url.path)

parsed\_url.append(params['utm\_content'][0])

parsed\_url.append(params['utm\_medium'][0])

parsed\_url.append(params['utm\_source'][0])

parsed\_url.append(params['utm\_campaign'][0])

all\_urls.append(parsed\_url)

export\_file = "export\_file.csv"

**with** open(export\_file, 'w') **as** fp:

csvw = csv.writer(fp, delimiter='|')

csvw.writerows(all\_urls)

fp.close()

If you need to parse URLs that have already been loaded into the data warehouse using SQL, you may have a more difficult task ahead. Though some data warehouse vendors provide functions to parse URLs, others do not. Snowflake, for instance, provides a function called PARSE\_URL that parses a URL into its components and returns the result as a JSON object. For example, if you want to parse the URL in the preceding example, the result will look like this:

**SELECT** parse\_url('https://www.mydomain.com/page-name?utm\_content=textlink&utm\_medium=social&utm\_source=twitter&utm\_campaign=fallsale');

+-----------------------------------------------------------------+

| PARSE\_URL('https://www.mydomain.com/page-name?utm\_content=textlink&utm\_medium=social&utm\_source=twitter&utm\_campaign=fallsale') |

|-----------------------------------------------------------------|

| { |

| "fragment": null, |

| "host": "www.mydomain.com", |

| "parameters": { |

| "utm\_content": "textlink", |

| "utm\_medium": "social", |

| "utm\_source": "twitter", |

| "utm\_campaign": "fallsale" |

| }, |

| "path": "/page-name", |

| "query": "utm\_content=textlink&utm\_medium=social&utm\_source=twitter&utm\_campaign=fallsale", |

| "scheme": "HTTPS" |

| } |

+-----------------------------------------------------------------+

If you are using Redshift or another data warehouse platform without built-in URL parsing, you’ll need to make use of custom string parsing or regular expressions. For example, Redshift has a function called REGEXP\_SUBSTR. Given the difficultly of parsing URLs in most data warehouses, I recommend parsing using Python or another language during data ingestion and loading in the structured URL components.

**SAVE THE ORIGINAL URL!**

Whether you parse URLs during data ingestion or afterward, it’s best to keep the original URL string in the data warehouse as well. URLs may have a number of parameters that you didn’t think to parse out and structure but will want to access in the future.

**When to Transform? During or After Ingestion?**

Data transformations without business context, like the ones in the previous section, can be run either during or after data ingestion from a technical standpoint. However, there are some reasons you should consider running them as part of the ingestion process (the EtLT pattern):

1. *The transformation is easiest to do using a language besides SQL*: Like parsing URLs in an earlier example, if you find it’s a lot easier to make use of Python libraries to handle the transformation, then do so as part of the data ingestion. In the ELT pattern, transforms done post-ingestion are limited to data modelling that is performed by data analysts who are typically most comfortable in SQL.
2. *The transformation is addressing a data quality issue*: It’s best to address data quality as early in a pipeline as possible ([Chapter 9](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ch09) has more detail on this topic). For example, in the previous section I provided an example of identifying and removing duplicate records in data that’s been ingested. There’s no reason to take the risk of a data analyst getting tripped up by duplicated data if you can catch it and fix it at the point of ingestion. Even though the transform is written in SQL, it can be run at the tail end of the ingestion rather than waiting for the analyst to transform the data.

When it comes to transformations that involve business logic, it’s best to keep those separate from data ingestions. As you’ll see in the next section, this type of transformation is referred to as *data modelling*.

**Data Modelling Foundations**

Modelling data for use in analysis, dashboards, and reports is a topic worth dedicating an entire book to. However, there are some principles for modelling data in the ELT pattern that I discuss in this section.

Unlike the previous section, data modelling is where business context is considered in the transform step of the ELT pattern in a pipeline. Data models make sense of all the data that’s been loaded into the warehouse from various sources during the extract and load steps (data ingestion).

**Key Data Modelling Terms**

When I use the term, *data models* in this section, I’m referring to individual SQL tables in a data warehouse. In the sample data models, I’ll focus on two properties of models:

Measures

These are things you want to measure! Examples include a count of customers and a dollar value of revenue.

Attributes

These are things by which you want to filter or group in a report or dashboard. Examples include dates, customer names, and countries.

In addition, I will speak to the granularity of a data model. *Granularity* is the level of detail stored in a data model. For example, a model that must provide the number of orders placed each day would require daily granularity. If it had to answer the question of how many orders were placed each hour, then it would require hourly granularity.

*Source tables* are tables that were loaded into the data warehouse or data lake via a data ingestion as described in Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05). In data modelling, models are built from both source tables as well as other data models.

**DATA MODEL CODE REUSE**

Though each data model is represented by its own table in a data warehouse, the logic to build it may rely on other data models. To learn more about the benefit of reusing logic and deriving models from one another, see [“Reuse of Data Model Logic”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#reuse-data-model-logic).

**Modelling Fully Refreshed Data**

When modelling data that has been fully reloaded, such as described in [“Extracting Data from a MySQL Database”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#extract-data-mysql), you are confronted with a table (or multiple tables) that contain the latest state of a source data store. For example, [Table 6-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#a_fully_refreshed_orders_table) shows records in an Orders table similar to the one in [Table 6-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#orders_table_without_duplicates), but with only the latest records rather than a full history. Notice that the Backordered record for Order-Id 1 is not present in this version. This is what would be present if the table were loaded in full of the source database to the data warehouse. In other words, it looks like the current state of the Orders table in the source system at the time of data ingestion.

The other differences from [Table 6-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#orders_table_without_duplicates) are a fourth column named Customer-Id, which stores the identifier of the customer who placed the order, and a fifth column with the OrderTotal, which is the dollar value of the order.

| **Order-Id** | **OrderStatus** | **OrderDate** | **Customer-Id** | **OrderTotal** |
| --- | --- | --- | --- | --- |
| 1 | Shipped | 2020-06-09 | 100 | 50.05 |
| 2 | Shipped | 2020-07-11 | 101 | 57.45 |
| 3 | Shipped | 2020-07-12 | 102 | 135.99 |
| 4 | Shipped | 2020-07-12 | 100 | 43.00 |
| *Table 6-3. A fully refreshed Orders table* | | | | |

In addition to the Orders table, consider the Customers table, shown in [Table 6-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#a_fully_refreshed_customers_table), which has also been loaded into the warehouse in full (meaning it contains the current state of each customer record).

| **Customer-Id** | **Customer Name** | **Customer Country** |
| --- | --- | --- |
| 100 | Jane | USA |
| 101 | Bob | UK |
| 102 | Miles | UK |
| *Table 6-4. A fully refreshed Customers table* | | |

If you’d like to create these tables in a database for use in the following sections, you can use the following SQL statements to do so. Note that if you created the version of the Orders table in [“Deduplicating Records in a Table”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#deduplicating-records-table), you’ll need to DROP it first.

**CREATE** **TABLE** Orders (

Order-Id int,

OrderStatus varchar(30),

OrderDate **timestamp**,

Customer-Id int,

OrderTotal numeric

);

**INSERT** **INTO** Orders

**VALUES**(1,'Shipped','2020-06-09',100,50.05);

**INSERT** **INTO** Orders

**VALUES**(2,'Shipped','2020-07-11',101,57.45);

**INSERT** **INTO** Orders

**VALUES**(3,'Shipped','2020-07-12',102,135.99);

**INSERT** **INTO** Orders

**VALUES**(4,'Shipped','2020-07-12',100,43.00);

**CREATE** **TABLE** Customers

(

Customer-Id int,

Customer Name varchar(20),

CustomerCountry varchar(10)

);

**INSERT** **INTO** Customers **VALUES**(100,'Jane','USA');

**INSERT** **INTO** Customers **VALUES**(101,'Bob','UK');

**INSERT** **INTO** Customers **VALUES**(102,'Miles','UK');

Consider the need to create a data model that can be queried to answer the following questions:

* How much revenue was generated from orders placed from a given country in a given month?
* How many orders were placed on a given day?

**FACTS AND DIMENSIONS**

If you’re familiar with *dimensional modelling* (sometimes referred to as *Kimball modelling*), you might notice that in this example, the Orders table contains the type of data that would be modelled in a *fact table*, while the data in the Customer table would be modelled in a *dimension*. Such concepts are mostly out of the scope of this book, but if you’re a data analyst I highly recommend learning more about the fundamentals of dimensional modelling. For now, I’ll be creating a single data model directly from the two source tables.

Though the sample tables contain only a few records, imagine a case where both tables contain millions of records. While answering those questions is quite straightforward using a SQL query, when the data volume is high, query execution time and the volume of data in a model can be reduced if the data model is aggregated to some extent.

If those questions are the only two requirements of the data model, there are two measures it must provide:

* Total Revenue
* Order Count

In addition, there are two attributes which the model must allow a query to filter or group the data by:

* Order Country
* Order Date

Finally, the granularity of the model is daily, since the smallest unit of time in the requirements is by day.

**OPTIMIZE FOR GRANULARITY**

The number of records in a data model is a factor of the amount of data in the source tables used in the model, the number of attributes, and the granularity. Always pick the granularity of the smallest unit required, but no less. If the model only needs to provide measures by month, then setting daily granularity isn’t necessary, and will only increase the number of records your model needs to store and query.

In this highly simplified data model, I’ll first define the structure of the model (a SQL table) and then insert the data sourced from a join of both tables:

**CREATE** **TABLE** IF **NOT** **EXISTS** order\_summary\_daily (

order\_date date,

order\_country varchar(10),

total\_revenue numeric,

order\_count int

);

**INSERT** **INTO** order\_summary\_daily

(order\_date, order\_country,

total\_revenue, order\_count)

**SELECT**

o.OrderDate **AS** order\_date,

**c**.CustomerCountry **AS** order\_country,

**SUM**(o.OrderTotal) **as** total\_revenue,

**COUNT**(o.Order-Id) **AS** order\_count

**FROM** Orders o

**INNER** **JOIN** Customers **c** **on**

**c**.Customer-Id = o.Customer-Id

**GROUP** **BY** o.OrderDate, **c**.CustomerCountry;

Now, you can query the model to answer the questions set out in the requirements:

*-- How much revenue was generated from orders placed from a given country in a given month?*

**SELECT**

DATE\_PART('month', order\_date) **as** order\_month,

order\_country,

**SUM**(total\_revenue) **as** order\_revenue

**FROM** order\_summary\_daily

**GROUP** **BY**

DATE\_PART('month', order\_date),

order\_country

**ORDER** **BY**

DATE\_PART('month', order\_date),

order\_country;

With the sample data from Tables [6-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#a_fully_refreshed_orders_table) and [6-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#a_fully_refreshed_customers_table), the query returns the following results:

order\_month | order\_country | order\_revenue

-------------+---------------+---------------

6 | USA | 50.05

7 | UK | 193.44

7 | USA | 43.00

(3 rows)

*-- How many orders were placed on a given day?*

**SELECT**

order\_date,

**SUM**(order\_count) **as** total\_orders

**FROM** order\_summary\_daily

**GROUP** **BY** order\_date

**ORDER** **BY** order\_date;

This returns the following:

order\_date | total\_orders

------------+--------------

2020-06-09 | 1

2020-07-11 | 1

2020-07-12 | 2

(3 rows)

**Slowly Changing Dimensions for Fully Refreshed Data**

Because data that’s been ingested as a full refresh overwrites changes to existing data (such as a record in Customers), a more advanced data modelling concept is often implemented to track historical changes.

For example, in the next section you’ll make use of a Customers table that’s been loaded incrementally and contains updates to Customer-Id 100. As you will see in [Table 6-6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#the_incrementally_loaded_customers_staging_table), that customer has a second record indicating that the value of her CustomerCountry changed from “USA” to “UK” on 2020-06-20. That means that when she placed Order-Id 4 on 2020-07-12 she no longer lived in the USA.

When analysing the order history, an analyst might want to allocate a customer’s orders to where they lived at the time of an order. With incrementally refreshed data it’s a bit easier to do that, as you’ll see in the next section. With fully refreshed data, it’s necessary to keep a full history of the Customers table between each ingestion and keep track of those changes on your own.

The method for doing so is defined in Kimball (dimensional) modelling and referred to as a *slowly changing dimension* or *SCD*. When dealing with fully refreshed data, I often make use of Type II SCDs, which add a new record to a table for each change to an entity, including the date range that the record was valid.

A Type II SCD with Jane’s customer records would look something like [Table 6-5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#a_type_ii_scd_with_customer_data). Note that the latest record expires on a date in very distant future. Some Type II SCDs use NULL for unexpired records, but a date far in the future makes querying the table a bit less error prone, as you’ll see in a moment.

| **Customer-Id** | **Customer Name** | **Customer Country** | **Valid From** | **Expired** |
| --- | --- | --- | --- | --- |
| 100 | Jane | USA | 2019-05-01 7:01:10 | 2020-06-20 8:15:34 |
| 100 | Jane | UK | 2020-06-20 8:15:34 | 2199-12-31 00:00:00 |
| *Table 6-5. A Type II SCD with customer data* | | | | |

You can create and populate this table in your database using the following SQL statements:

**CREATE** **TABLE** Customers\_scd

(

Customer-Id int,

Customer Name varchar(20),

CustomerCountry varchar(10),

ValidFrom **timestamp**,

Expired **timestamp**

);

**INSERT** **INTO** Customers\_scd

**VALUES**(100,'Jane','USA','2019-05-01 7:01:10',

'2020-06-20 8:15:34');

**INSERT** **INTO** Customers\_scd

**VALUES**(100,'Jane','UK','2020-06-20 8:15:34',

'2199-12-31 00:00:00');

You can join the SCD with the Orders table you created earlier to get the properties of the customer record at the time of the order. To do so, in addition to joining on the Customer-Id, you’ll also need to join on the date range in the SCD that the order was placed in. For example, this query will return the country that Jane’s Customers\_scd record indicated she lived in at the time each of her orders was placed:

**SELECT**

o.Order-Id,

o.OrderDate,

**c**.Customer Name,

**c**.CustomerCountry

**FROM** Orders o

**INNER** **JOIN** Customers\_scd **c**

**ON** o.Customer-Id = **c**.Customer-Id

**AND** o.OrderDate **BETWEEN** **c**.ValidFrom **AND** **c**.Expired

**ORDER** **BY** o.OrderDate;

Order-Id | orderdate | customer | customer

name country

---------+--------------------+--------+---------

1 | 2020-06-09 00:00:00 | Jane | USA

4 | 2020-07-12 00:00:00 | Jane | UK

(2 rows)

Though this logic is all you need to make use of SCDs in data modelling, keeping SCDs up to date can be a challenge. In the case of the Customers table, you’ll need to take a snapshot of it after each ingestion and look for any Customer-Id records that have changed. The best approach for doing so depends on which data warehouse and which data orchestration tools you are using. If you are interested in implementing SCDs, I suggest learning the fundamentals of Kimball modelling, which is outside the scope of this book. For more in-depth reading on the subject, I suggest the book *The Data Warehouse Toolkit*, by Ralph Kimball and Margy Ross (Wiley, 2013).

**Modelling Incrementally Ingested Data**

Recall from [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) that data ingested incrementally contains not only the current state of the source data, but also historical records from since the ingestion started. For example, consider the same Orders table as in the prior section, but with a new customer’s table named Customers\_staging that is ingested incrementally. As you can see in [Table 6-6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#the_incrementally_loaded_customers_staging_table), there are new columns for the UpdatedDate value of the record, as well as a new record for Customer-Id 100 indicating that Jane’s CustomerCountry (where she lives) changed from the US to the UK on 2020-06-20.

| **Customer-Id** | **Customer Name** | **CustomerCountry** | **LastUpdated** |
| --- | --- | --- | --- |
| 100 | Jane | USA | 2019-05-01 7:01:10 |
| 101 | Bob | UK | 2020-01-15 13:05:31 |
| 102 | Miles | UK | 2020-01-29 9:12:00 |
| 100 | Jane | UK | 2020-06-20 8:15:34 |
| *Table 6-6. The incrementally loaded Customers\_staging table* | | | |

You can create and populate the Customers\_staging table in your database for use in the following examples using these SQL statements:

**CREATE** **TABLE** Customers\_staging (

Customer-Id int,

Customer Name varchar(20),

CustomerCountry varchar(10),

LastUpdated **timestamp**

);

**INSERT** **INTO** Customers\_staging

**VALUES**(100,'Jane','USA','2019-05-01 7:01:10');

**INSERT** **INTO** Customers\_staging

**VALUES**(101,'Bob','UK','2020-01-15 13:05:31');

**INSERT** **INTO** Customers\_staging

**VALUES**(102,'Miles','UK','2020-01-29 9:12:00');

**INSERT** **INTO** Customers\_staging

**VALUES**(100,'Jane','UK','2020-06-20 8:15:34');

Recall the questions the model needs to answer from the previous section, which I’ll apply to the model in this section as well:

* How much revenue was generated from orders placed from a given country in a given month?
* How many orders were placed on a given day?

Before you can build your data model in this case, you’ll need to decide how you want to handle changes to records in the Customer table. In the example of Jane, which country should her two orders in the Orders table be allocated to? Should they both be allocated to her current country (UK) or each to the country that she lived in at the time of the order (the US and the UK respectively)?

The choice you make is based on the logic required by the business case, but the implementation of each is a bit different. I’ll start with an example of allocating to her current country. I’ll do this by building a data model similar to the one in the previous section but using only the most current record for each Customer-Id in the Customers\_staging table. Note that because the second question in the requirements for the model requires daily granularity, I’ll build the model at the date level:

**CREATE** **TABLE** order\_summary\_daily\_current

(

order\_date date,

order\_country varchar(10),

total\_revenue numeric,

order\_count int

);

**INSERT** **INTO** order\_summary\_daily\_current

(order\_date, order\_country,

total\_revenue, order\_count)

**WITH** customers\_current **AS**

(

**SELECT** Customer-Id,

**MAX**(LastUpdated) **AS** latest\_update

**FROM** Customers\_staging

**GROUP** **BY** Customer-Id

)

**SELECT**

o.OrderDate **AS** order\_date,

cs.CustomerCountry **AS** order\_country,

**SUM**(o.OrderTotal) **AS** total\_revenue,

**COUNT**(o.Order-Id) **AS** order\_count

**FROM** Orders o

**INNER** **JOIN** customers\_current cc

**ON** cc.Customer-Id = o.Customer-Id

**INNER** **JOIN** Customers\_staging cs

**ON** cs.Customer-Id = cc.Customer-Id

**AND** cs.LastUpdated = cc.latest\_update

**GROUP** **BY** o.OrderDate, cs.CustomerCountry;

When answering the question of how much revenue was generated from orders placed in a given country in a given month, both of Jane’s orders are allocated to the UK, even though you might expect to see the 50.05 from her order in June to be allocated to the US, given that’s where she lived at the time:

**SELECT**

DATE\_PART('month', order\_date) **AS** order\_month,

order\_country,

**SUM**(total\_revenue) **AS** order\_revenue

**FROM** order\_summary\_daily\_current

**GROUP** **BY**

DATE\_PART('month', order\_date),

order\_country

**ORDER** **BY**

DATE\_PART('month', order\_date),

order\_country;

order\_month | order\_country | order\_revenue

-------------+---------------+---------------

6 | UK | 50.05

7 | UK | 236.44

(2 rows)

If instead you want to allocate orders to the country that the customers lived in at the time of order, then building the model requires a change in logic. Instead of finding the most recent record in Customers\_staging for each Customer-Id in the *common table expression* (CTE), I instead find the most recent record that was updated on or before the time of each order placed by each customer. In other words, I want the information about the customer that was valid at the time they placed the order. That information is stored in the version of their Customer\_staging record when the order was placed. Any later updates to their customer information didn’t occur until after that particular order was placed.

The customer\_pit (*pit* is short for “point-in-time”) CTE in the following sample contains the MAX(cs.LastUpdated) for each Customer-Id/Order-Id pair. I use that information in the final SELECT statement to populate the data model. Note that I must join based on both the Order-Id and Customer-Id in this query. Here is the final SQL for the order\_summary\_daily\_pit model:

**CREATE** **TABLE** order\_summary\_daily\_pit

(

order\_date date,

order\_country varchar(10),

total\_revenue numeric,

order\_count int

);

**INSERT** **INTO** order\_summary\_daily\_pit

(order\_date, order\_country, total\_revenue, order\_count)

**WITH** customer\_pit **AS**

(

**SELECT**

cs.Customer-Id,

o.Order-Id,

**MAX**(cs.LastUpdated) **AS** max\_update\_date

**FROM** Orders o

**INNER** **JOIN** Customers\_staging cs

**ON** cs.Customer-Id = o.Customer-Id

**AND** cs.LastUpdated <= o.OrderDate

**GROUP** **BY** cs.Customer-Id, o.Order-Id

)

**SELECT**

o.OrderDate **AS** order\_date,

cs.CustomerCountry **AS** order\_country,

**SUM**(o.OrderTotal) **AS** total\_revenue,

**COUNT**(o.Order-Id) **AS** order\_count

**FROM** Orders o

**INNER** **JOIN** customer\_pit cp

**ON** cp.Customer-Id = o.Customer-Id

**AND** cp.Order-Id = o.Order-Id

**INNER** **JOIN** Customers\_staging cs

**ON** cs.Customer-Id = cp.Customer-Id

**AND** cs.LastUpdated = cp.max\_update\_date

**GROUP** **BY** o.OrderDate, cs.CustomerCountry;

When you run the same query as before, you’ll see that the revenue from Jane’s first order is allocated to the US in June 2020, while the second order in July 2020 remains allocated to the UK as expected:

**SELECT**

DATE\_PART('month', order\_date) **AS** order\_month,

order\_country,

**SUM**(total\_revenue) **AS** order\_revenue

**FROM** order\_summary\_daily\_pit

**GROUP** **BY**

DATE\_PART('month', order\_date),

order\_country

**ORDER** **BY**

DATE\_PART('month', order\_date),

order\_country;

order\_month | order\_country | order\_revenue

-------------+---------------+---------------

6 | USA | 50.05

7 | UK | 236.44

(2 rows)

**Modelling Append-Only Data**

*Append-only data* (or *insert-only data*) is immutable data that is ingested into a data warehouse. Each record in such a table is some kind of event that never changes. An example is a table of all page views on a website. Each time the data ingestion runs, it appends new page views to the table but never updates or deletes previous events. What occurred in the past happened and cannot be changed.

Modelling append-only data is similar to modelling fully refreshed data. However, you can optimize the creation and refresh of data models built off of such data by taking advantage of the fact that once records are inserted, they’ll never change.

[Table 6-7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#pageviews_table) is an example of an append-only table named PageViews containing record page views on a website. Each record in the table represents a customer viewing a page on a company’s website. New records, representing page views logged since the last ingestion, are appended to the table each time the data ingestion job runs.

| **Customer-Id** | **ViewTime** | **UrlPath** | **utm\_medium** |
| --- | --- | --- | --- |
| 100 | 2020-06-01 12:00:00 | /home | social |
| 100 | 2020-06-01 12:00:13 | /product/2554 | NULL |
| 101 | 2020-06-01 12:01:30 | /product/6754 | search |
| 102 | 2020-06-02 7:05:00 | /home | NULL |
| 101 | 2020-06-02 12:00:00 | /product/2554 | social |
| *Table 6-6. The incrementally loaded Customers\_staging table* | | | |

You can create and populate the PageViews table in your database for use in the following examples using these SQL queries.

**CREATE** **TABLE** PageViews (

Customer-Id int,

ViewTime **timestamp**,

UrlPath varchar(250),

utm\_medium varchar(50)

);

**INSERT** **INTO** PageViews

**VALUES**(100,'2020-06-01 12:00:00',

'/home','social');

**INSERT** **INTO** PageViews

**VALUES**(100,'2020-06-01 12:00:13',

'/product/2554',**NULL**);

**INSERT** **INTO** PageViews

**VALUES**(101,'2020-06-01 12:01:30',

'/product/6754','search');

**INSERT** **INTO** PageViews

**VALUES**(102,'2020-06-02 7:05:00',

'/home','NULL');

**INSERT** **INTO** PageViews

**VALUES**(101,'2020-06-02 12:00:00',

'/product/2554','social');

Note that a real table with page view data would contain dozens or more columns storing attributes about the page viewed, the referring URL, the user’s browser version, and more.

**RECALL URL PARSING**

The PageViews table in [Table 6-7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#pageviews_table) is a good example of the type of table that is created via the methods described in [“Parsing URLs”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#parsing-urls).

Now, I’ll define a data model that is designed to answer the following questions. I’ll be using the Customers table defined in [Table 6-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#a_fully_refreshed_customers_table) earlier in this chapter to identify the country that each customer resides in:

* How many page views are there for each UrlPath on the site by day?
* How many page views do customers from each country generate each day?

The granularity of the data model is daily. There are three attributes required.

* The date (no timestamp required) of the page view
* The UrlPath of the page view
* The country that the customer viewing the page resides in

There is only one metric required:

* A count of page views

The structure of the model is as follows:

**CREATE** **TABLE** pageviews\_daily (

view\_date date,

url\_path varchar(250),

customer\_country varchar(50),

view\_count int

);

To populate the model for the first time, the logic is the same as in the “Modelling Fully Refreshed Data” section of this chapter. All records from the PageViews table are included in the population of pageviews\_daily. [Example 6-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ex_0604) shows the SQL.

*Example 6-4. pageviews\_daily.sql*

**INSERT** **INTO** pageviews\_daily

(view\_date, url\_path, customer\_country, view\_count)

**SELECT**

**CAST**(p.ViewTime **as** Date) **AS** view\_date,

p.UrlPath **AS** url\_path,

**c**.CustomerCountry **AS** customer\_country,

**COUNT**(\*) **AS** view\_count

**FROM** PageViews p

**LEFT** **JOIN** Customers **c** **ON** **c**.Customer-Id = p.Customer-Id

**GROUP** **BY**

**CAST**(p.ViewTime **as** Date),

p.UrlPath,

**c**.CustomerCountry;

To answer one of the questions required by the model (how many page views do customers from each country generate each day?), the following SQL will do the trick:

**SELECT**

view\_date,

customer\_country,

**SUM**(view\_count)

**FROM** pageviews\_daily

**GROUP** **BY** view\_date, customer\_country

**ORDER** **BY** view\_date, customer\_country;

view\_date | customer\_country | sum

------------+------------------+-----

2020-06-01 | UK | 1

2020-06-01 | USA | 2

2020-06-02 | UK | 2

(3 rows)

Now consider what to do when the next ingestion of data into the PageViews table runs. New records are added, but all existing records remain untouched. To update the pageviews\_daily model, you have two options:

* Truncate the pageviews\_daily table and run the same INSERT statement you used to populate it for the first time. In this case, you are *fully refreshing* the model.
* Only load new records from PageViews into pageviews\_daily. In this case, you are *incrementally refreshing* the model.

The first option is the least complex and less likely to result in any logical errors on the part of the analyst building the model. If the INSERT operation runs quickly enough for your use case, then I suggest taking this path. Beware, however! While the full refresh of the model might run quickly enough when it’s first developed, as the PageViews and Customers datasets grow, the runtime of the refresh will grow as well.

The second option is a little more complicated but may result in a shorter runtime when you’re working with larger datasets. The tricky part of an incremental refresh in this case is the fact that the pageviews\_daily table is granular to the day (date with no timestamp), while new records ingested into the PageViews table are granular to a full timestamp.

Why is that a problem? It’s unlikely that you refreshed pageviews\_daily at the end of a full day of records. In other words, though pageviews\_daily has data for 2020-06-02, it’s possible that new records for that day will be loaded into PageViews in the next ingestion run.

[Table 6-8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#pageviews_table_2) shows just that case. Two new records have been appended to the previous version of PageViews from [Table 6-7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#pageviews_table). The first of the new page views occurred on 2020-06-02, and the second was on the following day.

| **Customer-Id** | **ViewTime** | **UrlPath** | **utm\_medium** |
| --- | --- | --- | --- |
| 100 | 2020-06-01 12:00:00 | /home | social |
| 100 | 2020-06-01 12:00:13 | /product/2554 | NULL |
| 101 | 2020-06-01 12:01:30 | /product/6754 | search |
| 102 | 2020-06-02 7:05:00 | /home | NULL |
| 101 | 2020-06-02 12:00:00 | /product/2554 | social |
| 102 | 2020-06-02 12:03:42 | /home | NULL |
| 101 | 2020-06-03 12:25:01 | /product/567 | social |
| *Table 6-8. PageViews table with additional records* | | | |

Before I attempt to incremental refresh the pageviews\_daily model, take a look at a snapshot of what it looks like currently:

**SELECT** \*

**FROM** pageviews\_daily

**ORDER** **BY** view\_date, url\_path, customer\_country;

view\_date | url\_path | customer | view\_count

\_country

------------+---------------+----------+---------

2020-06-01 | /home | USA | 1

2020-06-01 | /product/2554 | USA | 1

2020-06-01 | /product/6754 | UK | 1

2020-06-02 | /home | UK | 1

2020-06-02 | /product/2554 | UK | 1

(5 rows)

You can now insert the two new records shown in [Table 6-8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#pageviews_table_2) into your database using the following SQL statements:

**INSERT** **INTO** PageViews

**VALUES**(102,'2020-06-02 12:03:42',

'/home',**NULL**);

**INSERT** **INTO** PageViews

**VALUES**(101,'2020-06-03 12:25:01',

'/product/567','social');

As a first attempt at an incremental refresh, you might simply include records from PageViews with a timestamp greater than the current MAX(view\_date) in pageviews\_daily (2020-06-02) into pageviews\_daily. I’ll try that, but instead of inserting into pageviews\_daily, I’ll create another copy of it called pageviews\_daily\_2 and use that for this example. Why? Well, as you’ll see in a moment, this is not the correct approach! The SQL would look like the following:

**CREATE** **TABLE** pageviews\_daily\_2 **AS**

**SELECT** \* **FROM** pageviews\_daily;

**INSERT** **INTO** pageviews\_daily\_2

(view\_date, url\_path,

customer\_country, view\_count)

**SELECT**

**CAST**(p.ViewTime **as** Date) **AS** view\_date,

p.UrlPath **AS** url\_path,

**c**.CustomerCountry **AS** customer\_country,

**COUNT**(\*) **AS** view\_count

**FROM** PageViews p

**LEFT** **JOIN** Customers **c**

**ON** **c**.Customer-Id = p.Customer-Id

**WHERE**

p.ViewTime >

(**SELECT** **MAX**(view\_date) **FROM** pageviews\_daily\_2)

**GROUP** **BY**

**CAST**(p.ViewTime **as** Date),

p.UrlPath,

**c**.CustomerCountry;

However, as you can see in the following code, you’ll end up with several duplicate records because all events from 2020-06-02 at midnight and after are included in the refresh. In other words, page views from 2020-06-02 that were previously accounted for in the model are counted again. That’s because we don’t have the full timestamp stored in the daily granular pageviews\_daily (and the copy named pageviews\_daily\_2). If this version of the model was used for reporting or analysis, the number of page views would be overstated!

**SELECT** \*

**FROM** pageviews\_daily\_2

**ORDER** **BY** view\_date, url\_path, customer\_country;

view\_date | url\_path | customer | view\_count

\_country

------------+--------------+---------+-----------

2020-06-01 | /home | USA | 1

2020-06-01 | /product/2554 | USA | 1

2020-06-01 | /product/6754 | UK | 1

2020-06-02 | /home | UK | 2

2020-06-02 | /home | UK | 1

2020-06-02 | /product/2554 | UK | 1

2020-06-02 | /product/2554 | UK | 1

2020-06-03 | /product/567 | UK | 1

(8 rows)

If you sum up view\_count by date, you’ll see that there are five page views on 2020-06-02 instead of the actual count of three from [Table 6-8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#pageviews_table_2). That’s because the two page views from that day that were previously added to pageviews\_daily\_2 were added again:

**SELECT**

view\_date,

**SUM**(view\_count) **AS** daily\_views

**FROM** pageviews\_daily\_2

**GROUP** **BY** view\_date

**ORDER** **BY** view\_date;

view\_date | daily\_views

------------+-------------

2020-06-01 | 3

2020-06-02 | 5

2020-06-03 | 1

(3 rows)

Another approach that many analysts take is to store the full timestamp of the final record from the PageViews table and use it as the next starting point for the incremental refresh. Like last time, I’ll create a new table (this time called pageviews\_daily\_3) for this attempt as it is the incorrect solution:

**CREATE** **TABLE** pageviews\_daily\_3 **AS**

**SELECT** \* **FROM** pageviews\_daily;

**INSERT** **INTO** pageviews\_daily\_3

(view\_date, url\_path,

customer\_country, view\_count)

**SELECT**

**CAST**(p.ViewTime **as** Date) **AS** view\_date,

p.UrlPath **AS** url\_path,

**c**.CustomerCountry **AS** customer\_country,

**COUNT**(\*) **AS** view\_count

**FROM** PageViews p

**LEFT** **JOIN** Customers **c**

**ON** **c**.Customer-Id = p.Customer-Id

**WHERE** p.ViewTime > '2020-06-02 12:00:00'

**GROUP** **BY**

**CAST**(p.ViewTime **AS** Date),

p.UrlPath,

**c**.CustomerCountry;

Again, if you take a look at the new version of pageviews\_daily\_3, you’ll notice something nonideal. Although the total number of page views for 2020-06-02 is now correct (3), there are two rows that are the same (view\_date of 2020-06-02, url\_path of /home, and customer\_country of UK):

**SELECT** \*

**FROM** pageviews\_daily\_3

**ORDER** **BY** view\_date, url\_path, customer\_country;

view\_date | url\_path | customer | view\_count

\_country

------------+--------------+---------+------------

2020-06-01 | /home | USA | 1

2020-06-01 | /product/2554 | USA | 1

2020-06-01 | /product/6754 | UK | 1

2020-06-02 | /home | UK | 1

2020-06-02 | /home | UK | 1

2020-06-02 | /product/2554 | UK | 1

2020-06-03 | /product/567 | UK | 1

(7 rows)

Thankfully, in this case, the answer to the question of how many page views there are by day and country is correct. However, it’s wasteful to store data we don’t need. Those two records could have been combined into a single one with a view\_count value of 2. Though the sample table is small in this case, it’s not uncommon for such tables to have many billion records in reality. The number of unnecessary duplicated records add up and wastes storage and future query time.

A better approach is to assume that more data has been loaded during the latest day (or week, month, and so on, based on the granularity of the table) in the model. The approach I’ll take is as follows:

1. Make a copy of pageviews\_daily called tmp\_pageviews\_daily with all records up through the second to last day that it currently contains. In this example, that means all data through 2020-06-01.
2. Insert all records from the source table (PageViews) into the copy starting on the next day (2020-06-02).
3. Truncate pageviews\_daily and load the data from tmp\_pageviews\_daily into it.
4. Drop tmp\_pageviews\_daily.

**A MODIFIED APPROACH**

Some analysts prefer to take a slightly different approach. Instead of truncating pageviews\_daily in step 3, they instead drop pageviews\_daily and then rename tmp\_pageviews\_daily to pageviews\_daily. The upside is that pageviews\_daily isn’t empty between steps 3 and 4 and can be queried right away. The downside is that on some data warehouse platforms you’ll lose permissions set on pageviews\_daily if they were not copied over to tmp\_pageviews\_daily in step 1. Consult the documentation for your data warehouse platform before considering this alternate approach.

The final, and correct, SQL for the incremental refresh of the model is as follows:

**CREATE** **TABLE** tmp\_pageviews\_daily **AS**

**SELECT** \*

**FROM** pageviews\_daily

**WHERE** view\_date

< (**SELECT** **MAX**(view\_date) **FROM** pageviews\_daily);

**INSERT** **INTO** tmp\_pageviews\_daily

(view\_date, url\_path,

customer\_country, view\_count)

**SELECT**

**CAST**(p.ViewTime **as** Date) **AS** view\_date,

p.UrlPath **AS** url\_path,

**c**.CustomerCountry **AS** customer\_country,

**COUNT**(\*) **AS** view\_count

**FROM** PageViews p

**LEFT** **JOIN** Customers **c**

**ON** **c**.Customer-Id = p.Customer-Id

**WHERE** p.ViewTime

> (**SELECT** **MAX**(view\_date) **FROM** pageviews\_daily)

**GROUP** **BY**

**CAST**(p.ViewTime **as** Date),

p.UrlPath,

**c**.CustomerCountry;

**TRUNCATE** **TABLE** pageviews\_daily;

**INSERT** **INTO** pageviews\_daily

**SELECT** \* **FROM** tmp\_pageviews\_daily;

**DROP** **TABLE** tmp\_pageviews\_daily;

Finally, the following is the result of the proper incremental refresh. The total count of page views is correct, and the data is stored as efficiently as possible, given the requirements of the model:

**SELECT** \*

**FROM** pageviews\_daily

**ORDER** **BY** view\_date, url\_path, customer\_country;

view\_date | url\_path | customer | view\_count

\_country

------------+--------------+---------+------------

2020-06-01 | /home | USA | 1

2020-06-01 | /product/2554 | USA | 1

2020-06-01 | /product/6754 | UK | 1

2020-06-02 | /home | UK | 2

2020-06-02 | /product/2554 | UK | 1

2020-06-03 | /product/567 | UK | 1

(6 rows)

**Modelling Change Capture Data**

Recall from [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) that data ingested via CDC is stored in a specific way in the data warehouse after ingestion. For example, [Table 6-9](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#the_orders_cdc_table) shows the contents of a table named Orders\_cdc that’s been ingested via CDC. It contains the history of three orders in a source system.

| **EventType** | **Order-Id** | **OrderStatus** | **LastUpdated** |
| --- | --- | --- | --- |
| insert | 1 | Backordered | 2020-06-01 12:00:00 |
| update | 1 | Shipped | 2020-06-09 12:00:25 |
| delete | 1 | Shipped | 2020-06-10 9:05:12 |
| insert | 2 | Backordered | 2020-07-01 11:00:00 |
| update | 2 | Shipped | 2020-07-09 12:15:12 |
| insert | 3 | Backordered | 2020-07-11 13:10:12 |
| *Table 6-9. The Orders\_cdc table* | | | |

You can create and populate the Orders\_cdc table with the following SQL statements:

**CREATE** **TABLE** Orders\_cdc

(

EventType varchar(20),

Order-Id int,

OrderStatus varchar(20),

LastUpdated **timestamp**

);

**INSERT** **INTO** Orders\_cdc

**VALUES**('insert',1,'Backordered',

'2020-06-01 12:00:00');

**INSERT** **INTO** Orders\_cdc

**VALUES**('update',1,'Shipped',

'2020-06-09 12:00:25');

**INSERT** **INTO** Orders\_cdc

**VALUES**('delete',1,'Shipped',

'2020-06-10 9:05:12');

**INSERT** **INTO** Orders\_cdc

**VALUES**('insert',2,'Backordered',

'2020-07-01 11:00:00');

**INSERT** **INTO** Orders\_cdc

**VALUES**('update',2,'Shipped',

'2020-07-09 12:15:12');

**INSERT** **INTO** Orders\_cdc

**VALUES**('insert',3,'Backordered',

'2020-07-11 13:10:12');

Order 1’s record was first created when the order was placed, but in a status of Backordered. Eight days later, the record was updated in the source system when it shipped. A day later the record was deleted in the source system for some reason. Order 2 took a similar journey but was never deleted. Order 3 was first inserted when it was placed and has never been updated. Thanks to CDC, we not only know the current state of all orders, but also their full history.

How to model data stored in this way depends on what questions the data model sets out to answer. For example, you might want to report on the current status of all orders for use on an operational dashboard. Perhaps the dashboard needs to display the number of orders currently in each state. A simple model would look something like this:

**CREATE** **TABLE** orders\_current (

order\_status varchar(20),

order\_count int

);

**INSERT** **INTO** orders\_current

(order\_status, order\_count)

**WITH** o\_latest **AS**

(

**SELECT**

Order-Id,

**MAX**(LastUpdated) **AS** max\_updated

**FROM** Orders\_cdc

**GROUP** **BY** Order-Id

)

**SELECT** o.OrderStatus,

**Count**(\*) **as** order\_count

**FROM** Orders\_cdc o

**INNER** **JOIN** o\_latest

**ON** o\_latest.Order-Id = o\_latest.Order-Id

**AND** o\_latest.max\_updated = o.LastUpdated

**GROUP** **BY** o.OrderStatus;

In this example, I use a CTE instead of a subquery to find the MAX(LastUpdated) timestamp for each Order-Id. I then join the resulting CTE to the Orders\_cdc table to get the OrderStatus of the most recent record for each order.

To answer the original question, you can see that two orders have an OrderStatus of Shipped and one is still Backordered:

**SELECT** \* **FROM** orders\_current;

order\_status | order\_count

--------------+-------------

Shipped | 2

Backordered | 1

(2 rows)

Is this the right answer to the question, however? Recall that while the latest status of Order-Id 1 was currently Shipped, the Order record was deleted from the source database. Though that may seem like a poor system design, let’s say for now that when an order is cancelled by a customer, it gets deleted from the source system. To take deletions into account, I’ll make a minor modification to the model refresh to ignore deletes:

**TRUNCATE** **TABLE** orders\_current;

**INSERT** **INTO** orders\_current

(order\_status, order\_count)

**WITH** o\_latest **AS**

(

**SELECT**

Order-Id,

**MAX**(LastUpdated) **AS** max\_updated

**FROM** Orders\_cdc

**GROUP** **BY** Order-Id

)

**SELECT** o.OrderStatus,

**Count**(\*) **AS** order\_count

**FROM** Orders\_cdc o

**INNER** **JOIN** o\_latest

**ON** o\_latest.Order-Id = o\_latest.Order-Id

**AND** o\_latest.max\_updated = o.LastUpdated

**WHERE** o.EventType <> 'delete'

**GROUP** **BY** o.OrderStatus;

As you can see, the deleted order is no longer considered:

**SELECT** \* **FROM** orders\_current;

order\_status | order\_count

--------------+-------------

Shipped | 1

Backordered | 1

(2 rows)

Another common use for CDC-ingested data is making sense of the changes themselves. For example, perhaps an analyst wants to know how long, on average, orders take to go from a Backordered to Shipped status. I’ll again use a CTE (two this time!) to find the first date that each order was Backordered and Shipped. I’ll then subtract the two to get how many days each order that has been both backordered and shipped was in a status of Backordered. Note that this logic intentionally ignores Order-Id 3, which is currently backordered but hasn’t yet shipped:

**CREATE** **TABLE** orders\_time\_to\_ship (

Order-Id int,

backordered\_days interval

);

**INSERT** **INTO** orders\_time\_to\_ship

(Order-Id, backordered\_days)

**WITH** o\_backordered **AS**

(

**SELECT**

Order-Id,

**MIN**(LastUpdated) **AS** first\_backordered

**FROM** Orders\_cdc

**WHERE** OrderStatus = 'Backordered'

**GROUP** **BY** Order-Id

),

o\_shipped **AS**

(

**SELECT**

Order-Id,

**MIN**(LastUpdated) **AS** first\_shipped

**FROM** Orders\_cdc

**WHERE** OrderStatus = 'Shipped'

**GROUP** **BY** Order-Id

)

**SELECT** b.Order-Id,

first\_shipped - first\_backordered

**AS** backordered\_days

**FROM** o\_backordered b

**INNER** **JOIN** o\_shipped s **on** s.Order-Id = b.Order-Id;

You can see the backorder times of each order as well as use the AVG() function to answer the original question:

**SELECT** \* **FROM** orders\_time\_to\_ship;

Order-Id | backordered\_days

---------+------------------

1 | 8 days 00:00:25

2 | 8 days 01:15:12

(2 rows)

**SELECT** **AVG**(backordered\_days)

**FROM** orders\_time\_to\_ship;

avg

-------------------

8 days 00:37:48.5

(1 row)

There are numerous other use cases for data that you have a full change history of, but just like modelling data that’s been fully loaded or is append-only, there are some common best practices and considerations.

Like the previous section, there are potential performance gains to be made by taking advantage of the fact that data ingested via CDC is loaded incrementally rather than fully refreshed. However, as noted in that section, there are times when the performance gain is not worth the added complexity of an incremental model refresh instead of a full refresh. In the case of working with CDC data, I find this to be true most times. The additional complexity of dealing with both updates and deletes is often enough to make a full refresh the preferred path.

# Chapter 7. Orchestrating Pipelines

Previous chapters have described the building blocks of data pipelines, including data ingestion, data transformation, and the steps in a machine learning pipeline. This chapter covers how to “orchestrate,” or tie together, those blocks or steps.

Orchestration ensures that the steps in a pipeline are run in the correct order and that dependencies between steps are managed properly.

When I introduced the challenge of orchestrating pipelines in [Chapter 2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#ch02), I also introduced the concept of *workflow orchestration platforms* (also referred to as *workflow management systems* (WMSs), *orchestration platforms*, or *orchestration frameworks*). In this chapter, I will highlight Apache Airflow, which is one of the most popular such frameworks. Though the bulk of the chapter is dedicated to examples in Airflow, the concepts are transferable to other frameworks as well. In fact, I note some alternatives to Airflow later in the chapter.

Finally, the later sections of this chapter discuss some more advanced concepts in pipeline orchestration, including coordinating multiple pipelines on your data infrastructure.

**Directed Acyclic Graphs**

Though I introduced DAGs in [Chapter 2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#ch02), it’s worth repeating what they are. This chapter talks about how they are designed and implemented in Apache Airflow to orchestrate tasks in a data pipeline.

Pipeline steps (tasks) are always *directed*, meaning they start with a task or multiple tasks and end with a specific task or tasks. This is required to guarantee a path of execution. In other words, it ensures that tasks do not run before all their dependent tasks are completed successfully.

Pipeline graphs must also be *acyclic*, meaning that a task cannot point back to a previously completed task. In other words, it cannot cycle back. If it could, then a pipeline could run endlessly!

You’ll recall the following example of a DAG from [Chapter 2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch02.html#ch02), which is illustrated in [Figure 7-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#fig_0701). This is a DAG that was defined in Apache Airflow.
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*Figure 7-1. A DAG with four tasks. After Task A completes, Task B and Task C run. When they both complete, Task D runs.*

Tasks in Airflow can represent anything from the execution of a SQL statement to the execution of a Python script. As you will see in the following sections, Airflow allows you to define, schedule, and execute the tasks in a data pipeline and ensure that they are run in the proper order.

**Apache Airflow Setup and Overview**

Airflow is an open-source project started by Maxime Beauchemin at Airbnb in 2014. It joined the Apache Software Foundation’s Incubator program in March 2016. Airflow was built to solve a common challenge faced by data engineering teams: how to build, manage, and monitor workflows (data pipelines in particular) that involve multiple tasks with mutual dependencies.

In the six years since it was first released, Airflow has become one of the most popular workflow management platforms among data teams. Its easy-to-use web interface, advanced command-line utilities, built-in scheduler, and high level of customizability mean that it’s a good fit with just about any data infrastructure. Though built in Python, it can execute tasks running on any language or platform. In fact, though most commonly used in managing data pipelines, it’s truly a generalized platform for orchestrating any sort of dependent tasks.

**NOTE**

The code samples and overview in this chapter reference Airflow version 1.x. Airflow 2.0 is on the horizon and promises some major enhancements such as a shiny new Web UI, a new and improved scheduler, a fully featured REST API, and more. Although the specifics of this chapter refer to Airflow 1.x, the concepts will remain true in Airflow 2.0. In addition, the code provided here is intended to work with Airflow 2.0 with little or no modification.

**Installing and Configuring**

Installing Airflow is thankfully quite simple. You’ll need to make use of pip, which was introduced in [“Setting Up Your Python Environment”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#setup-python-enviro). As you install and fire up Airflow for the first time, you’ll be introduced to some of its components, such as the Airflow database, web server, and scheduler. I define what each of these are and how they can be further configured in the following sections.

**AIRFLOW IN A VIRTUAL ENVIRONMENT**

Because Airflow is built in Python, you may want to install Airflow into a Python virtual environment (virtualenv). In fact, if you’re testing Airflow or running on a machine with other Python projects, I recommend doing so. Refer to [“Setting Up Your Python Environment”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#setup-python-enviro) for instructions. If you choose this method, ensure that the name of your virtual environment is created and activated before proceeding.

You can follow the installation instructions from the official [Airflow Quick Start Guide](https://oreil.ly/_fGy8). This typically takes less than five minutes!

Once you have Airflow installed and the web server running, you can visit [*http://localhost:8080*](http://localhost:8080/) in your browser to view the Airflow web UI. If you’d like to learn more about the various components of Airflow and how they can be configured, the remainder of this section goes into detail on each. If you’re ready to build your first Airflow DAG, you can skip ahead to [“Building Airflow DAGs”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#build-airflow-dags).

For more advanced deployments of Airflow, I suggest taking a look at the official [Airflow documentation](https://oreil.ly/_VAXS).

**Airflow Database**

Airflow uses a database to store all the metadata related to the execution history of each task and DAG as well as your Airflow configuration. By default, Airflow uses a SQLite database. When you ran the airflow initdb command during the installation, Airflow created a SQLite database for you. For learning Airflow or even a small-scale project, that’s just fine. However, for larger scale needs I suggest using a MySQL or Postgres database. Thankfully, Airflow uses the highly regarded SqlAlchemy library behind the scenes and can easily be reconfigured to use such a database instead of SQLite.

To change which database Airflow uses, you’ll need to open the *airflow.cfg* file, which is located in the path you used for AIRFLOW\_HOME during installation. In the installation example, that was ~/airflow. In the file, you’ll see a line for the sql\_alchemy\_conn configuration. It will look something like this:

# The SqlAlchemy connection string to the metadata database.

# SqlAlchemy supports many different database engines, more information

# their website

sql\_alchemy\_conn = sqlite:////Users/myuser/airflow/airflow.db

By default, the value is set to a connection string for a local SQLite database. In the following example, I’ll create and configure a Postgres database and user for Airflow and then configure Airflow to use the new database instead of the default SQLite database.

Note that I assume that you have a Postgres server running and access to run psql (the Postgres interactive terminal) and permission to create databases and users in psql. Any Postgres database will do, but it must be accessible from the machine where Airflow is running. To learn more about installing and configuring a Postgres server, see the [official site](https://www.postgresql.org/). You may also be using a managed Postgres instance on a platform like AWS. That’s just fine as long as the machine where Airflow is installed can access it.

First, launch psql on the command line or otherwise open a SQL editor connected to your Postgres server.

Now, create a user for Airflow to use. For simplicity, name its airflow. In addition, set a password for the user:

**CREATE** **USER** airflow;

**ALTER** **USER** airflow **WITH** PASSWORD 'pass1';

Next, create a database for Airflow. I’ll call it airflowdb:

**CREATE** **DATABASE** airflowdb;

Finally, grant the new user all privileges on the new database. Airflow will need to both read and write to the database:

**GRANT** **ALL** **PRIVILEGES**

**ON** **DATABASE** airflowdb **TO** airflow;

Now you can go back and modify the connection string in the *airflow.cfg* file. I’ll assume that your Postgres server is running on the same machine as Airflow, but if not, you’ll need to modify the following by replacing localhost with the full path to the host where Postgres is running. Save *airflow.cfg* when you’re done:

sql\_alchemy\_conn = postgresql+psycopg2://airflow:pass1@localhost:5432/airflowdb

Since Airflow will need to connect to a Postgres database via Python, you’ll also need to install the psycopg2 library:

$ pip install psycopg2

Finally, go back to the command line to reinitialize the Airflow database in Postgres:

$ airflow initdb

Going forward, you can find all of the Airflow metadata in the airflowdb database on the Postgres server. There’s a wealth of information there, including task history, that can be queried. You can query it directly from the Postrgres database or right in the Airflow web UI, as described in the next section. Having the data queryable via SQL opens up a world of reporting and analysis opportunities. There’s no better way to analyse the performance of your pipelines, and you can do it with the data that Airflow collections by default! In [Chapter 10](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ch10) of this book, I discuss using this and other data to measure and monitor the performance of your data pipelines.

**Web Server and UI**

When you started the web server after installation by running the airflow webserver -p 8080 command, you may have taken a sneak peek at what it had in store. If not, open a web browser and navigate to *http://localhost:8080*. If you’re working with a fresh install of Airflow, you’ll see something like [Figure 7-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#fig_0702).
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*Figure 7-2. The Airflow web UI.*

The home page of the Web UI shows a list of DAGs. As you can see, Airflow comes with some sample DAGs included. They’re a great place to get started if you’re new to Airflow. As you create your own DAGs, they’ll show up there as well.

There are a number of links and information for each DAG on the page:

* A link to open the properties of the DAG including the path where the source file resides, tags, the description, and so on.
* A toggle to enable and pause the DAG. When enabled, the schedule defined in the fourth column dictates when it runs. When paused, the schedule is ignored, and the DAG can only be run by manual execution.
* The name of the DAG, which, when clicked, brings you to the DAG detail page, as shown in [Figure 7-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#fig_0703).
* The schedule that the DAG runs on when not paused. It’s shown in [crontab format](https://oreil.ly/btt0G) and defined in the DAG source file.
* The owner of the DAG. Usually this is airflow but in more complex deployments you may have multiple owners to choose from.
* Recent Tasks, which is a summary of the latest DAG run.
* A timestamp of the last run of the DAG.
* A summary of previous DAG runs.
* A set of links to various DAG configuration and information. You’ll also see these links if you click the name of the DAG.

When you click the name of a DAG, you’ll be taken to the tree view of the DAG on the DAG detail page, as shown in [Figure 7-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#fig_0703). This is the example\_python\_operator DAG that ships with Airflow. The DAG has five tasks that are all PythonOperators (you’ll learn about operators later in this section). After the print\_the\_context task completes successfully, five tasks kick off. When they are done, the DAG run is completed.
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*Figure 7-3. A tree view of an Airflow DAG.*

You can also click the Graph View button on the top of the page to see what the DAG looks like as a graph. I find this view to be the most useful. You can see what this particular DAG looks like as a graph in [Figure 7-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#fig_0704).

In more complex DAGs with lots of tasks, the graph view can get a little difficult to see on the screen. However, note that you can zoom in and out and scroll around the graph using your mouse.
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*Figure 7-4. A graph view of an Airflow DAG.*

There are a number of other options on the screen, many which are self-explanatory. However, I’d like to focus on two more: Code and Trigger DAG.

When you click Code, you’ll of course see the code behind the DAG. The first thing you’ll notice is that the DAG is defined in a Python script. In this case, the file is called *example\_python\_operator.py*. You’ll learn more about the structure of a DAG source file later in this chapter. For now, it’s important to know that it holds the configuration of the DAG, including its schedule, a definition of each task, and the dependencies between each task.

The Trigger DAG button allows you to execute the DAG on-demand. Though Airflow is built to run DAGs on a schedule, during development, during testing, and for off-schedule needs in production, this is the easiest way to run a DAG right away.

Besides managing DAGs, there are a number of other features of the web UI that will come in handy. On the top navigation bar, if you click Data Profiling, you’ll see options for Ad Hoc Query, Charts, and Known Events. Here you can query information from the Airflow database if you’d rather not connect to it directly from another tool.

Under Browse, you can find the run history of DAGs and other log files, and under Admin you can find various configuration settings. You can learn more about advanced configuration options in the [official Airflow documentation](https://oreil.ly/OuUS_).

**Scheduler**

The Airflow Scheduler is a service that you kicked off when you ran the airflow scheduler command earlier in this chapter. When running, the scheduler is constantly monitoring DAGs and tasks and running any that have been scheduled to run or have had their dependencies met (in the case of tasks in a DAG).

The scheduler uses the executor that is defined in the [core] section of the *airflow.cfg* file to run tasks. You can learn about executors in the following section.

**Executors**

*Executors* are what Airflow uses to run tasks that the Scheduler determines are ready to run. There are number of different types of executors that Airflow supports. By default, the SequentialExecutor is used. You can change the type of executor in the *airflow.cfg* file. Under the core section of the file, you’ll see an executor variable that can be set to any of the executor types listed in this section and in the Airflow documentation. As you can see, the SequentialExecutor is set when Airflow is first installed:

[core]

........

# The executor class that airflow should use. Choices include

# SequentialExecutor, LocalExecutor, CeleryExecutor, DaskExecutor, KubernetesExecutor

executor = SequentialExecutor

Though the default, the SequentialExecutor is not meant for production use cases as it can run only one task at a time. It’s fine for testing simple DAGs, but that’s about it. However, it’s the only executor that is compatible with a SQLite database, so if you haven’t configured another database with Airflow, the SequentialExecutor is your only option.

If you plan to use Airflow at any sort of scale, I suggest using another executor such as the CeleryExecutor, DaskExecutor, or KubernetesExecutor. Your choice in part should depend on what infrastructure you’re most comfortable with. For example, to use the CeleryExecutor, you’ll need to set up a Celery broker using RabbitMQ, Amazon SQL, or Redis.

Configuring the infrastructure required by each executor is out of the scope of this book, but the samples in this section will run even on the SequentialExecutor. You can learn more about Airflow executors in [their documentation](https://oreil.ly/YOplY).

**Operators**

Recall that each of the nodes in a DAG is a task. In Airflow, each task implements an *operator*. Operators are what actually execute scripts, commands, and other operations. There are a number of operators. Here are the most common:

* BashOperator
* PythonOperator
* SimpleHttpOperator
* EmailOperator
* SlackAPIOperator
* MySqlOperator, PostgresOperator, and other database-specific operators for executing SQL commands
* Sensor

As you’ll learn in the following section, operators are instantiated and assigned to each task in a DAG.

**Building Airflow DAGs**

Now that you know how Airflow works, it’s time to build a DAG! Though Airflow comes with a collection of sample DAGs, I’m going to follow some samples from earlier in this book and build a DAG that performs the steps of a sample ELT process. Specifically, it will extract data from a database, load it into a data warehouse, and then transform the data into a data model.

**A Simple DAG**

Before I build the sample ELT DAG, it’s important to understand how DAGs are defined in Airflow. A DAG is defined in a Python script, where its structure and task dependencies are written in Python code. [Example 7-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ex_0701) is the definition of a simple DAG with three tasks. It’s referred to as a *DAG definition file*. Each task is defined as a BashOperator, with the first and third printing out some text and the second sleeping for three seconds. Though it doesn’t do anything particularly useful, it’s fully functional and representative of the DAG definitions you’ll write later.

*Example 7-1. simple\_dag.py*

**from** **datetime** **import** timedelta

**from** **airflow** **import** DAG

**from** **airflow.operators.bash\_operator** \

**import** **BashOperator**

**from** **airflow.utils.dates** **import** days\_ago

dag = DAG(

'simple\_dag',

description='A simple DAG',

schedule\_interval=timedelta(days=1),

start\_date = days\_ago(1),

)

t1 = BashOperator(

task\_id='print\_date',

bash\_command='date',

dag=dag,

)

t2 = BashOperator(

task\_id='sleep',

depends\_on\_past=**False**,

bash\_command='sleep 3',

dag=dag,

)

t3 = BashOperator(

task\_id='print\_end',

depends\_on\_past=**False**,

bash\_command='echo **\'**end**\'**',

dag=dag,

)

t1 >> t2

t2 >> t3

Before you move on and run the DAG, I’d like to point out the key features of the DAG definition file. First, like any Python script, necessary modules are imported. Next, the DAG itself is defined and assigned some properties such as a name (simple\_dag), a schedule, a start date, and more. In fact, there are many more properties that I don’t define in this simple example that you may need to utilize and can find later in the chapter or in the official Airflow documentation.

Next, I define the three tasks in the DAG. All are of type BashOperator, meaning when executed, they’ll run a bash command. Each task is also assigned several properties, including an alphanumeric identifier called task\_id, as well as the bash command that runs when the task is executed. As you’ll see later, each operator type has its own custom properties just as the BashOperator has bash\_command.

The last two lines of the DAG definition define the dependencies between the tasks. The way to read it is that when the task t1 completes, t2 runs. When t2 completes, t3 runs. When you view the DAG in the Airflow web UI, you’ll see this reflected in both the tree and graph view.

To run the DAG, you’ll need to save its definition file in the location where Airflow is looking for DAGs. You can find this location (or modify it) in the *airflow.cfg* file:

dags\_folder = /Users/myuser/airflow/dags

Save the DAG definition in a file named *simple\_dag.py* and place it in the *dags\_folder* location. If you already have the Airflow web UI and Scheduler running, refresh the Airflow web UI, and you should see a DAG named simple\_dag in the listing. If not, wait a few seconds and try again, or stop and restart the web service.

Next, click the name of the DAG to view it in more detail. You’ll be able to see the graph and tree view of the DAG as well as the code that you just wrote. Ready to give it a try? Either on this screen or back on the home page, flip the toggle so that the DAG is set to On, as shown in [Figure 7-5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#fig_0705).
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*Figure 7-5. An enabled DAG.*

Recall that in the code, the schedule\_interval property of the DAG is set to timedelta(days=1). That means the DAG is set to run once a day at midnight UTC. You’ll see that schedule reflected on both the Airflow home page next to the DAG and on the DAG detail page. Also note that the start\_date property of the DAG is set to days\_ago(1). That means the first run of the DAG is set one day prior to the current day. When the DAG is set to On, the first scheduled run is 0:00:00 UTC on the day prior the current day and thus will execute as soon as the executor has availability.

**DAG START AND END DATES**

In this example, I set the start\_date of the DAG to one day prior so that as soon as I enabled it, a run would get scheduled and kick off. It may make more sense to the hard-code a date in the future as well, say, the day when you want the DAG to first run on a production deployment of Airflow. You can also set an end\_date for a DAG, which I did not. When none is specified, the DAG will be scheduled to run each day in perpetuity.

You can check on the status of a DAG run on the DAG detail page or by navigating to Browse → DAG Runs on the top menu. From there you should see a visual status of the DAG run, as well as each task in the DAG. [Figure 7-6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#fig_0706) shows a run of the simple\_dag example where all tasks succeeded. The final status of the DAG is marked as “success” near the top left of the screen.

If you want to run the DAG on-demand, click the Trigger DAG button on the DAG detail page.
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*Figure 7-6. A graph view of an Airflow DAG.*

**An ELT Pipeline DAG**

Now that you know how to create a simple DAG, you can build a functional DAG for the extract, load, and transform steps of a data pipeline. This DAG consists of five tasks.

The first two tasks use BashOperators to execute two different Python scripts that each extract data from a Postgres database table and send the results as a CSV file to an S3 bucket. Though I won’t re-create the logic for the scripts here, you can find it in [“Extracting Data from a PostgreSQL Database”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#extract-data-postgressql). In fact, you can use any of the extraction examples from that chapter if you want to extract from a MySQL database, REST API, or MongoDB database.

When each of those tasks completes, a corresponding task to load the data from the S3 bucket into a data warehouse is executed. Once again, each task uses a BashOperator to execute a Python script that contains the logic to load the CSV. You can find the sample code for that in [“Loading Data into a Snowflake Data Warehouse”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#load-data-snowflake) or [“Loading Data into a Redshift Warehouse”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#load-data-redshift), depending on which platform you use.

**OPTIONS FOR EXECUTING PYTHON CODE**

In this example, I utilize the BashOperator to execute Python scripts instead of using the PythonOperator. Why? In order to execute Python code with the PythonOperator, the code must be either written in the DAG definition file or imported into it. While I could have done that in this example, I like to keep a greater separation between my orchestration and the logic of the processes that it executes. For one thing, by doing so I avoid potential issues of incompatible versions of Python libraries between Airflow and any of my own code that I want to execute. In general, I find it easier to maintain logic across a data infrastructure by keeping projects (and Git repos) separated. Orchestration and pipeline process logic is no different.

The final task in the DAG uses a PostgresOperator to execute a SQL script (stored in a *.sql* file) on the data warehouse to create a data model. You’ll recall this logic from [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06). Together, these five tasks make up a simple pipeline following the ELT pattern first introduced in [Chapter 3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#ch03).

[Figure 7-7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#fig_0707) shows a graph view of the DAG.
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*Figure 7-7. Graph view of the sample ELT DAG.*

[Example 7-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ex_0702) shows the definition of the DAG. Take a moment to read it, even though I’ll walk through it in detail as well. You can save it to the Airflow *dags* folder, but don’t enable it just yet.

*Example 7-2. elt\_pipeline\_sample.py*

**from** **datetime** **import** timedelta

**from** **airflow** **import** DAG

**from** **airflow.operators.bash\_operator** \

**import** **BashOperator**

**from** **airflow.operators.postgres\_operator** \

**import** **PostgresOperator**

**from** **airflow.utils.dates** **import** days\_ago

dag = DAG(

'elt\_pipeline\_sample',

description='A sample ELT pipeline',

schedule\_interval=timedelta(days=1),

start\_date = days\_ago(1),

)

extract\_orders\_task = BashOperator(

task\_id='extract\_order\_data',

bash\_command='python /p/extract\_orders.py',

dag=dag,

)

extract\_customers\_task = BashOperator(

task\_id='extract\_customer\_data',

bash\_command='python /p/extract\_customers.py',

dag=dag,

)

load\_orders\_task = BashOperator(

task\_id='load\_order\_data',

bash\_command='python /p/load\_orders.py',

dag=dag,

)

load\_customers\_task = BashOperator(

task\_id='load\_customer\_data',

bash\_command='python /p/load\_customers.py',

dag=dag,

)

revenue\_model\_task = PostgresOperator(

task\_id='build\_data\_model',

postgres\_conn\_id='redshift\_dw',

sql='/sql/order\_revenue\_model.sql',

dag=dag,

)

extract\_orders\_task >> load\_orders\_task

extract\_customers\_task >> load\_customers\_task

load\_orders\_task >> revenue\_model\_task

load\_customers\_task >> revenue\_model\_task

From [Example 7-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ex_0701), you’ll recall importing some necessary Python packages and creating a DAG object. This time around, there’s one more package to import to make use of the PostgresOperator in the final task of the DAG. This DAG, like the previous sample, is scheduled to run once a day at midnight, starting the previous day.

The final task utilizes a PostgresOperator to execute a SQL script stored in a directory on the same machine as Airflow on the data warehouse. The contents of the SQL script will look something like the data model transforms from [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06). For example, given the DAG is extracting and loading an Orders table and a Customers table, I’ll use the following sample from [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06). You can of course use any SQL query to match the data you’re working with.

**CREATE** **TABLE** IF **NOT** **EXISTS** order\_summary\_daily (

order\_date date,

order\_country varchar(10),

total\_revenue numeric,

order\_count int

);

**INSERT** **INTO** order\_summary\_daily

(order\_date, order\_country,

total\_revenue, order\_count)

**SELECT**

o.OrderDate **AS** order\_date,

**c**.CustomerCountry **AS** order\_country,

**SUM**(o.OrderTotal) **AS** total\_revenue,

**COUNT**(o.Order-Id) **AS** order\_count

**FROM** Orders o

**INNER** **JOIN** Customers **c**

**ON** **c**.Customer-Id = o.Customer-Id

**GROUP** **BY**

o.OrderDate, **c**.CustomerCountry;

Before you enable the DAG, there’s one more step. That is to set the connection to use for the PostgresOperator. As you can see in the DAG definition, there is a parameter called postgres\_conn\_id with a value of redshift\_dw. You’ll need to define the redshift\_dw connection in the Airflow web UI so that the PostgresOperator can execute the script.

To do so, follow these steps:

1. Open the Airflow web UI and select Admin → Connections from the top navigation bar.
2. Click the Create tab.
3. Set Conn ID to *redshift\_dw* (or whatever ID you want to use in your DAG definition file).
4. Select Postgres for Conn Type.
5. Set the connection information for your database.
6. Click Save.

Note that Amazon Redshift is compatible with Postgres connections, which I why I chose that Conn Type. You’ll find connections for Snowflake and dozens of other databases and platforms such as Spark.

Now, you’re ready to enable the DAG. You can go back to the home page or view the DAG detail page and click the toggle to set the DAG to On. Because the schedule of the DAG is daily at midnight starting the previous day, a run will be scheduled immediately, and the DAG will execute. You can check on the status of a DAG run on the DAG detail page, or by navigating to Browse → DAG Runs on the top menu. As always, you can trigger a one-time run of the DAG using the Trigger DAG button on the DAG detail page.

Though this example is a bit simplified, it pieces together the steps of an ELT pipeline. In a more complex pipeline, you will find many more tasks. In addition to more data extracts and loads, there will likely be many data models, some of which are dependent on each other. Airflow makes it easy to ensure they are executed in the proper order. On most production deployments of Airflow, you’ll find many DAGs for pipelines that may have some dependency on each other, or some external system or process. See [“Advanced Orchestration Configurations”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#advcd-orchestration) for some tips on managing such challenges.

**Additional Pipeline Tasks**

In addition to the functional tasks in the sample ELT pipeline in the previous section, production-quality pipelines require other tasks, such as sending notifications to a Slack channel when a pipeline completes or fails, running data validation checks at various points in a pipeline, and more. Thankfully, all of these tasks can be handled by an Airflow DAG.

**Alerts and Notifications**

Although the Airflow web UI is a great place to view the status of DAG runs, it’s often better to receive an email when DAG fails (or even when it succeeds). There are a number of options for sending notifications. For example, if you want to get an email when a DAG fails, you can add the following parameters when you instantiate the DAG object in the definition file. You can also add these to tasks instead of the DAG if you only want to be notified for particular tasks:

'email': ['me@example.com'],

'email\_on\_failure': **True**,

Before Airflow can send you email, you’ll need to provide the details of your SMTP server in the [smtp] section of *airflow.cfg*.

You can also use the EmailOperator in a task to send an email at any point in a DAG:

email\_task = EmailOperator(

task\_id='send\_email',

to="me@example.com",

subject="Airflow Test Email",

html\_content='some test content',

)

In addition to the EmailOperator, there are both official and community-supported operators for sending messages to Slack, Microsoft Teams, and other platforms. Of course, you can always create your own Python script to send a message to the platform of your choice and execute it using a BashOperator.

**Data Validation Checks**

[Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08) discusses data validation and testing pipelines in more detail, but adding task to your Airflow DAGs to run validation on data is a good practice. As you’ll learn in that chapter, data validation may be implemented in a SQL or Python script or by calling some other external application. By now you know that Airflow can handle them all!

**Advanced Orchestration Configurations**

The previous section introduced a simple DAG that runs a full, end-to-end data pipeline that follows the ELT pattern. This section introduces a few challenges you may face when building more complex pipelines or find the need to coordinate multiple pipelines with shared dependencies or different schedules.

**Coupled Versus Uncoupled Pipeline Tasks**

Though the examples so far may make it seem that all steps (tasks) in a data pipeline are linked together cleanly, that is not always the case. Take a streaming data ingestion. For example, say Kafka is used to stream data to an S3 bucket where it is continuously loaded into a Snowflake data warehouse using Snowpipe (see Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05)).

In this case, data is continuously flowing into the data warehouse, but the step to transform the data will still be scheduled to run at a set interval such as every 30 minutes. Unlike the DAG in [Example 7-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ex_0702), specific runs of the data ingestions are not direct dependencies of the task to transform the data into a data model. In such a situation, the tasks are said to be *uncoupled* as opposed to the *coupled* tasks in a DAG.

Given this reality, data engineers must be thoughtful in how they orchestrate pipelines. Though there are no hard rules, it’s necessary to make consistent and resilient decisions throughout pipelines in order to manage decoupled tasks. In the example of streaming data ingestions and a scheduled transform step, the transform logic must consider that data from two different sources (say the Orders and Customers tables) might be in slightly different states of refresh. The transform logic must consider cases where there is an Order record without a corresponding Customer record, for example.

**When to Split Up DAGs**

A key decision point in designing pipelines is determining what tasks belong together in a DAG. Though it’s possible to create a DAG with all the extract, load, transform, validation, and alerting tasks on your data infrastructure, it’s going to get overly complex pretty quickly.

Three factors go into determining when tasks should be broken out into multiple DAGs and when they should remain in a single DAG:

When the tasks need to run on different schedules, break into multiple DAGS

If you have some that only need to run daily, and some that run every 30 minutes, you should likely split them into two DAGs. Otherwise, you’ll waste time and resources to run some tasks 47 extra times per day! In a world where compute costs are frequently based on actual usage, that’s a big deal.

When a pipeline is truly independent, keep it separate

If the tasks in the pipeline only relate to each other, then keep them in a single DAG. Going back to [Example 7-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ex_0702), if the Orders and Customer table ingestions are only used by the data model in that DAG and no other tasks rely on the data model, then it makes sense for the DAG to remain on its own.

When a DAG becomes too complex, determine whether you can break it out logically

Though this is a bit subjective, if you find yourself looking at a graph view of a DAG with hundreds of tasks and a spider web of dependency arrows, it’s time to consider how to break up the DAG. Otherwise, you may find it hard to maintain in the future.

Though it may seem like a headache to deal with multiple DAGs that may share dependencies (for example, a data ingestion), it’s often necessary. In the next section, I discuss how to implement cross-DAG dependencies in Airflow.

**Coordinating Multiple DAGs with Sensors**

Given the need for shared dependencies between DAGs, Airflow tasks can implement a special type of operator called a Sensor. An Airflow Sensor is designed to check the status of some external task or process and then continue execution of downstream dependencies in its DAG when the check criteria has been met.

If you find the need to coordinate two different Airflow DAGs, you can use a ExternalTaskSensor to check the status of a task in another DAG or the status of another DAG in full. [Example 7-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ex_0703) defines a DAG with two tasks. The first uses an ExternalTaskSensor to check the status of the elt\_pipeline\_sample DAG from an earlier section of this chapter. When that DAG completes, then the Sensor is marked as “success” and the second task (“task1”) is executed.

*Example 7-3. sensor\_test.py*

**from** **datetime** **import** datetime

**from** **airflow** **import** DAG

**from** **airflow.operators.dummy\_operator** \

**import** **DummyOperator**

**from** **airflow.sensors.external\_task\_sensor** \

**import** **ExternalTaskSensor**

**from** **datetime** **import** timedelta

**from** **airflow.utils.dates** **import** days\_ago

dag = DAG(

'sensor\_test',

description='DAG with a sensor',

schedule\_interval=timedelta(days=1),

start\_date = days\_ago(1))

sensor1 = ExternalTaskSensor(

task\_id='dag\_sensor',

external\_dag\_id = 'elt\_pipeline\_sample',

external\_task\_id = **None**,

dag=dag,

mode = 'reschedule',

timeout = 2500)

task1 = DummyOperator(

task\_id='dummy\_task',

retries=1,

dag=dag)

sensor1 >> task1

[Figure 7-8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#fig_0708) shows the graph view of the DAG.
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*Figure 7-8. Graph view of the sample ELT DAG.*

When enabled, this DAG will first kick off the dag\_sensor task. Note its properties:

* The external\_dag\_id is set to the ID of the DAG that the Sensor will monitor. In this case, it’s the elt\_pipeline\_sample DAG.
* The external\_task\_id property is set to None in this case, which means that the Sensor is waiting on the entire elt\_pipeline\_sample DAG to complete successfully. If you were to instead set this to a particular task\_id in the elt\_pipeline\_sample DAG, as soon as that task\_id completed successfully, sensor1 would complete and kick off dummy\_task.
* The mode property is set to reschedule. By default, sensors run with the poke mode. In that mode, the sensor blocks a worker slot while “poking” to check on the external task. Depending on what kind of executor you’re using, and how many tasks are being run, this is not ideal. In reschedule mode, the worker slot is released by rescheduling the task and thus opening up a worker slot until it is set to run again.
* The timeout parameter is set to the number of seconds the ExternalTaskSensor will continue to check its external dependency before it times out. It’s good practice to set a reasonable timeout here; otherwise, the DAG will continue to run in perpetuity.

One thing to keep in mind is that DAGs run on a specific schedule, and thus the Sensor needs to check for a specific DAG run. By default, the ExternalTaskSensor will check for the run of the external\_dag\_id with the current schedule of the DAG it belongs to. Because both the elt\_pipeline\_sample and sensor\_test DAGs run once per day at midnight, it’s fine to go with the default. However, if the two DAGs run on different schedules, then it’s best to specify which run of the elt\_pipeline\_sample the Sensor should check on. You can do this using either the execution\_delta or execution\_date\_fn parameter of the ExternalTaskSensor. The execution\_date\_fn parameter defines a specific datetime of a DAG run, and I find it to be less useful than execution\_delta.

The execution\_delta parameter can be used to look back at a specific run of a DAG. For example, to look at the most recent run of a DAG that is scheduled for every 30 minutes, you would create a task that is defined like this:

sen1 = ExternalTaskSensor(

task\_id='dag\_sensor',

external\_dag\_id = 'elt\_pipeline\_sample',

external\_task\_id = **None**,

dag=dag,

mode = 'reschedule',

timeout = 2500,

execution\_delta=timedelta(minutes=30))

**Managed Airflow Options**

Though installing a simple Airflow instance is pretty straightforward, it becomes much more of challenge at production scale. Dealing with more complex executors to handle greater parallelization of tasks, keeping your instance up-to-date, and scaling underlying resources are jobs that not every data engineer has the time to take on.

Like many other open-source tools, there are several fully managed solutions for Airflow. Two of the most well-known are [Cloud Composer](https://oreil.ly/ratu0) on Google Cloud and [Astronomer](https://oreil.ly/yM7d8). Though you’ll incur a monthly fee that will far exceed running Airflow on a server of your own, the administration aspects of Airflow are taken care of.

Similar to some of the build versus buy decisions throughout this book, hosting Airflow on your own versus choosing a managed solution depends on your particular situation:

* Do you have a systems operations team that can help you self-host?
* Do you have the budget to spend on a managed service?
* How many DAGs and tasks make up your pipelines? Are you running at a high enough scale to require more complex Airflow executors?
* What are your security and privacy requirements? Are you comfortable allowing an external service to connect to your internal data and systems?

**Other Orchestration Frameworks**

Though this chapter is focused on Airflow, it’s by no means the only game in town. There are some other great orchestration frameworks such as [Luigi](https://oreil.ly/QU2FZ) and [Dagster](https://docs.dagster.io/). [Kubeflow Pipelines](https://www.kubeflow.org/), which is geared toward machine learning pipeline orchestration, is also well supported and popular in the ML community.

When it comes to orchestration of the transform step for data models, [dbt](https://www.getdbt.com/) by Fishtown Analytics is an excellent option. Like Airflow, it’s an open-source product built in Python, so you can run it on your own at no cost or choose to pay for a managed version, called *dbt Cloud*. Some organizations choose to use Airflow or another general orchestrator for their data ingestions and to run things like Spark jobs, but then use dbt for transforming their data models. In such a case, dbt job runs are triggered by a task in an Airflow DAG, with dbt handling the dependencies between data models on its own. Some examples of using dbt are included in [Chapter 9](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ch09).

# Chapter 8. Data Validation in Pipelines

Even in the best designed data pipeline, something is bound to go wrong. Many issues can be avoided, or at least mitigated, with good design of processes, orchestration, and infrastructure. To ensure the quality of and validity of the data itself, however, you’ll need to invest in data validation. It’s best to assume that untested data is not safe to use in analytics. This chapter discusses the principles of data validation throughout the steps of an ELT pipeline.

**Validate Early, Validate Often**

Though well intentioned, some data teams leave data validation to the end of a pipeline and implement some kind of validation during transformation or even after all transformations are complete. In this design, they are working with the idea that the data analysts (who typically own the transform logic) are best suited to make sense of the data and determine if there are any quality issues.

In such a design, the data engineers focus on moving data from one system to another, orchestrating pipelines, and maintaining the data infrastructure. Although that’s the role of a data engineer, there’s one thing missing: by ignoring the content of the data flowing through each step in the pipeline, they are putting trust in the owners of the source systems they ingest from, their own ingestion processes, and the analysts who transform the data. As efficient as such separation of responsibilities sounds, it’s likely to end with low data quality and an inefficient debugging process when quality issues are uncovered.

Finding a data quality issue at the end of a pipeline and having to trace it back to the beginning is a worst-case scenario. By validating at each step in a pipeline, you are more likely to find the root cause in the current step rather than a previous one.

Though data engineers can’t be expected to have enough context to perform validation for every dataset, they can take the lead by writing noncontextual validation checks as well as providing the infrastructure and templates to enable those team members and stakeholders closer to each step in the pipeline to perform more specific validation.

**Source System Data Quality**

Given the large number of source systems that are ingested into a typical data warehouse, it’s likely that invalid data will make its way into the warehouse during data ingestion at some point. Though it may seem that invalid data of some sort would be found by the source system owner before it could be ingested, it’s often not the case for several reasons:

Invalid data may not impact the functioning of the source system itself

The logic of the source system application may work around issues such as duplicate/ambiguous records in a table by deduplicating at the application layer, or fill in NULL date values with a default in the application itself.

The source system may function just fine when records are orphaned

For example, a Customer record might be deleted, but the Order records related to the customer may remain. Though the application might just ignore such Order records, this situation will certainly have an impact on the analysis of the data.

A bug that has not yet been found or fixed may actually exist in the source system

I’ve encountered multiple instances in my career where a critical issue in a source system was identified by the data team!

**NOTE**

Regardless of the reason, the bottom line is that a data engineer should never assume that the data they are ingesting is free of quality issues, even if the resulting data loaded into the warehouse perfectly matches its source.

**Data Ingestion Risks**

In addition to quality issues in the source system, there’s the possibility of the data ingestion process itself resulting in a data quality problem. Here are some common examples:

A system outage or timeout in the extract or load step of an ingestion

Though at times such a situation will throw a hard error and halt the pipeline, in others a “silent” failure will result in a partially extracted or loaded dataset.

A logical error in an incremental ingestion

Recall from Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) the pattern for an incremental extract. The timestamp of the most recent record from a table in the data warehouse is read, and any records with a more recent timestamp in the source system are then extracted so they can be loaded into the warehouse. A logical error as simple as using a “greater than or equals” operator rather than a “greater than” in a SQL statement can result in duplicate records being ingested. There are numerous other possibilities such as inconsistencies in time zones across systems.

Parsing issues in an extracted file

As you’ll recall from Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05), it’s typical for data to be extracted from a source system, stored in a flat file such as a CSV, and then loaded from that file into a data warehouse. When data is translated from a source system into a flat file, there are times when it includes special characters or other character encoding that is unexpected. Depending on how the data engineer and the data warehouse loading mechanism handle such cases, it’s possible for records to be discarded or the data contained in the newly loaded records to be malformed.

**NOTE**

Like the assumption that source systems will present valid data, the assumption that a data ingestion “simply” extracts and loads data is a poor one.

**Enabling Data Analyst Validation**

When it comes to validating the data that’s been loaded into a data warehouse and the data that’s been transformed into data models, a data analyst is usually the best equipped to own validation. They are the ones who understand the business context of the raw data as well as in each data model (see [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06)). However, it’s up to data engineers to provide analysts with the tools they need to define and execute data validation throughout a data pipeline. Of course, for less contextual validations such as row counts and duplicate records, data engineers should take part in validation early in the pipeline.

The next section introduces a simplified framework that can be used by analysts and data engineers to implement data validation checks in a pipeline. The final section notes a few open-source and commercial frameworks that can be used for the same purpose. Whatever tool you choose, it’s important to empower engineers and analysts with a reliable method of writing and executing validation tests while introducing as little friction as possible. Though everyone on a data team tends to agree that valid data is important, if the bar to implement validation is high, you’ll find that it will take a backseat to new development and other priorities.

**A Simple Validation Framework**

In this section, I define a fully functional data validation framework written in Python and designed to execute SQL-based data validation checks. Like other samples in this book, it’s highly simplified and lacks many features you’d expect in a production environment. In other words, it’s not intended to handle all of your data validation needs. However, my goal is for it to introduce the key concepts of such a framework while also sharing something that can be extended and improved to fit your infrastructure.

This simple version of the framework supports limited capabilities as far as what kind of outcomes can be checked in a validation test and how tests can be executed in bulk, but not much more. I note some possible additions to extend the framework later in this section if you want to use it as a starting point. Even if you choose to use an off-the-shelf framework, I believe there is value in understanding the concepts involved in this highly simplified approach.

**Validator Framework Code**

The general concept of this framework is a Python script that executes a pair of SQL scripts and compares the two based on a comparison operator. The combination of each script and the outcome is considered a *validation test*, and the test is said to pass or fail depending on how the result of the executed scripts compares to the expected outcome. For example, one script might count the number of rows in a table for a given day, the second counts the number of rows from the previous day, and a comparison operator of >= checks to see if the current day has more rows than the previous did. If so, it passes; if not, it fails.

Note that one of the SQL scripts can also return a static value such as an integer. As you can see in the examples in [“Validation Test Examples”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#validation-test-exs), that approach is used to check for duplicated rows in a table. Though simple, this framework can handle a wide range of validation logic.

Using command-line arguments, you can tell the validator to execute a specific pair of scripts as well as the operator to use for comparison. It then executes and returns a pass/fail code. The return value can be used to trigger various actions in an Airflow DAG, as shown later in this section, or consumed by any other process that executes the validator.

[Example 8-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0801) shows the code for the validator. This version is set to execute tests against an Amazon Redshift data warehouse using the psycopg2 Python library. It also uses the same *pipeline.conf* configuration file from Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05) to access the credentials to the warehouse. You can easily modify this script to access a Snowflake data warehouse per the samples in [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05), or another data warehouse of your choice. The only difference will be the library you use to connect and execute queries. You’ll also need to make sure that your Python environment is set up properly and a virtual environment is activated. See [“Setting Up Your Python Environment”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#setup-python-enviro) for more information.

*Example 8-1. validator.py*

**import** **sys**

**import** **psycopg2**

**import** **configparser**

**def** connect\_to\_warehouse():

*# get db connection parameters from the conf file*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("aws\_creds", "database")

user = parser.get("aws\_creds", "username")

password = parser.get("aws\_creds", "password")

host = parser.get("aws\_creds", "host")

port = parser.get("aws\_creds", "port")

rs\_conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host

+ " port=" + port)

**return** rs\_conn

*# execute a test made of up two scripts*

*# and a comparison operator*

*# Returns true/false for test pass/fail*

**def** execute\_test(

db\_conn,

script\_1,

script\_2,

comp\_operator):

*# execute the 1st script and store the result*

cursor = db\_conn.cursor()

sql\_file = open(script\_1, 'r')

cursor.execute(sql\_file.read())

record = cursor.fetchone()

result\_1 = record[0]

db\_conn.commit()

cursor.close()

*# execute the 2nd script and store the result*

cursor = db\_conn.cursor()

sql\_file = open(script\_2, 'r')

cursor.execute(sql\_file.read())

record = cursor.fetchone()

result\_2 = record[0]

db\_conn.commit()

cursor.close()

print("result 1 = " + str(result\_1))

print("result 2 = " + str(result\_2))

*# compare values based on the comp\_operator*

**if** comp\_operator == "equals":

**return** result\_1 == result\_2

**elif** comp\_operator == "greater\_equals":

**return** result\_1 >= result\_2

**elif** comp\_operator == "greater":

**return** result\_1 > result\_2

**elif** comp\_operator == "less\_equals":

**return** result\_1 <= result\_2

**elif** comp\_operator == "less":

**return** result\_1 < result\_2

**elif** comp\_operator == "not\_equal":

**return** result\_1 != result\_2

*# if we made it here, something went wrong*

**return** **False**

**if** \_\_name\_\_ == "\_\_main\_\_":

**if** len(sys.argv) == 2 **and** sys.argv[1] == "-h":

print("Usage: python validator.py"

+ "script1.sql script2.sql "

+ "comparison\_operator")

print("Valid comparison\_operator values:")

print("equals")

print("greater\_equals")

print("greater")

print("less\_equals")

print("less")

print("not\_equal")

exit(0)

**if** len(sys.argv) != 4:

print("Usage: python validator.py"

+ "script1.sql script2.sql "

+ "comparison\_operator")

exit(-1)

script\_1 = sys.argv[1]

script\_2 = sys.argv[2]

comp\_operator = sys.argv[3]

*# connect to the data warehouse*

db\_conn = connect\_to\_warehouse()

*# execute the validation test*

test\_result = execute\_test(

db\_conn,

script\_1,

script\_2,

comp\_operator)

print("Result of test: " + str(test\_result))

**if** test\_result == **True**:

exit(0)

**else**:

exit(-1)

The following subsections describe the structure of the validation tests that this framework is designed to run and how to run a test from the command line as well as an Airflow DAG. In the next section, I’ll share some sample validation tests based on common types of tests.

**Structure of a Validation Test**

As briefly described in the previous subsection, a validation test in this framework consists of three things:

* A SQL file that runs a script that results in a single numeric value
* A second SQL file that runs a script that results in a single numeric value
* A “comparison operator” that is used to compare the two values returned from the SQL scripts

Let’s look at a simple example that checks to make sure that two tables have the same number of rows. In [Example 8-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0802), the SQL script counts the number of rows in a table named Orders, while in [Example 8-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0803), the SQL script gets the same count from another table named Orders\_Full.

*Example 8-2. order\_count.sql*

**SELECT** **COUNT**(\*)

**FROM** Orders;

*Example 8-3. order\_full\_count.sql*

**SELECT** **COUNT**(\*)

**FROM** Orders\_Full;

You can use the following SQL to create and populate the Orders and Orders\_Full tables used in examples throughout this chapter:

**CREATE** **TABLE** Orders (

Order-Id int,

OrderStatus varchar(30),

OrderDate **timestamp**,

Customer-Id int,

OrderTotal numeric

);

**INSERT** **INTO** Orders

**VALUES**(1,'Shipped','2020-06-09',100,50.05);

**INSERT** **INTO** Orders

**VALUES**(2,'Shipped','2020-07-11',101,57.45);

**INSERT** **INTO** Orders

**VALUES**(3,'Shipped','2020-07-12',102,135.99);

**INSERT** **INTO** Orders

**VALUES**(4,'Shipped','2020-07-12',100,43.00);

**CREATE** **TABLE** Orders\_Full (

Order-Id int,

OrderStatus varchar(30),

OrderDate **timestamp**,

Customer-Id int,

OrderTotal numeric

);

**INSERT** **INTO** Orders\_Full **VALUES**(1,'Shipped','2020-06-09',100,50.05);

**INSERT** **INTO** Orders\_Full **VALUES**(2,'Shipped','2020-07-11',101,57.45);

**INSERT** **INTO** Orders\_Full **VALUES**(3,'Shipped','2020-07-12',102,135.99);

**INSERT** **INTO** Orders\_Full **VALUES**(4,'Shipped','2020-07-12',100,43.00);

The last piece of a validation test is the comparison operator to be used to compare the two values. In the code sample from [Example 8-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0801), you can see the options available for comparison operators, but here they are with their associated logical symbols in parentheses for reference:

* equals
* greater\_equals
* greater
* less\_equals
* less
* not\_equal

Next we’ll look at how to run a test and make sense of the result.

**Running a Validation Test**

Using the example of the validation test from the previous subsection, the test can be executed on the command line as follows:

$ python validator.py order\_count.sql order\_full\_count.sql equals

If the row counts of both the Orders and Orders\_Full tables are the same, the output will look like this:

result 1 = 15368

result 2 = 15368

Result of test: True

What you don’t see on the command line is the *Exit Status Code*, which in this case is 0 but will be -1 in the case of a test failure. You can consume this value programmatically, however. The next section shows how to do so in an Airflow DAG. You may also want to consider doing something like sending a Slack message or email when a test fails. I’ll discuss some options for doing that later in [“Extending the Framework”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#extending-frmwk).

**Usage in an Airflow DAG**

As you learned in [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07), an Airflow task can execute a Python script using a BashOperator. Consider the elt\_pipeline\_sample DAG from [Example 7-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ex_0702). After the Orders table is ingested (after both the extract and load tasks), I will add another task to run the validation test example I just shared to check the row count of the Orders table against some fictional table named Orders\_Full. For the sake of this example, assume that for some reason we want to make sure that the row count in Orders is the same as Orders\_Full, and if it’s not, to fail the task and stop further execution of downstream tasks in the DAG.

First, add the following task to the elt\_pipeline\_sample.py DAG definition:

check\_order\_rowcount\_task = BashOperator(

task\_id='check\_order\_rowcount',

bash\_command='set -e; python validator.py' +

'order\_count.sql order\_full\_count.sql equals',

dag=dag,

)

Next, redefine the dependency order of the DAG in the same file to the following code. This ensures that after the load\_orders\_task, the validation task runs, followed by the revenue\_model\_task once both the validation is completed (and passed) and the load\_customers\_task has completed successfully:

extract\_orders\_task >> load\_orders\_task

extract\_customers\_task >> load\_customers\_task

load\_orders\_task >> check\_order\_rowcount\_task

check\_order\_rowcount\_task >> revenue\_model\_task

load\_customers\_task >> revenue\_model\_task

[Figure 8-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#fig_0801) shows the updated graph view of the DAG.
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*Figure 8-1. Graph view of the sample ELT DAG with a validation test included.*

When check\_order\_rowcount\_task is executed, the following Bash command is run per the task definition:

set -e; python validator.py order\_count.sql order\_full\_count.sql equals

You’ll recognize the execution of the validator with the command-line arguments from earlier in this section. What’s new is the set -e; prior to the rest of the command. This tells Bash to stop execution of the script on an error, which is defined by a nonzero exit status code. As you’ll recall, if the validation test fails, it returns an exit status of -1. If that happens, the Airflow task will fail, and no downstream tasks will execute (revenue\_model\_task in this case).

It’s not always necessary to halt the further execution of a DAG when a validation tests fails. In that case, you shouldn’t include the set -e portion of the Bash command set on the Airflow task or modify the validator to handle warnings and hard errors differently. Next, I’ll discuss when to do so and when to simply send some kind of notification instead.

**When to Halt a Pipeline, When to Warn and Continue**

There are times, such as in the previous example, when halting a pipeline is necessary when a data validation tests fails. In that example, if the record count in the Orders table is incorrect, perhaps by refreshing the data model in the final task, business users will see incorrect sales figures. If that’s important to avoid, then halting the DAG so that the issue can be addressed is the right approach. When that’s done, the data model still has data in it from the previous successful run of the DAG. In general, stale data is better than incorrect data!

However, there are other times when the failure of a validation test is less critical and more informational. For example, perhaps the number of orders in the table increased by 3% since the previous run a day ago, while the average daily increase over the previous 30 days was 1%. You may catch such an increase with a basic statistical test as I show in the next section. Is it an issue worth halting for? The answer is that it depends on your circumstances and appetite for risk, but you can rely on multiple tests to get at that answer.

For example, if you were to also run a test to check for duplicate rows in the Orders table and it passed, then you know that the issue isn’t some kind of duplication. Perhaps the company just had an incredible day of sales because of a promotion. You can also adjust your test to consider seasonality. Perhaps it’s the holiday season and yesterday was Black Friday. Instead of comparing the growth in records to the past 30 days, you should have compared it to the same period the previous year, with or without an additional factor for growth in the business year over year.

In the end, the decision whether to throw an error and halt a pipeline versus sending an alert to a Slack channel should be based on the context of the business and use case of the data. However, it points to the need for both data engineers and analysts being empowered to contribute validation tests to a pipeline. Although a data engineer may check for a row count discrepancy, they may not have the business context to think of creating a test to check for a seasonality factor in growth of a row count in the Orders table.

What if you want to just warn instead of halt the pipeline? You’ll need to make a few modifications either to the DAG in the previous example or to the validation framework itself. Airflow has a number of options for error handling that you can learn about in the official Airflow documentation. In the following section on some possible extensions to the validation framework, I suggest some ways you can handle less critical failures in the framework itself. Either option is fine; it’s up to you where you want the logic to live.

**Extending the Framework**

As I noted earlier in the chapter, the sample data validation framework from [Example 8-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0801) is lacking many features that you’ll want to consider for a production deployment. If you decide to use this framework as a starting point rather than considering an open-source or commercial option, there are a number of improvements you may want to consider.

A common need in a validation framework is to send a notification to a Slack channel or email when a test fails. I’ll provide an example of how to do so for a Slack channel, but there are numerous examples on the Web for sending email and notifications to other messaging services in Python.

First, you’ll need to create an *incoming webhook* for the Slack channel you want to send to. An incoming webhook is a URL that is unique to the channel that you can post data to in order for it to show up as a message in that channel. You can follow the instructions in the [Slack documentation](https://oreil.ly/L4sYZ) to learn how to create one.

Once you have a webhook, you can add the following function shown in [Example 8-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0804) to validator.py. You can pass information about a validation test to it. The information sent to the webhook is then published in the Slack channel.

*Example 8-4. A function to send Slack messages*

*# test\_result should be True/False*

**def** send\_slack\_notification(

webhook\_url,

script\_1,

script\_2,

comp\_operator,

test\_result):

**try**:

**if** test\_result == **True**:

message = ("Validation Test Passed!: "

+ script\_1 + " / "

+ script\_2 + " / "

+ comp\_operator)

**else**:

message = ("Validation Test FAILED!: "

+ script\_1 + " / "

+ script\_2 + " / "

+ comp\_operator)

slack\_data = {'text': message}

response = requests.post(webhook\_url,

data=json.dumps(slack\_data),

headers={

'Content-Type': 'application/json'

})

**if** response.status\_code != 200:

print(response)

**return** **False**

**except** **Exception** **as** e:

print("error sending slack notification")

print(str(e))

**return** **False**

Now all you need to do is make a call to the function right before *validation.py* exits. [Example 8-5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0805) shows the final lines of the updated script.

*Example 8-5. Send a Slack message when a test fails*

**if** test\_result == **True**:

exit(0)

**else**:

send\_slack\_notification(

webhook\_url,

script\_1,

script\_2,

comp\_operator,

test\_result)

exit(-1)

Of course, there is some room for improvement in the formatting of the Slack messages that the function sends, but for now it’s enough to get the job done. Note that I included the test\_result parameter in the send\_slack\_notification function. It’s set up to handle notifications of passed tests as well as failed ones. Though I don’t use it this way in the example, you may want to do so.

As noted in the previous subsection, sometimes a Slack message is sufficient, and the result of a failed test should not result in the pipeline coming to a halt. Though you can make use of the DAG configuration to handle such a case, you can also improve the validation framework by adding another command-line parameter to define severity.

[Example 8-6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0806) shows an updated \_\_main\_\_ block of validator.py with handing for severity. When the script is executed with a severity level of halt, then a failed test results in an exit code of -1. When the severity level is set to warn, then a failed test results in an exit code of 0, just as it does when a test passes. In both cases, a failed message leads to a Slack message being sent to your desired channel.

*Example 8-6. Add handling for multiple severity levels of test failure*

**if** \_\_name\_\_ == "\_\_main\_\_":

**if** len(sys.argv) == 2 **and** sys.argv[1] == "-h":

print("Usage: python validator.py"

+ "script1.sql script2.sql "

+ "comparison\_operator")

print("Valid comparison\_operator values:")

print("equals")

print("greater\_equals")

print("greater")

print("less\_equals")

print("less")

print("not\_equal")

exit(0)

**if** len(sys.argv) != 5:

print("Usage: python validator.py"

+ "script1.sql script2.sql "

+ "comparison\_operator")

exit(-1)

script\_1 = sys.argv[1]

script\_2 = sys.argv[2]

comp\_operator = sys.argv[3]

sev\_level = sys.argv[4]

*# connect to the data warehouse*

db\_conn = connect\_to\_warehouse()

*# execute the validation test*

test\_result = execute\_test(

db\_conn,

script\_1,

script\_2,

comp\_operator)

print("Result of test: " + str(test\_result))

**if** test\_result == **True**:

exit(0)

**else**:

send\_slack\_notification(

webhook\_url,

script\_1,

script\_2,

comp\_operator,

test\_result)

**if** sev\_level == "halt":

exit(-1)

**else**:

exit(0)

There are countless other ways to extend this framework, two of which follow. I’m sure you’ll think of some others as well!

Exception handing through the application

Though I left it out for sake of space in this book, catching and handling exceptions for things like invalid command-line arguments and SQL errors in the test scripts are a must in production.

The ability to run a number of tests with a single execution of validator.py

Consider storing your tests in a config file and grouping them by table, DAG, or in another way that fits your development pattern. Then you can execute all tests that match a specific point in a pipeline with a single command rather than one for each test you’ve defined.

**Validation Test Examples**

The preceding section defined a simple validation framework and the concept behind how it works. As a reminder, a validation test consists of the following:

* A SQL file that runs a script that results in a single numeric value
* A second SQL file that runs a script that results in a single numeric value
* A “comparison operator” that is used to compare the two values returned from the SQL scripts

Assuming you added to enhancements from Examples [8-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0804), [8-5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0805), and [8-6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0806) to the validator.py code in [Example 8-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0801), you can execute a test on the command line as follows:

python validator.py order\_count.sql order\_full\_count.sql equals warn

**SEVERITY LEVEL IN EXAMPLES**

Note that I use the warn value for the final command-line parameter (severity\_level) shown previously. I’ll do so throughout the examples in this section, but you can use the halt value if you want as well. See [Example 8-6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0806) for more.

In this section, I’ll define some sample tests that I find useful in validating data in a pipeline. These are by no means all of the tests that you’ll need to run, but they do cover some common points to get you started and inspire a wider range of tests. Each subsection includes the source for the two SQL files that make up the test as well as the command-line commands and arguments to execute the tests.

**Duplicate Records After Ingestion**

Checking for duplicate records is a simple, common test. The only thing you’ll need to consider is what defines a “duplicate” in the table you’re checking. Is it based on a single ID value? An ID as well as a second column? In this example, I’ll check to make sure that there are not two records in the Orders table with the same Order-Id. To check for duplicates based on additional columns, you can simply add those columns to the SELECT and GROUP BY in the first query.

Note that the second query returns a static value of 0. That’s because I expect no duplicates and want to compare the count of duplicates to zero. If they match, the test passes.

*Example 8-7. order\_dup.sql*

**WITH** order\_dups **AS**

(

**SELECT** Order-Id, **Count**(\*)

**FROM** Orders

**GROUP** **BY** Order-Id

**HAVING** **COUNT**(\*) > 1

)

**SELECT** **COUNT**(\*)

**FROM** order\_dups;

*Example 8-8. order\_dup\_zero.sql*

**SELECT** 0;

To run the test, use this:

python validator.py order\_dup.sql order\_dup\_zero.sql equals warn

**Unexpected Change in Row Count After Ingestion**

When you expect the number of records from a recent ingestion to be somewhat constant, you could use a statistical check to see if the latest ingestion loaded more or fewer records than history would suggest.

In this example, I assume that data is ingested daily and will look to see if the number of records in the Orders table loaded most recently (yesterday) is within a range I’m comfortable with. You can do the same for hourly, weekly, or any other interval, as long as it’s constant.

I’ll use a standard deviation calculation and look to see if yesterday’s row count is within a 90% confidence level based on the entire history of the Orders table. In other words, is the value (number of rows) within a 90% confidence interval in either direction (can be up to 5% off in either direction) of what’s expected, based on history?

**HOW FAR TO LOOK BACK**

You may want to look back at a smaller time period than the entire history of the table, like a year or two. That decision should be based on the history of the data. Was there a systematic change at some point in time? Is history further back than a year accurate? That decision is up to you.

In statistics, this is considered a *two-tailed test* because we are looking under both sides of a normal distribution curve. You can use a z-score calculator to determine what score to use for a two-tailed test with a confidence interval of 90% to determine a z-score of 1.645. In other words, we’re looking for a difference in either direction, too high or too low, based on a set threshold.

I’ll use that z-score in the test to see if the count of order records from yesterday passes or fails a test. In the validation test, I’ll return the absolute value of the z-score for yesterday’s row count and then compare it to a z-score of 1.645 in the second SQL script.

Because you need a good deal of sample data in the Orders tables, I provide two versions of the first SQL script in the validation test. The first ([Example 8-9](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0809)) is the “real” code used to go through the Orders table, get row counts by day, and then calculate the z-score for the previous day.

However, you may want to instead use some sample data to experiment with this kind of test. I provide an alternate version to populate a table called orders\_by\_day and then execute the latter section of [Example 8-9](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0809) to calculate the z-score for the last day of the sample set (*2020-10-05*). [Example 8-11](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0811) shows the alternate version.

*Example 8-9. order\_yesterday\_zscore.sql*

**WITH** orders\_by\_day **AS** (

**SELECT**

**CAST**(OrderDate **AS** DATE) **AS** order\_date,

**COUNT**(\*) **AS** order\_count

**FROM** Orders

**GROUP** **BY** **CAST**(OrderDate **AS** DATE)

),

order\_count\_zscore **AS** (

**SELECT**

order\_date,

order\_count,

(order\_count - **avg**(order\_count) over ())

/ (stddev(order\_count) over ()) **as** z\_score

**FROM** orders\_by\_day

)

**SELECT** **ABS**(z\_score) **AS** twosided\_score

**FROM** order\_count\_zscore

**WHERE**

order\_date =

**CAST**(**current\_timestamp** **AS** DATE)

- interval '1 day';

[Example 8-10](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0810) simply returns the value to check against.

*Example 8-10. zscore\_90\_twosided.sql*

**SELECT** 1.645;

To run the test, use this:

python validator.py order\_yesterday\_zscore.sql zscore\_90\_twosided.sql greater\_equals warn

**NOTE**

If the Orders table contains a high volume of data, it’s worth creating the orders\_by\_day dataset as a table in a transform task (just as the data model examples in [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06)) rather than as a CTE in the validation script. Because the number of orders by day should not change in the past, you can create an incremental data model and append rows for each subsequent day as new data arrives in the Orders table.

Here is the alternative version, with a hard-coded date to check along with the sample data required to run it. With this version, you can adjust the order\_count values and run the test to get different z-scores in and out of the desired range:

**CREATE** **TABLE** orders\_by\_day

(

order\_date date,

order\_count int

);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-09-24', 11);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-09-25', 9);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-09-26', 14);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-09-27', 21);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-09-28', 15);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-09-29', 9);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-09-30', 20);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-10-01', 18);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-10-02', 14);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-10-03', 26);

**INSERT** **INTO** orders\_by\_day

**VALUES** ('2020-10-04', 11);

*Example 8-11. order\_sample\_zscore.sql*

**WITH** order\_count\_zscore **AS** (

**SELECT**

order\_date,

order\_count,

(order\_count - **avg**(order\_count) over ())

/ (stddev(order\_count) over ()) **as** z\_score

**FROM** orders\_by\_day

)

**SELECT** **ABS**(z\_score) **AS** twosided\_score

**FROM** order\_count\_zscore

**WHERE**

order\_date =

**CAST**('2020-10-05' **AS** DATE)

- interval '1 day';

To run the test, use this:

python validator.py order\_sample\_zscore.sql zscore\_90\_twosided.sql greater\_equals warn

**Metric Value Fluctuations**

As noted earlier in this chapter, validating data at each step of the pipeline is critical. The previous two examples checked for the validity of data after ingestion. This example checks to make sure nothing went wrong after data was modelled in the transform step of a pipeline.

In the data modelling examples from [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06), multiple source tables are joined together, and logic that determines how to aggregate values is implemented. There’s no shortage of things that can go wrong, including invalid join logic that results in rows being duplicated or dropped. Even if the source data passed validation earlier in a pipeline, it’s always good practice to run validation on the data models that are built at the end of a pipeline.

There are three things you can check on:

* Ensuring a metric is within certain lower and upper bounds
* Checking row count growth (or reduction) in the data model
* Checking to see if there is unexpected fluctuation in the value of a particular metric

By now you probably have a good idea of how to implement such tests, but I will provide one final example for checking fluctuation in a metric value. The logic is nearly identical to that of the last section where I shared how to use a two-sided test to check the change in row count of a given source table. This time, however, instead of checking a row count value, I’m looking to see if the total revenue from orders placed on a given day is out of historical norms.

Like the prior section’s example of looking for row count changes, I provide both a “real” example of how to do this on raw data ([Example 8-12](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0812)) as well as one with sample, aggregate data ([Example 8-14](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0814)). To run [Example 8-12](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0812), you’ll need quite a bit of data in the Orders table. This code makes sense for a true implementation. However, you might find [Example 8-14](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0814) easier to experiment with for the sake of learning.

*Example 8-12. revenue\_yesterday\_zscore.sql*

**WITH** revenue\_by\_day **AS** (

**SELECT**

**CAST**(OrderDate **AS** DATE) **AS** order\_date,

**SUM**(ordertotal) **AS** total\_revenue

**FROM** Orders

**GROUP** **BY** **CAST**(OrderDate **AS** DATE)

),

daily\_revenue\_zscore **AS** (

**SELECT**

order\_date,

total\_revenue,

(total\_revenue - **avg**(total\_revenue) over ())

/ (stddev(total\_revenue) over ()) **as** z\_score

**FROM** revenue\_by\_day

)

**SELECT** **ABS**(z\_score) **AS** twosided\_score

**FROM** daily\_revenue\_zscore

**WHERE**

order\_date =

**CAST**(**current\_timestamp** **AS** DATE)

- interval '1 day';

[Example 8-13](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0813) simply returns the value to check against.

*Example 8-13. zscore\_90\_twosided.sql*

**SELECT** 1.645;

Use this to run the test:

python validator.py revenue\_yesterday\_zscore.sql zscore\_90\_twosided.sql greater\_equals warn

Here is the sample data for [Example 8-14](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0814), which as previously noted is a simplified version of [Example 8-12](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0812) but for your own experimentation:

**CREATE** **TABLE** revenue\_by\_day

(

order\_date date,

total\_revenue numeric

);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-09-24', 203.3);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-09-25', 190.99);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-09-26', 156.32);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-09-27', 210.0);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-09-28', 151.3);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-09-29', 568.0);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-09-30', 211.69);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-10-01', 98.99);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-10-02', 145.0);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-10-03', 159.3);

**INSERT** **INTO** revenue\_by\_day

**VALUES** ('2020-10-04', 110.23);

*Example 8-14. revenue\_sample\_zscore.sql*

**WITH** daily\_revenue\_zscore **AS** (

**SELECT**

order\_date,

total\_revenue,

(total\_revenue - **avg**(total\_revenue) over ())

/ (stddev(total\_revenue) over ()) **as** z\_score

**FROM** revenue\_by\_day

)

**SELECT** **ABS**(z\_score) **AS** twosided\_score

**FROM** daily\_revenue\_zscore

**WHERE**

order\_date =

**CAST**('2020-10-05' **AS** DATE)

- interval '1 day';

To run the test, use this:

python validator.py revenue\_sample\_zscore.sql zscore\_90\_twosided.sql greater\_equals warn

Of course, you’ll want to consider adjusting this test to fit your business case.

Is looking at order revenue by day too “noisy”? Is your order volume low enough that you need to look at weekly or monthly aggregates instead? If so, you can modify [Example 8-12](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0812) to aggregate by week or month instead of day. [Example 8-15](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ex_0815) shows a monthly version of the same check. It compares the previous month versus the 11 prior to it.

Note that this example checks the total revenue for the previous month from the current date. This is the type of validation you’d run when you “close” a month, which is usually on the first day of the next month. For example, this is a validation you might run on October 1 to check to make sure that revenue from September is within your expected range based on past history.

*Example 8-15. revenue\_lastmonth\_zscore.sql*

**WITH** revenue\_by\_day **AS** (

**SELECT**

date\_part('month', order\_date) **AS** order\_month,

**SUM**(ordertotal) **AS** total\_revenue

**FROM** Orders

**WHERE**

order\_date > date\_trunc('month',**current\_timestamp** - interval '12 months')

**AND**

order\_date < date\_trunc('month', **current\_timestamp**)

**GROUP** **BY** date\_part('month', order\_date)

),

daily\_revenue\_zscore **AS** (

**SELECT**

order\_month,

total\_revenue,

(total\_revenue - **avg**(total\_revenue) over ())

/ (stddev(total\_revenue) over ()) **as** z\_score

**FROM** revenue\_by\_day

)

**SELECT** **ABS**(z\_score) **AS** twosided\_score

**FROM** daily\_revenue\_zscore

**WHERE** order\_month = date\_part('month',date\_trunc('month',**current\_timestamp** - interval '1 months'));

There are many other variations of such a validation test. What level of date granularity, what date periods you want to compare, and even the z-score are things you’ll need to analyse, and tweak based on your own data.

**METRIC VALIDATION REQUIRES CONTEXT**

Writing validation tests for metric values in a data model can be quite a challenge, and one best left to a data analyst who knows the business context well. Considering growth in the business, day of week effects, seasonality, and more is a skill in and of itself and differs for each business and use case. Still, the examples in this section should give you an idea of where to start.

**Commercial and Open-source Data Validation Frameworks**

Throughout this section, I’ve used a sample Python-based validation framework. As previously noted, though it’s simple, it can easily be extended to become a full-featured, production-ready application for all kinds of data validation needs.

That said, just like data ingestion, data modelling, and data orchestration tools, there is a build-versus-buy decision to make when it comes to what you use for data validation. In fact, previous build-versus-buy decisions often play into what a data team decides to use for data validation at different points in a pipeline.

For instance, some data ingestion tools include features to check for row count changes, unexpected values in columns, and more. Some data transformation frameworks, such as [dbt](https://www.getdbt.com/), include data validation and testing functionally. If you’ve already invested in such tools, check to see what options are available.

Finally, there are open-source frameworks for data validation. The number of such frameworks is vast, and I suggest looking for one that fits your ecosystem. For example, if you’re building a machine learning pipeline and use TensorFlow, you might consider [TensorFlow Data Validation](https://oreil.ly/EJHDl). For more general validation, Yahoo’s [Validator](https://oreil.ly/XMdGY) is an open-source option.

# Chapter 9. Best Practices for Maintaining Pipelines

Up to this point, this book has been focused on building data pipelines. This chapter discusses how to maintain those pipelines as you encounter increased complexity and deal with the inevitable changes in the systems that your pipelines rely on.

**Handling Changes in Source Systems**

One of the most common maintenance challenges for data engineers is dealing with the fact that the systems they ingest data from are not static. Developers are always making changes to their software, either adding features, refactoring the codebase, or fixing bugs. When those changes introduce a modification to the schema or meaning of data to be ingested, a pipeline is at risk of failure or inaccuracy.

As discussed throughout this book, the reality of a modern data infrastructure is that data is ingested from a large diversity of sources. As a result, it’s difficult to find a one-size-fits-all solution to handling schema and business logic changes in source systems. Nonetheless, there a few best practices I recommend investing in.

**Introduce Abstraction**

Whenever possible, it’s best to introduce a layer of abstraction between the source system and the ingestion process. It’s also important for the owner of the source system to either maintain or be aware of the abstraction method.

For example, instead of ingesting data directly from a Postgres database, consider working with the owner of the database to build a REST API that pulls from the database and can be queried for data extraction. Even if the API is simply a passthrough, the fact that it exists in a codebase maintained by the owner of the source system means that the system owner is aware of what data is being extracted and doesn’t have to worry about changes to the internal structure of their Postgres application database. If they choose to modify the structure of a database table, they’ll need to make a modification to the API but won’t need to consider what other code might rely on it.

In addition, if the change to the source system results in the removal of a field that a supported API endpoint includes, then a conscience decision regarding what to do can be made. Perhaps the field is phased out over time or is supported with historical data but is NULL going forward. Either way, there is an awareness of the need to handle the change when an explicit abstraction layer exists.

REST APIs are not the only option for abstraction and at times are not the best fit. Publishing data via a Kafka topic is an excellent way to maintain an agreed-upon schema while leaving the particulars of the source system that publishes an event and the system that subscribes to it (the ingestion) completely separate from each other.

**Maintain Data Contracts**

If you must ingest data directly from a source system’s database or via some method that is not explicitly designed for your extraction, creating, and maintaining a data contract is a less technical solution to managing schema and logic changes.

**DATA CONTRACTS**

A *data contract* is a written agreement between the owner of a source system and the team ingesting data from that system for use in a data pipeline. The contract should state what data is being extracted, via what method (full, incremental), how often, as well as who (person, team) are the contacts for both the source system and the ingestion. Data contracts should be stored in a well-known and easy-to-find location such as a GitHub repo or internal documentation site. If possible, format data contracts in a standardized form so they can be integrated into the development process or queried programmatically.

A data contract may be written in the form of a text document, but preferably in a standardized configuration file such as in [Example 9-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ex_0901). In this example, a data contract for an ingestion from a table in a Postgres database is stored in JSON form.

*Example 9-1. orders\_contract.json*

{

ingestion\_jobid: "orders\_postgres",

source\_host: "my\_host.com",

source\_db: "ecommerce",

source\_table: "orders",

ingestion\_type: "full",

ingestion\_frequency\_minutes: "60",

source\_owner: "dev-team@mycompany.com",

ingestion\_owner: "data-eng@mycompany.com"

};

Once you create data contracts, here are some ways you can use them to stay ahead of any source system changes that risk the integrity of your pipelines:

* Build a Git hook that looks for any changes (schema or logic) to a table listed as a source\_table in a data contract when a PR is submitted or code is committed to a branch. Automatically notify the contributor that the table is used in a data ingestion and who to contact (the ingestion\_owner) for coordination of the change.
* If the data contract itself is in a Git repo (and it should be!), add a Git hook to check for changes to the contract. For example, if the frequency that the ingestion runs is increased, not only should the data contract be updated, but the source system owner should be consulted to ensure there is not a negative impact on a production system.
* Publish in readable form of all data contracts on the company’s centralized documentation site and make them searchable.
* Write and schedule a script to notify source system and ingestion owners of any data contracts that haven’t been updated in the past six months (or other frequency) and ask them to review and update if needed.

Whether automated or not, the goal is for changes to the data being ingested or the method of ingestion (say from incremental to full load) to be flagged and communicated ahead of any issues in the pipeline or source system.

**Limits of Schema-on-Read**

One approach to dealing with changes to the schema of source data is to move from a *schema-on-write* design to *schema-on-read*.

Schema-on-write is the pattern used throughout this book; in particular, in Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05). When data is extracted from a source, the structure (schema) is defined, and the data is written to the data lake or S3 bucket. Then, when the load step in the ingestion is run, the data is in a predictable form and can be loaded into a defined table structure.

Schema-on-read is a pattern where data is written to a data lake, S3 bucket, or other storage system with no strict schema. For example, an event defining an order placed in a system might be defined as a JSON object, but the properties of that object might change over time as new ones are added or existing ones are removed. In this case, the schema of the data is not known until it’s *read*, which is why it’s called schema-on-read.

While very efficient for writing data to storage, this pattern adds complexity to the load step and has some major implications in a pipeline. From a technical perspective, reading data stored in this way from an S3 bucket is quite easy. Amazon Athena and other products make querying the raw data as simple as writing a SQL query. However, maintaining the definition of the data is no small task.

First, you’ll want to make use of a *data catalogue* that integrates with whatever tool you are using to read the schema-flexible data during the load step. A data catalogue stores metadata for the data in your data lake and warehouse. It can store both the structure and the definition of datasets. For schema-on-read, it’s critical to define and store the structure of data in a catalogue for both pragmatic use and human reference. [AWS Glue Data Catalogue](https://oreil.ly/BpXT7) and [Apache Atlas](https://atlas.apache.org/) are popular data catalogues, but there are many more to choose from.

Second, the logic of your load step becomes more complex. You’ll need to consider how you’ll handle schema changes dynamically. Do you want to dynamically add new columns to a table in your warehouse when new fields are detected during an ingestion? How will you notify data analysts who are modelling the data in the transform step in a pipeline or changes to their source tables?

If you choose to take a schema-on-read approach, you’ll want to get serious about *data governance*, which includes not only cataloguing your data, but also defining the standards and process around how data is used in an organization. Data governance is a broad topic, and an important one regardless of how you ingest data. However, it’s a topic that can’t be ignored at a technical level if you do choose a schema-on-read approach.

**Scaling Complexity**

Building data pipelines when source systems and downstream data models are limited is challenging enough. When those numbers get large, as they do in even relatively small organizations, there are some challenges to scaling pipelines to handle the increased complexity. This section includes some tips and best practices for doing so at various stages of a pipeline.

**Standardizing Data Ingestion**

When it comes to complexity, the number of systems you ingest from is typically less of an issue than the fact that each system isn’t quite the same. That fact often leads to two pipeline maintenance challenges:

* Ingestion jobs must be written to handle a variety of source system types (Postgres, Kafka, and so on). The more source system types you need to ingest from, the larger your codebase and the more to maintain.
* Ingestion jobs for the same source system type cannot be easily standardized. For example, even if you only ingest from REST APIs, if those APIs do not have standardized ways of paging, incrementally accessing data, and other features, data engineers may build “one-off” ingestion jobs that don’t reuse code and share logic that can be centrally maintained.

Depending on your organization, you may have little control over the systems you ingest from. Perhaps you must ingest from mostly third-party platforms or the internal systems are built by an engineering team under a different part of the organization hierarchy. Neither is a technical problem, but each should nonetheless be considered and addressed as part of a data pipeline strategy. Thankfully, there are also some technical approaches within your control to mitigate the impact on your pipelines.

First, the nontechnical factors. If the systems you’re ingesting from are built internally but are not well standardized, creating awareness of the impact on the data organization pipelines can lead to buy-in from system owners.

Especially in larger companies, the software engineers building each system may not be aware that they are building systems that are not quite the same as their counterparts elsewhere in the organization. Thankfully, software engineers typically understand the efficiency and maintainability benefits of standardization. Forging a partnership with the engineering organization requires patience and the right touch, but it’s an underrated nontechnical skill for data teams.

If you find yourself needing to ingest from a large number of third-party data sources, then your organization is likely choosing to buy versus build in many instances. Build/buy decisions are complex, and organizations typically weigh many factors when evaluating different vendors and proposals for internally built solutions. One factor that’s often either left out or left to later-than-ideal in the process is the impact on reporting and analytics. In such cases, data teams are left with the challenge of ingesting data from a product that wasn’t well designed for the task. Do your best to be part of the evaluation process early, and ensure your team has a seat at the table for the final decision. Just like creating awareness for internal system standardization, the importance of working with vendors to determine analytics needs is something that is often not considered unless the data team makes sure their voice is heard.

There are also some technical approaches within your control that you can take to reduce the complexity of your ingestion jobs:

Standardize whatever code you can, and reuse

This is a general best practice in software engineering but is at times passed over in the creating of data ingestion jobs.

Strive for config-driven data ingestions

Are you ingesting from a number of Postgres databases and tables? Don’t write a different job for each ingestion, but rather a single job that iterates through config files (or records in a database table!) that defines the tables and schemas you want to ingest.

Consider your own abstractions

If you can’t get source system owners to build some standardized abstractions between their systems and your ingestion, consider doing so yourself or partnering with them and taking on the bulk of the development work. For example, if you must ingest data from a Postgres or MySQL database, get permission from the source team to implement streaming CDC with Debezium (see [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04)) rather than writing yet another ingestion job.

**Reuse of Data Model Logic**

Complexity can also arise further down a pipeline and in particular during data modelling in the transform phase of a pipeline (see [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06)). As analysts build more data models, they tend to do one of two things:

* Repeat logic in the SQL that builds each model.
* Derive models off of each other, creating numerous dependencies between models.

Just as code reuse is ideal in data ingestions (and software engineering in general), it’s also ideal in data modelling. It ensures that a single source of truth exists and reduces the amount of code that needs to be changed in the case of a bug or business logic change. The trade-off is a more complex dependency graph in a pipeline.

[Figure 9-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#fig_0901) shows a DAG (see [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07)) with a single data ingestion and four data models that are all built via scripts that run in parallel. They can be executed in that fashion because they have no dependencies on each other.

![dppr 0901](data:image/png;base64,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)

*Figure 9-1. Four independent data models.*

If they are truly unrelated data models, that is not a problem. However, if they all share some logic, then it’s best to refactor the models and the DAG to look something like [Figure 9-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#fig_0902).
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*Figure 9-2. Data models with logic reuse and dependencies.*

[Example 9-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ex_0902) shows a simple example of logic reuse that represents the script executed in the build\_model\_1 task in [Figure 9-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#fig_0902). The script generates an order count by day and stores it in a data model called orders\_by\_day.

You can use the Orders table from [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06), which can be re-created and populated with the following SQL:

**CREATE** **TABLE** Orders (

Order-Id int,

OrderStatus varchar(30),

OrderDate **timestamp**,

Customer-Id int,

OrderTotal numeric

);

**INSERT** **INTO** Orders

**VALUES**(1,'Shipped','2020-06-09',100,50.05);

**INSERT** **INTO** Orders

**VALUES**(2,'Shipped','2020-07-11',101,57.45);

**INSERT** **INTO** Orders

**VALUES**(3,'Shipped','2020-07-12',102,135.99);

**INSERT** **INTO** Orders

**VALUES**(4,'Shipped','2020-07-12',100,43.00);

*Example 9-2. model\_1.sql*

**CREATE** **TABLE** IF **NOT** **EXISTS** orders\_by\_day **AS**

**SELECT**

**CAST**(OrderDate **AS** DATE) **AS** order\_date,

**COUNT**(\*) **AS** order\_count

**FROM** Orders

**GROUP** **BY** **CAST**(OrderDate **AS** DATE);

Subsequent models in the DAG can refer to this table when they need a daily order count rather than recalculating each time. [Example 9-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ex_0903) represents the script executed in the build\_model\_2 task in [Figure 9-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#fig_0902). Instead of recalculating the order count by day, it uses the orders\_by\_day model instead. Though getting an order count by day may sound trivial, with more complex calculations or queries with additional logic in the WHERE clause or joins, it’s even more important to write the logic once and reuse. Doing so ensures a single source of truth, ensures a single model to maintain, and, as a bonus, only requires your data warehouse to run any complex logic a single time and store the results for later reference. In some cases, that time savings is notable in a pipeline’s runtime.

*Example 9-3. model\_2.sql*

**SELECT**

obd.order\_date,

ot.order\_count

**FROM** orders\_by\_day obd

**LEFT** **JOIN** other\_table ot

**ON** ot.some\_date = obd.order\_date;

Though some savvy data analysts design their data models and the subsequent DAG in this way from the start, it’s more common to find opportunity to refactor only after problems arise in a pipeline. For example, if a bug is found in the logic of a model and needs to be fixed in multiple models, then there is likely an opportunity to apply the logic to a single model and derive other models from it.

Though the end result is a more complex set of dependencies, if handled properly, as you’ll see in the following section, you’ll find the logic in the data modelling portion of your pipeline to be more reliable and less likely to result in multiple versions of truth.

**Ensuring Dependency Integrity**

As noted in the previous section, despite all of the benefits of reusing data model logic, there is a trade-off: the need to keep track of what models rely on each other and ensure that those dependencies are defined properly in a DAG for orchestration.

In [Figure 9-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#fig_0902) in the previous section (and queries in Examples [9-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ex_0902) and [9-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ex_0903)), model\_2 is dependent on model\_1, and model\_3 and model\_4 both depend on model\_2. Those dependencies are defined properly in the DAG, but as teams build more models, keeping track of dependencies becomes quite a chore and prone to error.

As pipelines get more complex, it’s time to consider programatic approaches to defining and validating dependencies between data models. There are a number of approaches, of which I’ll discuss two.

First, you can build some logic into your development process to identify dependencies in SQL scripts and ensure that any tables that a script depends on are executed upstream in a DAG. Doing so isn’t simple and can be done either by parsing out table names from a SQL script or, more commonly, requiring the data analyst writing the model to provide a list of dependencies manually in a config file when they submit a new model or modification to an existing one. In both cases, you have some work ahead of you and are adding some friction to your development process.

Another approach is to use a data model development framework like [dbt](https://www.getdbt.com/), which among other benefits has a mechanism for analysts to define references between models right in the SQL they write for the model definition.

**MORE ABOUT DBT**

dbt is an open-source product created by Fishtown Analytics that has grown into a widely used and contributed-to tool in the data analytics community. It’s written in Python and is easy to deploy and use on your own. There is also a commercial, fully hosted version called dbt Cloud if you’d rather not run it on your own. You can learn more about dbt by reading the [official documentation](https://oreil.ly/mTRPs).

For example, I’ll rewrite model\_2.sql from [Example 9-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ex_0903) and use the ref() function in dbt to refer to model\_1.sql in the join. [Example 9-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#ex_0904) shows the result.

*Example 9-4. model\_2\_dbt.sql*

**SELECT**

obd.order\_date,

ot.order\_count

**FROM** {{**ref**('model\_1')}} obd

**LEFT** **JOIN** other\_table ot

**ON** ot.some\_date = obd.order\_date;

**DATA MODELS IN DBT**

Data models in dbt are all defined as SELECT statements. Though similar to how data models were introduced in [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06), dbt models can take advantage of functions like ref() via Jinja templating, which will be familiar to many Python developers.

With the updated SQL, dbt knows that model\_2 relies on model\_1 and ensures execution in the proper order. In fact, dbt builds a DAG dynamically rather than forcing you to do so in a tool like Airflow. When the data model is compiled by dbt prior to executing, the reference to model\_1 is filled in with the table name (orders\_by\_day). If all four models from the DAG in [Figure 9-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#fig_0902) are instead written in dbt, they can be compiled and executed with a single command on the command line:

$ dbt run

When dbt run is executed, the SQL scripts representing each model will run in the proper order based on how each table is referenced from each other. As you learned in [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07), running command-line tasks in Airflow is simple. If you’d still like to use Airflow as your orchestrator alongside dbt for your data model development, that’s no problem. [Figure 9-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch09.html#fig_0903) shows an updated DAG where the two steps in the ingestion are run just like before. When they are completed, a single Airflow task executes the dbt run command, which handles executing the SQL for all four data models in the correct order.
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*Figure 9-3. Data models executed in dbt from Airflow.*

Though in this example I’m running all models in the dbt project, you can specify a subset of models to run by passing parameters to dbt run as well.

Whether you choose to identify and validate model dependencies with custom code you inject into your development process, or leverage a product like dbt, handling dependencies at scale is key to maintaining a data pipeline. It’s best not to leave it to manual checks and human eyes!

# Chapter 10. Measuring and Monitoring Pipeline Performance

Even the most well-designed data pipelines are not meant to be “set and forget.” The practice of measuring and monitoring the performance of pipelines is essential. You owe it to your team and stakeholders to set, and live up to, expectations when it comes to the reliability of your pipelines.

This chapter outlines some tips and best practices for doing something that data teams deliver to others but surprisingly don’t always invest in themselves: collecting data and measuring performance of their work.

**Key Pipeline Metrics**

Before you can determine what data you need to capture throughout your pipelines, you must first decide what metrics you want to track.

Choosing metrics should start with identifying what matters to you and your stakeholders. Some examples include the following:

* How many validation tests (see [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08)) are run, and what percent of the total tests run pass
* How frequently a specific DAG runs successfully
* The total runtime of a pipeline over the course of weeks, months, and years

**HOW MANY METRICS TO TRACK?**

Beware of a common trap: looking at too many metrics! Just as there is danger in relying on a single metric to tell the entire story of pipeline performance and reliability, too many metrics make it difficult to focus on what’s most important. I suggest choosing two to three metrics at most to focus on. It’s also important to ensure that they each have a unique purpose rather than overlapping in what they measure.

The good news is that gathering the data needed to calculate such metrics is within reach. As you’ll see in the following sections, it’s possible to capture this data directly from infrastructure built earlier in this book; in particular, see Airflow ([Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07)) and the data validation framework ([Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08)).

**Prepping the Data Warehouse**

Before you can monitor and report on the performance of your pipelines, you must of course capture the data required for such measurement. Thankfully, as a data professional you have the tools to do so right in front of you! Your data warehouse is the best place to store log data from each step in your data pipeline.

In this section, I define the structure of the tables you’ll use to store data from Airflow and the data validation framework defined in [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08). This data will later be used to develop the metrics essential to measuring pipeline performance.

I’d like to point out that there are numerous other data points you may want to track and report on. I like these two examples because they cover the basics and should inspire other tracking and measurements specific to your data infrastructure.

**A Data Infrastructure Schema**

First, you’ll need a table to store the history of DAG runs from Airflow. Recall from [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07) that Airflow is used to execute each step in a data pipeline. It also keeps the history of each DAG run. Before you extract that data, you need a table to load it into. The following is a definition for a table named dag\_run\_history. It should be created in your data warehouse in whatever schema you load data into during data ingestion:

**CREATE** **TABLE** dag\_run\_history (

id int,

dag\_id varchar(250),

execution\_date **timestamp** **with** time **zone**,

state varchar(250),

run\_id varchar(250),

external\_trigger boolean,

end\_date **timestamp** **with** time **zone**,

start\_date **timestamp** **with** time **zone**

);

In addition to reporting on the performance of DAGs, it’s important to provide insight into data validity. In [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08), I defined a simple, Python-based data validation framework. In this chapter I will extend it so that it logs the results of each validation test to the data warehouse. The following table, named validation\_run\_history, will be the destination of validation test results. I suggest creating it in the same schema of your data warehouse where ingested data lands upon load:

**CREATE** **TABLE** validation\_run\_history (

script\_1 varchar(255),

script\_2 varchar(255),

comp\_operator varchar(10),

test\_result varchar(20),

test\_run\_at **timestamp**

);

The rest of this chapter implements the logic to populate and make use of the data loaded into the prior two tables.

**Logging and Ingesting Performance Data**

Now it’s time to populate the two tables you created in your data warehouse in the previous section. The first will be populated by building a data ingestion job just like you learned about in Chapters [4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04) and [5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05). The second will require an enhancement to the data validation application first introduced in [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08).

**Ingesting DAG Run History from Airflow**

To populate the dag\_run\_history table you created in your data warehouse in the previous section, you’ll need to extract data from the Airflow application database you configured in [“Apache Airflow Setup and Overview”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#apache-airflow-setup).

In that section, I chose to use a Postgres database for Airflow to use, so the following extraction code follows the model defined in [“Extracting Data from a PostgreSQL Database”](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#extract-data-postgressql). Note that I am choosing to load data incrementally, which is easy, thanks to the auto-incrementing id column of the dag\_run table in the Airflow database. The output of this extraction (defined in [Example 10-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1001)) is a CSV file named *dag\_run\_extract.csv*, which is uploaded to the S3 bucket you set up in [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04).

Before you execute the code, you’ll need to add one new section to the *pipeline.conf* file from [Chapter 4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch04.html#ch04). As the following shows, it must contain the connection details for the Airflow database you set up in [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07):

[airflowdb\_config]

host = localhost

port = 5432

username = airflow

password = pass1

database = airflowdb

**THE AIRFLOW REST API**

Though I’m ingesting DAG run history directly from the Airflow application database, ideally, I’d do so via an API or other layer of abstraction. In Airflow version 1.x, there is an “experimental” REST API that is quite limited and does not include an endpoint that supports the level of detail required for pipeline performance reporting. However, with Airflow 2.0 on the horizon, there is promise of an expanded and stable REST API. I suggest keeping an eye on the evolution of the Airflow API and consider ingesting from it, rather than the application database, in the future.

*Example 10-1. airflow\_extract.py*

**import** **csv**

**import** **boto3**

**import** **configparser**

**import** **psycopg2**

*# get db Redshift connection info*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("aws\_creds", "database")

user = parser.get("aws\_creds", "username")

password = parser.get("aws\_creds", "password")

host = parser.get("aws\_creds", "host")

port = parser.get("aws\_creds", "port")

*# connect to the redshift cluster*

rs\_conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host

+ " port=" + port)

rs\_sql = """SELECT COALESCE(MAX(id),-1)

FROM dag\_run\_history;"""

rs\_cursor = rs\_conn.cursor()

rs\_cursor.execute(rs\_sql)

result = rs\_cursor.fetchone()

*# there's only one row and column returned*

last\_id = result[0]

rs\_cursor.close()

rs\_conn.commit()

*# connect to the airflow db*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("airflowdb\_config", "database")

user = parser.get("airflowdb\_config", "username")

password = parser.get("airflowdb\_config", "password")

host = parser.get("airflowdb\_config", "host")

port = parser.get("airflowdb\_config", "port")

conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host

+ " port=" + port)

*# get any new DAG runs. ignore running DAGs*

m\_query = """SELECT

id,

dag\_id,

execution\_date,

state,

run\_id,

external\_trigger,

end\_date,

start\_date

FROM dag\_run

WHERE id > %s

AND state <> **\'**running**\'**;

"""

m\_cursor = conn.cursor()

m\_cursor.execute(m\_query, (last\_id,))

results = m\_cursor.fetchall()

local\_filename = "dag\_run\_extract.csv"

**with** open(local\_filename, 'w') **as** fp:

csv\_w = csv.writer(fp, delimiter='|')

csv\_w.writerows(results)

fp.close()

m\_cursor.close()

conn.close()

*# load the aws\_boto\_credentials values*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

access\_key = parser.get("aws\_boto\_credentials",

"access\_key")

secret\_key = parser.get("aws\_boto\_credentials",

"secret\_key")

bucket\_name = parser.get("aws\_boto\_credentials",

"bucket\_name")

*# upload the local CSV to the S3 bucket*

s3 = boto3.client(

's3',

aws\_access\_key\_id=access\_key,

aws\_secret\_access\_key=secret\_key)

s3\_file = local\_filename

s3.upload\_file(local\_filename, bucket\_name, s3\_file)

Once the extraction is complete, you can load the contents of the CSV file into your data warehouse as described in detail in [Chapter 5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch05.html#ch05). [Example 10-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1002) defines how to do so if you have a Redshift data warehouse.

*Example 10-2. airflow\_load.py*

**import** **boto3**

**import** **configparser**

**import** **pyscopg2**

*# get db Redshift connection info*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("aws\_creds", "database")

user = parser.get("aws\_creds", "username")

password = parser.get("aws\_creds", "password")

host = parser.get("aws\_creds", "host")

port = parser.get("aws\_creds", "port")

*# connect to the redshift cluster*

rs\_conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host

+ " port=" + port)

*# load the account\_id and iam\_role from the conf files*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

account\_id = parser.get(

"aws\_boto\_credentials",

"account\_id")

iam\_role = parser.get("aws\_creds", "iam\_role")

*# run the COPY command to ingest into Redshift*

file\_path = "s3://bucket-name/dag\_run\_extract.csv"

sql = """COPY dag\_run\_history

(id,dag\_id,execution\_date,

state,run\_id,external\_trigger,

end\_date,start\_date)"""

sql = sql + " from %s "

sql = sql + " iam\_role 'arn:aws:iam::%s:role/%s';"

*# create a cursor object and execute the COPY command*

cur = rs\_conn.cursor()

cur.execute(sql,(file\_path, account\_id, iam\_role))

*# close the cursor and commit the transaction*

cur.close()

rs\_conn.commit()

*# close the connection*

rs\_conn.close()

You may want to run the ingestion once manually, but you can later schedule it via an Airflow DAG as I describe in a later section of this chapter.

**Adding Logging to the Data Validator**

To log the results of the validation tests first introduced in [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08), I’ll add a function to the *validator.py* script called log\_result. Because the script already connects to the data warehouse to run validation tests, I reuse the connection and simply INSERT a record with the test result:

**def** log\_result(

db\_conn,

script\_1,

script\_2,

comp\_operator,

result):

m\_query = """INSERT INTO

validation\_run\_history(

script\_1,

script\_2,

comp\_operator,

test\_result,

test\_run\_at)

VALUES(%s, %s, %s, %s,

current\_timestamp);"""

m\_cursor = db\_conn.cursor()

m\_cursor.execute(

m\_query,

(script\_1, script\_2, comp\_operator, result))

db\_conn.commit()

m\_cursor.close()

db\_conn.close()

**return**

As a final modification, you’ll need to call the new function after a test is run. [Example 10-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1003) defines the updated validator in its entirety after the logging code is added. With this addition, each time a validation test is run, the result is logged in the validation\_run\_history table.

I suggest running a few validation tests to generate test data for examples that follow. For more on running validation tests, please refer to [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08).

*Example 10-3. validator\_logging.py*

**import** **sys**

**import** **psycopg2**

**import** **configparser**

**def** connect\_to\_warehouse():

*# get db connection parameters from the conf file*

parser = configparser.ConfigParser()

parser.read("pipeline.conf")

dbname = parser.get("aws\_creds", "database")

user = parser.get("aws\_creds", "username")

password = parser.get("aws\_creds", "password")

host = parser.get("aws\_creds", "host")

port = parser.get("aws\_creds", "port")

*# connect to the Redshift cluster*

rs\_conn = psycopg2.connect(

"dbname=" + dbname

+ " user=" + user

+ " password=" + password

+ " host=" + host

+ " port=" + port)

**return** rs\_conn

*# execute a test made of up two scripts*

*# and a comparison operator*

*# Returns true/false for test pass/fail*

**def** execute\_test(

db\_conn,

script\_1,

script\_2,

comp\_operator):

*# execute the 1st script and store the result*

cursor = db\_conn.cursor()

sql\_file = open(script\_1, 'r')

cursor.execute(sql\_file.read())

record = cursor.fetchone()

result\_1 = record[0]

db\_conn.commit()

cursor.close()

*# execute the 2nd script and store the result*

cursor = db\_conn.cursor()

sql\_file = open(script\_2, 'r')

cursor.execute(sql\_file.read())

record = cursor.fetchone()

result\_2 = record[0]

db\_conn.commit()

cursor.close()

print("result 1 = " + str(result\_1))

print("result 2 = " + str(result\_2))

*# compare values based on the comp\_operator*

**if** comp\_operator == "equals":

**return** result\_1 == result\_2

**elif** comp\_operator == "greater\_equals":

**return** result\_1 >= result\_2

**elif** comp\_operator == "greater":

**return** result\_1 > result\_2

**elif** comp\_operator == "less\_equals":

**return** result\_1 <= result\_2

**elif** comp\_operator == "less":

**return** result\_1 < result\_2

**elif** comp\_operator == "not\_equal":

**return** result\_1 != result\_2

*# if we made it here, something went wrong*

**return** **False**

**def** log\_result(

db\_conn,

script\_1,

script\_2,

comp\_operator,

result):

m\_query = """INSERT INTO

validation\_run\_history(

script\_1,

script\_2,

comp\_operator,

test\_result,

test\_run\_at)

VALUES(%s, %s, %s, %s,

current\_timestamp);"""

m\_cursor = db\_conn.cursor()

m\_cursor.execute(

m\_query,

(script\_1,

script\_2,

comp\_operator,

result)

)

db\_conn.commit()

m\_cursor.close()

db\_conn.close()

**return**

**if** \_\_name\_\_ == "\_\_main\_\_":

**if** len(sys.argv) == 2 **and** sys.argv[1] == "-h":

print("Usage: python validator.py"

+ "script1.sql script2.sql "

+ "comparison\_operator")

print("Valid comparison\_operator values:")

print("equals")

print("greater\_equals")

print("greater")

print("less\_equals")

print("less")

print("not\_equal")

exit(0)

**if** len(sys.argv) != 5:

print("Usage: python validator.py"

+ "script1.sql script2.sql "

+ "comparison\_operator")

exit(-1)

script\_1 = sys.argv[1]

script\_2 = sys.argv[2]

comp\_operator = sys.argv[3]

sev\_level = sys.argv[4]

*# connect to the data warehouse*

db\_conn = connect\_to\_warehouse()

*# execute the validation test*

test\_result = execute\_test(

db\_conn,

script\_1,

script\_2,

comp\_operator)

*# log the test in the data warehouse*

log\_result(

db\_conn,

script\_1,

script\_2,

comp\_operator,

test\_result)

print("Result of test: " + str(test\_result))

**if** test\_result == **True**:

exit(0)

**else**:

**if** sev\_level == "halt":

exit(-1)

**else**:

exit(0)

**LOGGING AT SCALE**

Though your data warehouse is an excellent place to store and analyse performance data from your pipeline infrastructure, it’s not always best to send such data directly to it. If you intend to produce a high volume of log data, such as the result of validation tests described in this section, it’s worth considering first routing it to log analysis infrastructure such as Splunk, SumoLogic, or the open-source [ELK Stack](https://oreil.ly/5ZYlY) (Elasticsearch, Logstash, and Kibana). Those platforms are designed to perform well on a high volume of small write operations (as log entries tend to be), while data warehouses like Snowflake and Redshift perform better ingesting data in bulk. Once log data is sent to such a platform, you can later ingest it in bulk into your data warehouse.

Most logging platforms have some form of analysis and visualization tooling included. I find such tooling preferable for analysing log data in isolation and for operational monitoring and reporting of the systems producing the logs. However, I still find it valuable to ingest log data into my data warehouse for further analysis, joining with non-log sources, and displaying higher-level performance metrics in enterprise dashboards where non-engineers spend time. Thankfully, your organization may already have the necessary log analysis infrastructure up and running. In general, log analysis platforms complement data analytics infrastructure and are worth becoming familiar with.

For more on running validation tests, please see [Chapter 8](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch08.html#ch08).

**Transforming Performance Data**

Now that you’re capturing key events from your pipelines and storing them in your data warehouse, you can make use of them to report on pipeline performance. The best way to do that is to build a simple data pipeline!

Refer to the ELT pattern introduced in [Chapter 3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch03.html#ch03) and used throughout this book. The work to build a pipeline for reporting on the performance of each pipeline is nearly complete. The extract and load (EL) steps were taken care of in the previous section. All you have left is the transform (T) step. For this pipeline, that means turning the data from Airflow DAG runs, and other actions you’ve chosen to log, into the performance metrics you set out to measure and hold yourself accountable to.

In the following subsections, I define transformations to create data models for some of the key metrics discussed earlier in the chapter.

**DAG Success Rate**

As you’ll recall from [Chapter 6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch06.html#ch06), you must consider the granularity of the data you want to model. In this case, I’d like to measure the success rate of each DAG by day. This level of granularity allows me to measure the success of either individual DAGs or multiple DAGs daily, weekly, monthly, or yearly. Whether the DAGs run once a day or more, this model will support a success rate. [Example 10-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1004) defines the SQL to build the model. Note that this is a fully refreshed model for simplicity.

*Example 10-4. dag\_history\_daily.sql*

**CREATE** **TABLE** IF **NOT** **EXISTS** dag\_history\_daily (

execution\_date DATE,

dag\_id VARCHAR(250),

dag\_state VARCHAR(250),

runtime\_seconds DECIMAL(12,4),

dag\_run\_count int

);

**TRUNCATE** **TABLE** dag\_history\_daily;

**INSERT** **INTO** dag\_history\_daily

(execution\_date, dag\_id, dag\_state,

runtime\_seconds, dag\_run\_count)

**SELECT**

**CAST**(execution\_date **as** DATE),

dag\_id,

state,

**SUM**(**EXTRACT**(EPOCH **FROM** (end\_date - start\_date))),

**COUNT**(\*) **AS** dag\_run\_count

**FROM** dag\_run\_history

**GROUP** **BY**

**CAST**(execution\_date **as** DATE),

dag\_id,

state;

From the dag\_history\_daily table, you can measure the success rate of a single, or all DAGs, over a given date range. Here are a few examples based on runs of some DAGs defined in [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07), but you’ll see data based on your own Airflow DAG run history. Make sure to run at least one ingestion of Airflow data (defined earlier in this chapter) to populate dag\_history\_daily.

Here is a query to return the success rate by DAG. You can of course filter to a given DAG or date range. Note that you must CAST the dag\_run\_count as a DECIMAL to calculate a fractional success rate:

**SELECT**

dag\_id,

**SUM**(**CASE** **WHEN** dag\_state = 'success' **THEN** 1

**ELSE** 0 **END**)

/ **CAST**(**SUM**(dag\_run\_count) **AS** DECIMAL(6,2))

**AS** success\_rate

**FROM** dag\_history\_daily

**GROUP** **BY** dag\_id;

The output of the query will look something like this:

dag\_id | success\_rate

-------------------------+------------------------

tutorial | 0.83333333333333333333

elt\_pipeline\_sample | 0.25000000000000000000

simple\_dag | 0.31250000000000000000

(3 rows)

**DAG Runtime Change Over Time**

Measuring the runtime of DAGs over time is often used to keep track of DAGs that are taking longer to complete over time, thus creating risk of data in the warehouse becoming stale. I’ll use the dag\_history\_daily table I created in the last subsection to calculate the average runtime of each DAG by day.

Note that in the following query I only include successful DAG runs, but you may want to report on long-running DAG runs that failed (perhaps due to a timeout!) in some cases. Also keep in mind that because multiple runs of a given DAG may occur in a single day, I must average the runtimes of such DAGs in the query.

Finally, because the dag\_history\_daily table is granular by date and dag\_state, I don’t really need to sum the runtime\_seconds and dag\_run\_count, but as a best practice I do. Why? If I, or another analyst, decided to change the logic to do something like include failed DAG runs as well, then the SUM() function would be required, yet easily missed.

Here is the query for the elt\_pipeline\_sample DAG from [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07):

**SELECT**

dag\_id,

execution\_date,

**SUM**(runtime\_seconds)

/ **SUM**(**CAST**(dag\_run\_count **as** DECIMAL(6,2)))

**AS** avg\_runtime

**FROM** dag\_history\_daily

**WHERE**

dag\_id = 'elt\_pipeline\_sample'

**GROUP** **BY**

dag\_id,

execution\_date

**ORDER** **BY**

dag\_id,

execution\_date;

The output of the query will look something like this:

dag\_id | execution\_date | avg\_runtime

---------------------+----------------+----------

elt\_pipeline\_sample | 2020-09-16 | 63.773900

elt\_pipeline\_sample | 2020-09-17 | 105.902900

elt\_pipeline\_sample | 2020-09-18 | 135.392000

elt\_pipeline\_sample | 2020-09-19 | 101.111700

(4 rows)

**Validation Test Volume and Success Rate**

Thanks to the additional logging you added to the data validator earlier in this chapter, it’s now possible to measure the success rate of validation tests, as well as the overall volume of tests run.

**TEST VOLUME IN CONTEXT**

Both success rate and test volume are worth monitoring, though I suggest also putting the test volume into context. The specifics of that are a bit out of scope for this chapter, but in general, the number of validation tests run should be proportional to the number of DAG tasks run. In other words, you should ensure that you’re testing each step in your pipelines. What’s a proper ratio of tests to pipeline step (often measured by DAG task)? That depends on how complex your steps are. Simple ingestion steps might require a single test to check for duplicate rows, while some transform steps are worthy of several tests to check for various context-specific errors.

[Example 10-5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1005) defines a new data model called validator\_summary\_daily that calculates and stores the results of each validator test at daily granularity.

*Example 10-5. validator\_summary\_daily.sql*

**CREATE** **TABLE** IF **NOT** **EXISTS** validator\_summary\_daily (

test\_date DATE,

script\_1 varchar(255),

script\_2 varchar(255),

comp\_operator varchar(10),

test\_composite\_name varchar(650),

test\_result varchar(20),

test\_count int

);

**TRUNCATE** **TABLE** validator\_summary\_daily;

**INSERT** **INTO** validator\_summary\_daily

(test\_date, script\_1, script\_2, comp\_operator,

test\_composite\_name, test\_result, test\_count)

**SELECT**

**CAST**(test\_run\_at **AS** DATE) **AS** test\_date,

script\_1,

script\_2,

comp\_operator,

(script\_1

|| ' '

|| script\_2

|| ' '

|| comp\_operator) **AS** test\_composite\_name,

test\_result,

**COUNT**(\*) **AS** test\_count

**FROM** validation\_run\_history

**GROUP** **BY**

**CAST**(test\_run\_at **AS** DATE),

script\_1,

script\_2,

comp\_operator,

(script\_1 || ' ' || script\_2 || ' ' || comp\_operator),

test\_result;

Though the logic to create validator\_summary\_daily is fairly straightforward, it’s worth calling out the test\_composite\_name column. In the absence of a unique name for each validation test (an enhancement worth considering), test\_composite\_name is the combination of the two scripts and operator for the test. It acts as a composite key that can be used to group validation test runs. For example, here is the SQL to calculate the percentage of time that each test passes. You can of course look at this by day, week, month, or any other time range you’d like:

**SELECT**

test\_composite\_name,

**SUM**(

**CASE** **WHEN** test\_result = 'true' **THEN** 1

**ELSE** 0 **END**)

/ **CAST**(**SUM**(test\_count) **AS** DECIMAL(6,2))

**AS** success\_rate

**FROM** validator\_summary\_daily

**GROUP** **BY**

test\_composite\_name;

The output will look something like this:

test\_composite\_name | success\_rate

--------------------------+----------------------

sql1.sql sql2.sql equals | 0.33333333333333333

sql3.sql sql4.sql not\_equal | 0.75000000000000000

(2 rows)

As for the volume of test runs, you may want to view this by date, test, or both. As noted earlier, it’s important to keep this value in context. As you grow the number and complexity of your pipelines, you can use this measure to ensure that you’re keeping up on testing the validity of data throughout pipelines. The following SQL produces both the test count and the success rate by date. This is a dataset that you can plot on a double y-axis line chart or similar visualization:

**SELECT**

test\_date,

**SUM**(

**CASE** **WHEN** test\_result = 'true' **THEN** 1

**ELSE** 0 **END**)

/ **CAST**(**SUM**(test\_count) **AS** DECIMAL(6,2))

**AS** success\_rate,

**SUM**(test\_count) **AS** total\_tests

**FROM** validator\_summary\_daily

**GROUP** **BY**

test\_date

**ORDER** **BY**

test\_date;

The results will look something like this:

test\_date | success\_rate | total\_tests

------------+------------------------+-----------

2020-11-03 | 0.33333333333333333333 | 3

2020-11-04 | 1.00000000000000000000 | 6

2020-11-05 | 0.50000000000000000000 | 8

(3 row)

**Orchestrating a Performance Pipeline**

With the code from the previous sections in hand, you can create a new Airflow DAG to schedule and orchestrate a pipeline to ingest and transform the pipeline performance data. It may feel a bit recursive, but you can use the existing infrastructure you have for this type of operation. Keep in mind that this backward-looking reporting focused on insights and not something mission critical like uptime monitoring or alerting on pipelines. You never want to use the same infrastructure to do that!

**The Performance DAG**

A DAG to orchestrate all of the steps defined in this chapter will look familiar based on examples from [Chapter 7](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch07.html#ch07). Per [Example 10-3](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1003), the results from the validation tests are already logging in the data warehouse. That means that there are only a few steps needed in this pipeline:

1. Extract data from the Airflow database (per [Example 10-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1001)).
2. Load data from the Airflow extract into the warehouse (per [Example 10-2](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1002)).
3. Transform the Airflow history (per [Example 10-4](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1004)).
4. Transform the data validation history (per [Example 10-5](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1005)).

[Example 10-6](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#ex_1006) is the source for the Airflow DAG, and [Figure 10-1](https://learning.oreilly.com/library/view/data-pipelines-pocket/9781492087823/ch10.html#fig_1001) shows the DAG in graph form.
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*Figure 10-1. Graph view of the pipeline\_performance DAG.*

*Example 10-6. pipeline\_performance.py*

**from** **datetime** **import** timedelta

**from** **airflow** **import** DAG

**from** **airflow.operators.bash\_operator** \

**import** **BashOperator**

**from** **airflow.operators.postgres\_operator** \

**import** **PostgresOperator**

**from** **airflow.utils.dates** **import** days\_ago

dag = DAG(

'pipeline\_performance',

description='Performance measurement pipeline',

schedule\_interval=timedelta(days=1),

start\_date = days\_ago(1),

)

extract\_airflow\_task = BashOperator(

task\_id='extract\_airflow',

bash\_command='python /p/airflow\_extract.py',

dag=dag,

)

load\_airlflow\_task = BashOperator(

task\_id='load\_airflow',

bash\_command='python /p/airflow\_load.py',

dag=dag,

)

dag\_history\_model\_task = PostgresOperator(

task\_id='dag\_history\_model',

postgres\_conn\_id='redshift\_dw',

sql='/sql/dag\_history\_daily.sql',

dag=dag,

)

validation\_history\_model\_task = PostgresOperator(

task\_id='validation\_history\_model',

postgres\_conn\_id='redshift\_dw',

sql='/sql/validator\_summary\_daily.sql',

dag=dag,

)

extract\_airflow\_task >> load\_airlflow\_task

load\_airlflow\_task >> dag\_history\_model\_task

load\_airlflow\_task >> validation\_history\_model\_task

**Performance Transparency**

With a working pipeline to measure the performance of your production pipelines and data validation tests, there’s one last thing to keep in mind: sharing the resulting insights with your data team and stakeholders. Transparency of the pipeline performance is key to building trust with stakeholders and creating a sense of ownership and pride on your team.

Here are a few tips for making use of the data and insights generated throughout this chapter:

Leverage visualization tools

Make the metrics from the data models you created accessible in the same visualization tools that your stakeholders use. That might be Tableau, Looker, or a similar product. Whatever it is, make sure it’s where stakeholders and your team are going every day, anyway.

Share summarized metrics regularly

Share summarized metrics at least monthly (if not weekly) via email, Slack, or some other place that your team and stakeholders keep an eye on.

Watch trends, not just current values

Both on dashboards and summaries you share, don’t just share the latest values of each metric. Include change over time as well and ensure that negative trends are pointed out as often as positive ones.

React to trends

Sharing trends in metrics isn’t just for show. It’s an opportunity to react and improve. Are validation tests failing at a higher rate than the month before? Dig into why, make changes, and watch future trends to measure the impact of your work.